一、4位數窮舉法：

|  |
| --- |
|  |
| 流程圖 |

1. 部分程式碼註解

|  |
| --- |
|  |
| 輸入正解後，將其拆解成4個位數存入陣列 |

|  |
| --- |
|  |
| 從最第一位數開始猜測，若相符則往下一位數繼續猜測，最後算出答案 |

1. 執行方法

開啟程式後輸入正解，即會自動開始猜測。

|  |  |
| --- | --- |
|  |  |

1. 遇到的困難

因為完全沒有寫過演算法的題目，所以剛開始看到題目不知道窮舉法是什麼，再Google後才知道原來就是暴力破解法，所以就很直覺地寫完了。

二、4位數爬山演算法

|  |
| --- |
|  |
| 流程圖 |

1. 部分程式碼註解

|  |  |
| --- | --- |
|  |  |
| 輸入正解後拆解成4位數 | 隨機產生第一組猜測解，並將差距值當為最佳差距 |

|  |
| --- |
|  |
| 隨機決定要改變的位數，以及隨機決定要+1或-1 |

|  |
| --- |
|  |
| 若選擇的位數為0，則只能將其+1，接著以x紀錄原本數值，再計算差距值，最後將較小的差距值留下。 |
|  |
|  |
| 若選擇的位數為9，則只能將其-1，接著以y紀錄原本數值，再計算差距值，最後將較小的差距值留下。 |
|  |
| 若為1-8，則隨機將數值+1或者-1，接著以變數紀錄原本數值，再計算差距值，最後將較小的差距值留下。 |

1. 執行方法

開啟程式後輸入正解，即會自動開始猜測。

|  |
| --- |
|  |

1. 遇到的困難

最一開始看到題目後沒有查資料就先靠著自己的感覺寫出的第一個解答，但當時因為不熟悉，所以不確定到底比較像哪種方法，查了很多資料、發文詢問，問了朋友、老師們得到的答案有人說像窮舉，有人說像爬山，讓我困擾了一陣子，後來是和朋友一起重新全部討論過後才覺得比較像是爬山，最後自己修改成現在的樣子。

1. 參考資料

<https://codertw.com/%E7%A8%8B%E5%BC%8F%E8%AA%9E%E8%A8%80/502300/>

<https://www.itread01.com/content/1544730876.html>

三、4位數窮舉、爬山的迭代下降圖

|  |
| --- |
|  |

四、20位數窮舉法、爬山演算法

|  |
| --- |
|  |
| 流程圖 |

1. 部分程式碼註解

|  |
| --- |
|  |
| 因整數及長整數無法存取20位數，因此將正解分次輸入再存入陣列 |

1. 迭代下降圖放於下一題一同比較。
2. 執行方法

|  |
| --- |
|  |
| 假設正確答案為 01234 56789 98765 43210 則分批輸入 |
|  |
|  |
| 輸入後 便會自動開始猜測 |

1. 遇到的困難

剛開始想說只要將正解擴大成20就可以解決了，但實際測試後不知道為甚麼數值都會爆掉，後來嘗試縮小為4位數又變回正常，反覆測試後發現當位數<=10位數時都能順利執行，到第11位數時會跑出負數，才突然想到整數有可存取的範圍上限，接著原本想使用長整數來記錄，才發現長整數也無法完整存取20位數，最後才想到將正解分次輸入來記錄。

而20位數的窮舉法，當時想說要把時間把握在研究下面幾題的演算法上，所以就沒有特別簡化程式碼，而是直接將4位數程式碼擴大。

五、20位數模擬退火演算法

|  |
| --- |
|  |
| 流程圖 |

1. 部分程式碼註解

|  |
| --- |
|  |
| 將爬山演算法找到的非最佳解以一定機率保存下來 |

1. 迭代下降圖

|  |
| --- |
|  |
| 三種方法的迭代下降比較圖 |

在位數小的時候各種演算法的差別其實感覺不太出來，但放大成20位數時窮舉法很明顯的次數提升很多，但爬山演算法及退火演算法在我上網查了資料後得知，兩者最大的差別是在尋找區域最佳解和全域最佳解時才會有較明顯差距，所以在這題好像不會太大的差異，但以速度來說，模擬退火還是小小的略勝一籌。

1. 執行方法

|  |
| --- |
|  |
| 假設正確答案為 12345 67890 09876 54321 則分批輸入 |
|  |
| 輸入後便會開始猜測 |

1. 遇到的困難

上網查到了很多寫得很複雜的範例，花了不少時間研究後雖然大致知道理論部份了，但卻不太確定如何實作，最後是盡量的照著自己知道的意思嘗試的寫了出來，雖然能夠成功執行以及計算答案，但依舊不確定使否真的算是模擬退火演算法。

1. 參考資料

<https://codertw.com/%E7%A8%8B%E5%BC%8F%E8%AA%9E%E8%A8%80/502300/>

<https://www.itread01.com/content/1544730876.html>

<https://www.itread01.com/content/1547235128.html>

六、20位數基因演算法

|  |
| --- |
|  |
| 流程圖 |

1. 部分程式碼註解

|  |
| --- |
|  |
| 將二進位染色體轉至為可用的十進位，因將答案拆解為4位數，故大於4位數字(即9999以上)皆視為0 |

|  |
| --- |
|  |
| 適應函式，將染色體x拆解為4個數字並計算差距 |

1. 執行方法

|  |
| --- |
|  |
| 假設正解為 0000 1234 5678 9876 5432 分為五次輸入，送出後便會自動開始執行 |

1. 遇到的困難

一開始看了很多有關基因演算法的範例，幾乎不太了解到底該如何實作，但隨著每天下班後利用一點時間反覆的不斷從頭研究和嘗試後，最後才得知大致上應該如何修改來得到符合我所需要的結果。

1. 參考資料

<https://edisonshih.pixnet.net/blog/post/30373432?fbclid=IwAR2f-LfOLLz218PNObykFgIF5xdUK05eIFjus6VGb0krm9DDnTfvWs_G77U>