In [1]:

**import** pandas **as** pd

**import** matplotlib.pyplot **as** plt

In [3]:

data **=** pd**.**read\_csv(r"C:\Users\ARYAN SURESH PAWAR\Desktop\datasets\datasets\iris.csv data**.**head()

Out[3]:

sepal\_length sepal\_width petal\_length petal\_width species

**0** 5.1 3.5 1.4 0.2 setosa

**1**

4.9

3.0

1.4

0.2 setosa

**2** 4.7 3.2 1.3 0.2 setosa

**3**

4.6

3.1

1.5

0.2 setosa

**4** 5.0 3.6 1.4 0.2 setosa

In [5]:

data**.**shape

Out[5]:

In [6]:

Out[6]:

In [7]:

(150, 5)

data**.**tail

<bound method NDFrame.tail of sepal\_length sepal\_width petal\_length petal\_ width species

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 5.1 | | 3.5 | 1.4 | 0.2 | setosa |
| 1 | 4.9 | | 3.0 | 1.4 | 0.2 | setosa |
| 2 | 4.7 | | 3.2 | 1.3 | 0.2 | setosa |
| 3 | 4.6 | | 3.1 | 1.5 | 0.2 | setosa |
| 4 | 5.0 | | 3.6 | 1.4 | 0.2 | setosa |
| .. | ... | | ... | ... | ... | ... |
| 145 | 6.7 | | 3.0 | 5.2 | 2.3 | virginica |
| 146 | 6.3 | | 2.5 | 5.0 | 1.9 | virginica |
| 147 | 6.5 | | 3.0 | 5.2 | 2.0 | virginica |
| 148 | 6.2 | | 3.4 | 5.4 | 2.3 | virginica |
| 149 | 5.9 | | 3.0 | 5.1 | 1.8 | virginica |
| [150 | rows x 5 | columns]> | | | | |

<class 'pandas.core.frame.DataFrame'> RangeIndex: 150 entries, 0 to 149 Data columns (total 5 columns):

data**.**info()

# Column Non-Null Count Dtype

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 |  | sepal\_length | 150 | non-null |  | float64 |
| 1 |  | sepal\_width | 150 | non-null |  | float64 |
| 2 |  | petal\_length | 150 | non-null |  | float64 |
| 3 |  | petal\_width | 150 | non-null |  | float64 |
| 4 |  | species | 150 | non-null |  | object |

dtypes: float64(4), object(1) memory usage: 6.0+ KB

In [8]:

data**.**describe

Out[8]:

In [9]:

<bound method NDFrame.describe of sepal\_length sepal\_width petal\_length pe

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| tal\_width | species |  | | | |
| 0 | 5.1 | 3.5 | 1.4 | 0.2 | setosa |
| 1 | 4.9 | 3.0 | 1.4 | 0.2 | setosa |
| 2 | 4.7 | 3.2 | 1.3 | 0.2 | setosa |
| 3 | 4.6 | 3.1 | 1.5 | 0.2 | setosa |
| 4 | 5.0 | 3.6 | 1.4 | 0.2 | setosa |
| .. | ... | ... | ... | ... | ... |
| 145 | 6.7 | 3.0 | 5.2 | 2.3 | virginica |
| 146 | 6.3 | 2.5 | 5.0 | 1.9 | virginica |
| 147 | 6.5 | 3.0 | 5.2 | 2.0 | virginica |
| 148 | 6.2 | 3.4 | 5.4 | 2.3 | virginica |
| 149 | 5.9 | 3.0 | 5.1 | 1.8 | virginica |

[150 rows x 5 columns]>

data**.**isnull()**.**sum()

|  |  |  |
| --- | --- | --- |
| Out[9]: | sepal\_length | 0 |
|  | sepal\_width | 0 |
|  | petal\_length | 0 |
|  | petal\_width | 0 |
|  | species | 0 |
|  | dtype: int64 |  |

In [16]:

X **=** data**.**drop(['species'], axis**=**1)

y **=** data**.**drop(['sepal\_length', 'sepal\_width', 'petal\_length', 'petal\_width'], ax print(X)

print(y) print(X**.**shape) print(y**.**shape)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | sepal\_length | sepal\_width | petal\_length | petal\_width |
| 0 | 5.1 | 3.5 | 1.4 | 0.2 |
| 1 | 4.9 | 3.0 | 1.4 | 0.2 |
| 2 | 4.7 | 3.2 | 1.3 | 0.2 |
| 3 | 4.6 | 3.1 | 1.5 | 0.2 |
| 4 | 5.0 | 3.6 | 1.4 | 0.2 |
| .. | ... | ... | ... | ... |
| 145 | 6.7 | 3.0 | 5.2 | 2.3 |
| 146 | 6.3 | 2.5 | 5.0 | 1.9 |
| 147 | 6.5 | 3.0 | 5.2 | 2.0 |
| 148 | 6.2 | 3.4 | 5.4 | 2.3 |
| 149 | 5.9 | 3.0 | 5.1 | 1.8 |

[150 rows x 4 columns] species

1. setosa
2. setosa
3. setosa
4. setosa
5. setosa

.. ...

145 virginica

|  |  |
| --- | --- |
| 146 | virginica |
| 147 | virginica |
| 148 | virginica |
| 149 | virginica |
| [150 | rows x 1 columns] |

(150, 4)

(150, 1)

In [17]:

**from** sklearn.model\_selection **import** train\_test\_split

X\_train, X\_test, y\_train, y\_test **=** train\_test\_split(X, y, test\_size**=**0.2, shuffle**=Tr** print(X\_train**.**shape)

print(X\_test**.**shape) print(y\_train**.**shape) print(y\_test**.**shape)

(120, 4)

(30, 4)

(120, 1)

(30, 1)

In [18]:

![](data:image/png;base64,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)

▾ GaussianNB i

GaussianNB()

[?](https://scikit-learn.org/1.4/modules/generated/sklearn.naive_bayes.GaussianNB.html)

C:\Users\ARYAN SURESH PAWAR\AppData\Local\Programs\Python\Python312\Lib\site-package s\sklearn\utils\validation.py:1300: DataConversionWarning: A column-vector y was pas sed when a 1d array was expected. Please change the shape of y to (n\_samples, ), for example using ravel().

y = column\_or\_1d(y, warn=True)

**from** sklearn.naive\_bayes **import** GaussianNB model **=** GaussianNB()

model**.**fit(X\_train, y\_train)

Out[18]:

In [19]:

y\_pred **=** model**.**predict(X\_test) model**.**score(X\_test,y\_test)

Out[19]: 0.9666666666666667

In [20]:

**from** sklearn.metrics **import** accuracy\_score, confusion\_matrix, ConfusionMatrixDispla print(accuracy\_score(y\_test, y\_pred))

0.9666666666666667

In [21]:

cm **=** confusion\_matrix(y\_test, y\_pred)

disp **=** ConfusionMatrixDisplay(confusion\_matrix **=** cm) print("Confusion matrix:")

print(cm)

Confusion matrix:

|  |  |  |
| --- | --- | --- |
| [[10 | 0 | 0] |
| [ 0 | 8 | 0] |
| [ 0 | 1 | 11]] |

In [22]:

disp**.**plot() plt**.**show()
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In [23]:

**def** get\_confusion\_matrix\_values(y\_true, y\_pred): cm **=** confusion\_matrix(y\_true, y\_pred) **return**(cm[0][0], cm[0][1], cm[1][0], cm[1][1])

TP, FP, FN, TN **=** get\_confusion\_matrix\_values(y\_test, y\_pred) print("TP: ", TP)

print("FP: ", FP)

print("FN: ", FN)

print("TN: ", TN)

|  |  |
| --- | --- |
| TP: | 10 |
| FP: | 0 |
| FN: | 0 |
| TN: | 8 |

In [24]:

print("The Accuracy is ", (TP**+**TN)**/**(TP**+**TN**+**FP**+**FN)) print("The precision is ", TP**/**(TP**+**FP)) print("The recall is ", TP**/**(TP**+**FN))

The Accuracy is 1.0 The precision is 1.0 The recall is 1.0

In [ ]: