**Link** **Shortener**

**Introduction**

Link shorteners are commonly used tools that transform lengthy URLs into more manageable, short links that are easier to share and remember. While the basic functionality of a link shortener is straightforward, this project aims to explore and expand the capabilities of this seemingly simple technology.

**Why Use a Link Shortener?**

Imagine trying to communicate the full name of Mr. Iyer from the movie *Dhamaal* (2007) every time you referred to him. His full name is "Shivavenkata Srinivasna Trichipalli Yekeparampir Perambdur Chinnaswami Muttuswami Venugopal Iyer", but for ease, we simply call him Iyer. Similarly, long URLs can be cumbersome and error-prone when shared; link shorteners condense these URLs into digestible snippets that are easier to handle and remember.

**How It Works**

At its core, a link shortener requires minimal space and processing power. It involves storing the original URL and assigning it a unique shortcode. This relationship is akin to using variables in programming, where the variable name is used to reference the stored data without needing to recall the data itself.

**Motivation for This Project**

During a recent internship, an incident involving a QR code linked to a registration form highlighted the limitations of using external link shortening services. The link was mistakenly blocked as suspicious, causing confusion and reducing event participation. This incident underscored the need for a reliable, in-house URL shortening solution that organizations can control directly, ensuring stability and access when most needed.

**Current Features**

* **Custom Shortcodes**: Customize the ending of the shortened URL.
* **Link Management**: Modify existing links; change both the destination URL and the shortcode at any time.
* **QR Code Generation**: Automatically generate QR codes for links by simply appending ".qr" to any shortcode.
* **Dashboard**: A user-friendly dashboard for creating, viewing, and managing shortened links with options to copy, edit, or delete each link.

**Proposed Features**

* **Analytics**: Track link usage with detailed analytics, including access timelines and device usage statistics.
* **Time Bomb Links**: Create links that automatically expire after a set period or event, perfect for time-sensitive content like registration deadlines.
* **Enhanced Security with Authentication**: Implement user authentication to ensure that only authorized personnel can create or modify links, making this tool particularly suited for corporate environments.

**Benefits of an In-House Solution** Using a dedicated link shortener provides significant advantages:

* **Control**: Full authority over link availability and management.
* **Security**: Reduced risk of links being mistakenly flagged or blocked.
* **Customization**: Tailor the tool's functionality to meet specific organizational needs.
* **Cost-Effective**: Can be hosted economically on low-cost cloud instances or on-premises.

**Conclusion**

As digital interactions continue to dominate business and personal communications, the necessity for efficient link management becomes undeniable. This project proposes a sophisticated, customizable link shortening solution that not only improves upon basic functionalities but also introduces advanced features to elevate organizational capability and user experience in the digital realm.

Lets start with the workflow we are going to adapt in this project

* 1. We are using github for version control to make the developments at much ease and enabling team to collaborate better.
  2. The main environment we are using is Node.js (v 18.04.0)

In NodeJs we are using mentioned packages which we will talk about in details while discussing the workflow:

* + 1. dotenv
    2. express
    3. express-useragent
    4. request-ip
    5. sequelize
    6. sqlite3
  1. We are using AWS hosting for the project, the instance we are using is t2.micro.
  2. And for our domain is managed by Cloudflare.

We are using **Agile Project Management Methodology**

We started with base functionalities implemented them designed more when required.

This helped us in managing unit tests for a functionalites better than other approach.

Instead of overburdening ourselves from upcoming requirements we focused on current ones and implemented others as we are getting one by one.

**Sequelize ORM**

In Node.js, Sequelize is a popular ORM (Object-Relational Mapping) library used to interact with relational databases such as MySQL, PostgreSQL, SQLite, and MSSQL. Sequelize abstracts database interactions, allowing developers to manipulate and query data using JavaScript objects and functions instead of writing raw SQL queries. One of the core components of Sequelize is its model system, which represents tables in the database as classes in JavaScript.

The database we are using is SQL, however for small project we preferred Lite version of SQLite, this enabled us to share db along with other data as sqlite db being lightweight for sharing.

The datascheme can be described by the shortcode

Table Links {

  id integer [primary key]

  originalUrl varchar [not null]

  shortenedUrl varchar [unique, not null]

  alias varchar [null]

  deleted\_at timestamp [null]

  created\_at timestamp [not null]

  updated\_at timestamp [not null]

}

Table Clicks {

  id integer [primary key]

  linkid integer [not null]

  clickedAt timestamp [not null]

  ipAddress varchar [null]

  platform varchar [null]

}

Ref: Links.id < Clicks.linkid

Here’s the visualization of our db diagram

![](data:image/png;base64,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)

A little Summary for our Links Table

id -> unique id of the links also the pk

originalUrl -> our original long url which we want to shorten this cannot be null.

shortenedUrl -> the suffix for our short url (cannot be null)

alias -> the nickname we want to give to urls (it is optional and can be null)

deleted\_at -> this refers to the date the record was deleted i.e. deletion date of link

created\_at -> creation date of record i.e. creation date of link

updated\_at -> last updation time of the link

Clicks Table

id -> unique id for each click also the pk

linkId -> the id of link to which the click is associated with

clickedAt -> at which timestamp the link was clicked at

ipAddress -> ip address of the visitor

platform -> the platform the user is using while accessing the link

The relationship defined between both table is **Link has Many Clicks** (One to Many) which we will be seeing our data models and in our migration scripts too.

**Migration Scripts**

Migration scripts are a crucial component in the management and evolution of databases, ensuring that changes in the database schema or data are applied systematically and reliably across different environments (development, testing, production). These scripts are essentially sets of commands that modify the database structure (like tables, columns, indexes) or manipulate data (adding, modifying, or deleting entries) in a controlled manner.

**Links Table Migration Script**

"use strict";

module.exports = {

  up: async (queryInterface, Sequelize) => {

    // Create the 'Links' table

    await queryInterface.createTable("Links", {

      id: {

        allowNull: false,

        autoIncrement: true,

        primaryKey: true,

        type: Sequelize.INTEGER,

      },

      originalUrl: {

        type: Sequelize.STRING,

        allowNull: false,

      },

      shortenedUrl: {

        type: Sequelize.STRING,

        allowNull: false,

      },

      alias: {

        type: Sequelize.STRING,

        allowNull: true,

      },

      createdAt: {

        allowNull: false,

        type: Sequelize.DATE,

        defaultValue: Sequelize.literal("CURRENT\_TIMESTAMP"),

      },

      updatedAt: {

        allowNull: false,

        type: Sequelize.DATE,

        defaultValue: Sequelize.literal("CURRENT\_TIMESTAMP"),

      },

      deletedAt: {

        type: Sequelize.DATE,

        allowNull: true,

      },

    });

    // Add a unique index to the 'shortenedUrl' column

    await queryInterface.addIndex("Links", ["shortenedUrl"], {

      unique: true,

      fields: ["shortenedUrl"],

    });

  },

  down: async (queryInterface, Sequelize) => {

    // Remove the unique index from the 'shortenedUrl' column

    await queryInterface.removeIndex("Links", "shortenedUrl");

    // Drop the 'Links' table

    await queryInterface.dropTable("Links");

  },

};

**Clicks Table Migration Script**

"use strict";

module.exports = {

  up: async (queryInterface, Sequelize) => {

    await queryInterface.createTable("Clicks", {

      id: {

        allowNull: false,

        autoIncrement: true,

        primaryKey: true,

        type: Sequelize.INTEGER,

      },

      linkId: {

        type: Sequelize.INTEGER,

        allowNull: false,

        references: {

          model: "Links",

          key: "id",

        },

      },

      clickedAt: {

        allowNull: false,

        type: Sequelize.DATE,

        defaultValue: Sequelize.literal("CURRENT\_TIMESTAMP"),

      },

      ipAddress: {

        type: Sequelize.STRING,

        allowNull: true, // Depending on requirements, this can be set to false if IP is always expected

      },

      platform: {

        type: Sequelize.STRING,

        allowNull: true, // This can also be a non-nullable field, if platform information is always available

      },

    });

  },

  down: async (queryInterface, Sequelize) => {

    await queryInterface.dropTable("Clicks");

  },

};

**Models**

**Models in Sequelize** are the essence of Sequelize's ORM capabilities. A model in Sequelize is a representation of a table in a database. Each model maps to a single table in the database and instances of a model represent rows in that table. Models define the structure of the table including its columns, their data types, and other attributes like validations, default values, and relationships to other tables.

**Link Model**

// models/link.js

const { Model, DataTypes } = require("sequelize");

module.exports = (sequelize) => {

  class Link extends Model {}

  Link.init(

    {

      originalUrl: DataTypes.STRING,

      shortenedUrl: {

        type: DataTypes.STRING,

        allowNull: false,

        unique: true,

      },

      alias: DataTypes.STRING,

      deletedAt: DataTypes.DATE,

    },

    {

      sequelize,

      modelName: "Link",

      paranoid: true, // This enables soft deletes, will use deletedAt.

      timestamps: true, // Explicitly stating to use timestamps.

      indexes: [

        {

          unique: true,

          fields: ["shortenedUrl"],

        },

      ],

    }

  );

  return Link;

};

**Click Model**

const { Model, DataTypes } = require("sequelize");

module.exports = (sequelize) => {

  class Click extends Model {}

  Click.init(

    {

      linkId: {

        type: DataTypes.INTEGER,

        allowNull: false,

        references: {

          model: "Links", // This model name should match the table name if not explicitly defined

          key: "id",

        },

      },

      clickedAt: {

        type: DataTypes.DATE,

        allowNull: false,

        defaultValue: DataTypes.NOW, // Use NOW for current timestamp

      },

      ipAddress: {

        type: DataTypes.STRING,

        allowNull: true, // Adjust allowNull based on whether IP address is mandatory

      },

      platform: {

        type: DataTypes.STRING,

        allowNull: true, // Adjust allowNull based on whether platform is mandatory

      },

    },

    {

      sequelize,

      modelName: "Click",

      timestamps: false, // Ensure this is false if you are managing created timestamps manually

    }

  );

  return Click;

};

**Controllers**

In the context of Node.js web applications, especially those built using frameworks like Express.js, controllers are key components that manage the logic between user interface actions and data models. Controllers act as intermediaries, processing incoming requests, interacting with models to access and manipulate data, and sending back the appropriate responses to the client.

**Links Controller**

const { Link, Click } = require("../models");

const Sequelize = require("sequelize");

const generateShortCode = require("../utils/shortCodeGenerator"); // Import the utility function

const createLink = async (req, res) => {

  const { originalUrl, alias, shortenedUrl } = req.body;

  try {

    const { success, code, message } = await generateShortCode(shortenedUrl);

    if (!success) {

      return res.status(409).json({ error: message }); // 409 Conflict is often used for duplicate resource

    }

    const link = await Link.create({ originalUrl, shortenedUrl: code, alias });

    res.json(link);

  } catch (error) {

    res.status(500).json({ error: error.message });

  }

};

const getLink = async (req, res) => {

  const { id } = req.params;

  try {

    const link = await Link.findByPk(id);

    if (!link) {

      return res.status(404).json({ message: "Link not found" });

    }

    res.json(link);

  } catch (error) {

    res.status(500).json({ error: error.message });

  }

};

const updateLink = async (req, res) => {

  const { id } = req.params;

  const { originalUrl, shortenedUrl, alias } = req.body;

  try {

    const link = await Link.findByPk(id);

    if (!link) {

      return res.status(404).json({ message: "Link not found" });

    }

    // Generate or validate the new shortened URL

    const { success, code, message } = await generateShortCode(shortenedUrl);

    if (!success) {

      return res.status(409).json({ error: message }); // Conflict if the new shortened URL is already in use

    }

    // Update the link with new values

    link.originalUrl = originalUrl;

    link.shortenedUrl = code; // Use the new or validated code

    link.alias = alias;

    await link.save();

    res.json(link);

  } catch (error) {

    res.status(500).json({ error: error.message });

  }

};

const deleteLink = async (req, res) => {

  const { id } = req.params;

  try {

    const link = await Link.findByPk(id);

    if (!link) {

      return res.status(404).json({ message: "Link not found" });

    }

    link.shortenedUrl = link.shortenedUrl + "\_" + link.id;

    await link.save();

    await link.destroy();

    res.json({ message: "Link deleted" });

  } catch (error) {

    res.status(500).json({ error: error.message });

  }

};

const getAllLinks = async (req, res) => {

  try {

    console.log("getAllLinks called");

    const links = await Link.findAll({

      attributes: [

        "id",

        "originalUrl",

        "shortenedUrl",

        "alias", // include all required Link attributes

        [Sequelize.fn("COUNT", Sequelize.col("clicks.id")), "clickCount"], // Aggregate function to count Clicks

      ],

      include: [

        {

          model: Click,

          as: "clicks",

          attributes: [], // No attributes needed from Clicks

        },

      ],

      group: [

        "Link.id",

        "Link.originalUrl",

        "Link.shortenedUrl",

        "Link.alias",

        "Link.deletedAt",

        "Link.createdAt",

        "Link.updatedAt",

      ], // Ensure grouping by all Link attributes

      order: [["updatedAt", "DESC"]], // Sorting links by updatedAt in descending order

    });

    // Converting to JSON might be necessary to properly see the results

    res.json(links.map((link) => link.toJSON()));

  } catch (error) {

    console.error("Error in getAllLinks:", error);

    res.status(500).json({ error: error.message });

  }

};

module.exports = {

  createLink,

  getLink,

  updateLink,

  deleteLink,

  getAllLinks,

};

**Click Controller**

const { Click, Link } = require("../models");

const recordClick = async (linkId, ipAddress, platform) => {

  const clickedAt = new Date();

  try {

    const click = await Click.create({

      linkId,

      clickedAt,

      ipAddress,

      platform,

    });

    return click;

  } catch (error) {

    throw error;

  }

};

const getClicks = async (req, res) => {

  const { linkId } = req.params;

  try {

    const clicks = await Click.findAll({

      where: { linkId },

      include: [Link],

    });

    res.json(clicks);

  } catch (error) {

    res.status(500).json({ error: error.message });

  }

};

module.exports = {

  recordClick,

  getClicks,

};

**Redirect Controller**

const { Link } = require("../models");

const { recordClick } = require("./clickController");

const requestIp = require("request-ip");

const getExternalLink = async (req, res) => {

  try {

    const { shortcode } = req.params;

    const link = await Link.findOne({ where: { shortenedUrl: shortcode } });

    if (link) {

      recordClick(link.id, requestIp.getClientIp(req), req.useragent.platform);

      res.redirect(link.originalUrl);

    } else {

      res.status(404).redirect("/404.html");

    }

  } catch (error) {

    console.error("Database or server error:", error);

    res.status(500).send("Server error");

  }

};

module.exports = {

  getExternalLink,

};

**Routes**Routes are an integral part of the architecture, serving as the means by which applications respond to client requests at different URLs (also known as paths or endpoints). They play a critical role in defining how an application responds to various HTTP methods (GET, POST, PUT, DELETE, etc.), linking these methods with the appropriate business logic and output.

**Link Routes**

const express = require('express');

const router = express.Router();

const { createLink, getLink, updateLink, deleteLink, getAllLinks } = require('../controllers/linkController');

router.post('/', createLink);

router.get('/:id', getLink);

router.get('/', getAllLinks);  // Fetch all links

router.put('/:id', updateLink);

router.delete('/:id', deleteLink);

module.exports = router;

**Click Routes**

const express = require("express");

const router = express.Router();

const { recordClick, getClicks } = require("../controllers/clickController");

router.get("/:linkId", getClicks);

module.exports = router;