**UNIT 2**

**INTRODUCTION TO COMPILER**

**Programming Language Basics**

* Programming languages are defined by **syntax** (rules for valid program structure) and **semantics** (meaning of valid programs).
* **Tokens** are the basic building blocks of a language, such as keywords, identifiers, and operators.
* **Lexical conventions** include rules for handling whitespace, comments, and delimiters, which are ignored during compilation but help in structuring the code.

**What is Lexical Analysis?**

* It reads the input program (a sequence of characters) and groups these into **lexemes**, which are sequences of characters matching patterns (e.g., if, x, +).
* For each lexeme, it generates a **token**, a data structure containing:
  + Token type (e.g., keyword, operator).
  + Attribute value (additional information, like variable names).

**Lexical Analysis – Role of Lexical Analyzer:**

* The **lexical analyzer** (or scanner) is the first phase of a compiler, responsible for converting a stream of characters into a stream of **tokens**.
* It reads the source code character-by-character and groups characters into meaningful units called **tokens**, such as keywords, identifiers, and operators.
* The lexical analyzer **ignores whitespace and comments**, as they are not relevant to the program’s meaning.
* It also **detects lexical errors**, such as invalid characters or unterminated strings, and reports them to the user.
* During tokenization, the lexical analyzer interacts with the **symbol table**, adding identifiers (e.g., variable names) and their attributes for later use.

**Lexical Analysis vs Parsing**

* **Simplicity**: Handling low-level tokenization separately makes the parser simpler and easier to design.
* **Efficiency**: Lexical analyzers use optimized techniques like **finite automata** to recognize tokens quickly.
* **Portability**: Lexical rules (e.g., handling whitespace) are less likely to change across machines compared to syntax rules.

**Tokens, Patterns, and Lexemes**

**Tokens**

* A **token** is a category or type of lexical unit in a programming language.
* Tokens represent meaningful groupings of characters, such as keywords, identifiers, operators, and literals.
* Examples of tokens include INT\_KEYWORD, IDENTIFIER, PLUS\_OPERATOR, and NUMBER.

**Patterns**

* A **pattern** is a rule or description that defines the valid form of lexemes for a specific token.
* Patterns are often expressed using **regular expressions** or **finite automata**.
* Example:
  + The pattern for an IDENTIFIER token might be: *"a sequence of letters and digits starting with a letter."*
  + The pattern for a NUMBER token could be: *"a sequence of digits optionally followed by a decimal point and more digits."*

**Lexemes**

* A **lexeme** is the actual sequence of characters in the source code that matches a pattern and is classified into a token.
* Example:
  + In the code int x = 5;, the lexeme int corresponds to the INT\_KEYWORD token.
  + The lexeme x matches the IDENTIFIER token.
  + The lexeme 5 matches the NUMBER token.

**Relationship**:

* The lexical analyzer uses **patterns** to identify **lexemes** in the source code and categorizes them into **tokens**.

**Lexical Errors**

**Definition**

* **Lexical errors** occur when the scanner encounters sequences of characters that do not match any valid pattern for tokens.

**Common Lexical Errors**

1. **Invalid Characters**:
   * Example: Using @ in a C program, where @ is not a valid operator or identifier.
2. **Unterminated Strings/Comments**:
   * Example: "Hello World (missing closing quote).
   * Example: /\* This is a comment (missing \*/).
3. **Malformed Numbers**:
   * Example: 123.45.67 (multiple decimal points).
4. **Illegal Identifiers**:
   * Example: 5var (starts with a digit).

**Error Recovery Strategies**

1. **Panic Mode**:
   * Skip characters until a valid token is found (e.g., skip until the next whitespace or delimiter).
2. **Delete/Insert Characters**:
   * Fix minor errors automatically (e.g., add a missing quote).
3. **Error Tokens**:
   * Insert a special error token and continue parsing.

**Input Buffering**

Lexical analyzers need to read source code character-by-character, but direct disk access for each character is **inefficient**. Input buffering minimizes disk I/O operations by reading large chunks of the source code into memory.

* **Buffer Pairs**
* **Concept**: Use **two buffers** (Buffer 1 and Buffer 2) to hold chunks of the source code.
* **How it works**:
  1. Load Buffer 1 with the first block of the source code.
  2. Load Buffer 2 with the next block when Buffer 1 is exhausted.
  3. Alternate between buffers to ensure continuous input flow.

**Example:**

Suppose the source code is split into blocks of size **N**:

![](data:image/png;base64,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)

* The lexical analyzer processes characters from Buffer 1.
* When it reaches the end of Buffer 1, it switches to Buffer 2 and reloads Buffer 1 with the next block.

**Advantages:**

* Reduces disk I/O operations by reading large blocks.
* Ensures seamless processing without waiting for disk reads.
* **Sentinels**
* **Purpose**: Simplify end-of-buffer checks.
* **Concept**: Place a **special marker (sentinel)** at the end of each buffer.
  + The sentinel is a unique character (e.g., EOF or #) that does not appear in the source code.
* **How it works**:
  1. Append a sentinel to the end of each buffer.
  2. The lexical analyzer processes characters until it encounters the sentinel.
  3. When the sentinel is reached, the buffer is reloaded.

**Example:**
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* The # marks the end of the buffer.
* When the lexical analyzer reads #, it triggers a buffer switch.

**Advantages:**

* Eliminates repeated checks for buffer boundaries (e.g., if (current\_char == end\_of\_buffer)).
* Speeds up processing by reducing conditional checks.
* **Handling Lookahead**
* **Problem**: Some tokens require looking ahead (e.g., = vs ==).
* **Solution**:
  1. Use a **lookahead pointer** to peek at the next character.
  2. If the next character is in the same buffer, process it.
  3. If it crosses the buffer boundary, switch buffers and continue.

**Example:**

Processing ==:

* Read = from Buffer 1.
* Look ahead to the next character. If it is also =, consume it as part of the token ==.
* **Edge Cases**
* **Token spans across buffers**:
  + If a token starts near the end of a buffer (e.g., 123 split as 12 in Buffer 1 and 3 in Buffer 2):
    - Process 12 in Buffer 1.
    - Switch to Buffer 2 and append 3 to complete the token.

[Recognition of tokens using finite automata](https://www.btechvibes.com/2023/06/recognition-of-tokens-in-compiler-design.html)