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set.seed(123)  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.2 v purrr 0.3.4  
## v tibble 3.0.1 v dplyr 1.0.0  
## v tidyr 1.1.0 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(corrplot)

## corrplot 0.84 loaded

library(tidyverse)  
library(ROCR)  
library(gbm)

## Loaded gbm 2.1.8

library(ROSE)

## Loaded ROSE 0.0-3

library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(parallel)   
library(tree)

## Registered S3 method overwritten by 'tree':  
## method from  
## print.tree cli

library(rpart)  
library(rpart.plot)  
library(ResourceSelection)

## ResourceSelection 0.3-5 2019-07-22

library(generalhoslem)

## Loading required package: reshape

##   
## Attaching package: 'reshape'

## The following object is masked from 'package:dplyr':  
##   
## rename

## The following objects are masked from 'package:tidyr':  
##   
## expand, smiths

## Loading required package: MASS

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

fundamentals\_ds <- read.csv("./data/Fundamentals\_DS.csv", na.strings=c(""," "))  
nrow(fundamentals\_ds)

## [1] 17416

### Filter the dataset with the sector assigned.

fundamentals\_ds\_sjm <- fundamentals\_ds %>%  
 filter(tic == 'SJM')  
gsector\_sjm <- head(fundamentals\_ds\_sjm$gsector, 1)  
fundamentals\_ds <- fundamentals\_ds %>%  
 filter(gsector == gsector\_sjm)  
nrow(fundamentals\_ds)

## [1] 2323

gsector\_sjm

## [1] 30

### Filter the data to restrict the dataset to contain all annually reported statements, and exclude restatements.

names(fundamentals\_ds)[names(fundamentals\_ds) == "ï..gvkey"] <- "gvkey"  
fundamentals\_ds\_filter <- fundamentals\_ds %>%  
 filter(datafmt == 'STD')   
nrow(fundamentals\_ds\_filter)

## [1] 1243

target\_company <- fundamentals\_ds\_filter %>%  
 filter(tic == 'SJM')  
target\_company\_gv\_key <- head(target\_company$gvkey, 1)  
target\_company\_gv\_key

## [1] 9777

ncol(fundamentals\_ds\_filter)

## [1] 1768

#summary(fundamentals\_ds\_filter)

summary(fundamentals\_ds\_filter$mkvalt)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 0.03 29.65 261.19 7270.94 2406.22 241440.44 284

### Remove all the columns which contain 25% or greater NA or null values

fundamentals\_ds\_filter\_1 <- fundamentals\_ds\_filter[ lapply( fundamentals\_ds\_filter, function(x) sum(is.na(x)) / length(x) ) < 0.25 ]  
ncol(fundamentals\_ds\_filter\_1)

## [1] 318

nrow(fundamentals\_ds\_filter\_1)

## [1] 1243

colnames(fundamentals\_ds\_filter\_1)

## [1] "gvkey" "datadate" "fyear" "indfmt" "consol"   
## [6] "popsrc" "datafmt" "tic" "conm" "acctstd"   
## [11] "ajex" "ajp" "curcd" "curncd" "currtr"   
## [16] "final" "fyr" "ismod" "pddur" "scf"   
## [21] "src" "upd" "apdedate" "fdate" "acchg"   
## [26] "acdo" "aco" "acodo" "acominc" "acox"   
## [31] "act" "aldo" "am" "ao" "aocidergl"   
## [36] "aociother" "aocipen" "aocisecgl" "aodo" "aoloch"   
## [41] "aox" "ap" "aqc" "at" "bkvlps"   
## [46] "caps" "capx" "capxv" "ceq" "ceql"   
## [51] "ceqt" "ch" "che" "chech" "ci"   
## [56] "cibegni" "cicurr" "cidergl" "cimii" "ciother"   
## [61] "cipen" "cisecgl" "citotal" "cogs" "cshfd"   
## [66] "cshi" "csho" "cshpri" "cshr" "cstk"   
## [71] "cstkcv" "cstke" "dc" "dclo" "dcom"   
## [76] "dcpstk" "dcvsr" "dcvsub" "dcvt" "dd"   
## [81] "dd1" "dd2" "dd3" "dd4" "dd5"   
## [86] "diladj" "dilavx" "dlc" "dltis" "dlto"   
## [91] "dltp" "dltr" "dltt" "dm" "dn"   
## [96] "do" "donr" "dp" "dpact" "dpc"   
## [101] "dpvieb" "drc" "drlt" "ds" "dudd"   
## [106] "dv" "dvc" "dvp" "dvpa" "dvt"   
## [111] "ebit" "ebitda" "emp" "epsfi" "epsfx"   
## [116] "epspi" "epspx" "esopct" "esopnr" "esopr"   
## [121] "esopt" "esub" "esubc" "exre" "fatb"   
## [126] "fatc" "fatn" "fatp" "fiao" "fincf"   
## [131] "fopo" "fopox" "gdwl" "gp" "ib"   
## [136] "ibadj" "ibc" "ibcom" "ibmii" "icapt"   
## [141] "intan" "intano" "intc" "intpn" "invch"   
## [146] "invt" "itcb" "ivaco" "ivaeq" "ivao"   
## [151] "ivch" "ivncf" "ivst" "ivstch" "lco"   
## [156] "lcox" "lcoxdr" "lct" "lifr" "lo"   
## [161] "loxdr" "lse" "lt" "mib" "mibn"   
## [166] "mibt" "mii" "mrc1" "mrcta" "msa"   
## [171] "ni" "niadj" "nopi" "nopio" "np"   
## [176] "oancf" "oiadp" "oibdp" "opeps" "oprepsx"   
## [181] "pi" "pnca" "pncad" "pncaeps" "pnrsho"   
## [186] "ppegt" "ppent" "ppeveb" "prca" "prcad"   
## [191] "prcaeps" "prsho" "prstkc" "pstk" "pstkc"   
## [196] "pstkl" "pstkn" "pstkr" "pstkrv" "rdip"   
## [201] "rdipa" "rdipd" "rdipeps" "re" "rea"   
## [206] "reajo" "recch" "recco" "recd" "rect"   
## [211] "recta" "rectr" "reuna" "revt" "sale"   
## [216] "seq" "seqo" "siv" "spce" "spced"   
## [221] "spceeps" "spi" "sppe" "sppiv" "sstk"   
## [226] "stkco" "teq" "tstk" "tstkc" "tstkn"   
## [231] "tstkp" "txbco" "txbcof" "txc" "txdb"   
## [236] "txdba" "txdbca" "txdbcl" "txdc" "txdi"   
## [241] "txditc" "txfed" "txfo" "txndb" "txndba"   
## [246] "txndbl" "txndbr" "txo" "txp" "txpd"   
## [251] "txr" "txs" "txt" "txw" "wcap"   
## [256] "xacc" "xi" "xido" "xidoc" "xint"   
## [261] "xintopt" "xopr" "xoptd" "xopteps" "xrent"   
## [266] "xsga" "exchg" "costat" "fic" "naicsh"   
## [271] "sich" "cshtr\_c" "dvpsp\_c" "dvpsx\_c" "prcc\_c"   
## [276] "prch\_c" "prcl\_c" "adjex\_c" "cshtr\_f" "dvpsp\_f"   
## [281] "dvpsx\_f" "mkvalt" "prcc\_f" "prch\_f" "prcl\_f"   
## [286] "adjex\_f" "rank" "au" "auop" "auopic"   
## [291] "ceoso" "cfoso" "dpact\_fn" "rdipa\_fn" "rdipd\_fn"   
## [296] "rdipeps\_fn" "stkco\_fn" "add1" "addzip" "busdesc"   
## [301] "city" "conml" "ein" "fyrc" "ggroup"   
## [306] "gind" "gsector" "gsubind" "idbflag" "incorp"   
## [311] "loc" "naics" "phone" "priusa" "sic"   
## [316] "state" "stko" "weburl"

write.csv(fundamentals\_ds\_filter\_1, file = "data/fundamentals\_ds\_filter\_1.csv", row.names=FALSE)

### Remove all the columns which are related to general information of the company like address, phone, url etc…

#fundamentals\_ds\_filter\_1 <- fundamentals\_ds\_filter\_1[ lapply( fundamentals\_ds\_filter\_1, function(x) sum(is.na(x)) / length(x) ) < 0.25 ]  
ncol(fundamentals\_ds\_filter\_1)

## [1] 318

fundamentals\_ds\_filter\_1 <- subset(fundamentals\_ds\_filter\_1, select = -c(datadate,indfmt,curncd,consol,popsrc,conm,curcd,apdedate,fdate,add1,addzip,busdesc,  
 city,conml,weburl,phone,loc,final,fyr,acchg,fic,  
 xido,xidoc,naicsh,sich,au,auop,auopic,fyrc,ggroup,gind,gsector,gsubind,priusa))  
write.csv(fundamentals\_ds\_filter\_1, file = "data/fundamentals\_ds\_filter\_2.csv", row.names=FALSE, na="")  
ncol(fundamentals\_ds\_filter\_1)

## [1] 284

nrow(fundamentals\_ds\_filter\_1)

## [1] 1243

### Identify columns which have values which are new to zero variance

nzv\_ds <- nearZeroVar(fundamentals\_ds\_filter\_1, saveMetrics = TRUE)  
nzv\_ds <- nzv\_ds[nzv\_ds[,"nzv"] > 0, ]  
nzv\_ds

## freqRatio percentUnique zeroVar nzv  
## datafmt 0.00000 0.08045052 TRUE TRUE  
## ajex 50.59091 3.05711987 FALSE TRUE  
## ajp 50.59091 3.05711987 FALSE TRUE  
## currtr 121.77778 5.79243765 FALSE TRUE  
## ismod 45.48000 0.16090105 FALSE TRUE  
## pddur 1239.00000 0.40225261 FALSE TRUE  
## scf 0.00000 0.08045052 TRUE TRUE  
## upd 94.61538 0.16090105 FALSE TRUE  
## acdo 1161.00000 3.13757039 FALSE TRUE  
## aldo 1187.00000 1.04585680 FALSE TRUE  
## aocisecgl 0.00000 0.08045052 TRUE TRUE  
## ciother 217.20000 7.88415125 FALSE TRUE  
## cstke 272.75000 7.88415125 FALSE TRUE  
## dcom 1177.00000 1.76991150 FALSE TRUE  
## dcvsr 276.75000 5.87288817 FALSE TRUE  
## dcvsub 291.75000 1.44810941 FALSE TRUE  
## dcvt 217.60000 6.99919549 FALSE TRUE  
## diladj 220.60000 4.82703138 FALSE TRUE  
## donr 538.50000 5.47063556 FALSE TRUE  
## drlt 561.00000 5.06838294 FALSE TRUE  
## ds 284.00000 2.73531778 FALSE TRUE  
## dudd 374.33333 5.14883347 FALSE TRUE  
## dvp 223.60000 5.06838294 FALSE TRUE  
## dvpa 1176.00000 1.20675784 FALSE TRUE  
## esopct 1168.00000 2.33306516 FALSE TRUE  
## esopnr 598.50000 0.64360418 FALSE TRUE  
## esopr 0.00000 0.08045052 TRUE TRUE  
## esopt 598.50000 0.64360418 FALSE TRUE  
## fatn 254.00000 1.20675784 FALSE TRUE  
## itcb 0.00000 0.08045052 TRUE TRUE  
## mib 383.66667 4.02252615 FALSE TRUE  
## pnrsho 208.60000 7.16009654 FALSE TRUE  
## prcad 21.23404 2.01126307 FALSE TRUE  
## prcaeps 20.72917 2.01126307 FALSE TRUE  
## prsho 393.33333 1.28720837 FALSE TRUE  
## pstk 93.90909 7.96460177 FALSE TRUE  
## pstkc 135.87500 5.55108608 FALSE TRUE  
## pstkl 92.63636 8.68865648 FALSE TRUE  
## pstkn 96.09091 6.19469027 FALSE TRUE  
## pstkr 393.33333 1.93081255 FALSE TRUE  
## pstkrv 92.63636 8.68865648 FALSE TRUE  
## rdip 1202.00000 0.16090105 FALSE TRUE  
## rdipa 1194.00000 0.16090105 FALSE TRUE  
## rdipd 1157.00000 0.16090105 FALSE TRUE  
## rdipeps 1157.00000 0.16090105 FALSE TRUE  
## rea 957.00000 5.06838294 FALSE TRUE  
## tstkp 297.00000 0.16090105 FALSE TRUE  
## txndbr 1120.00000 0.16090105 FALSE TRUE  
## txo 1106.00000 3.29847144 FALSE TRUE  
## txw 1026.00000 8.20595334 FALSE TRUE  
## xi 1202.00000 0.16090105 FALSE TRUE  
## xintopt 1025.00000 0.16090105 FALSE TRUE  
## xoptd 0.00000 0.08045052 TRUE TRUE  
## xopteps 0.00000 0.08045052 TRUE TRUE  
## adjex\_c 50.28571 2.97666935 FALSE TRUE  
## adjex\_f 50.38095 2.97666935 FALSE TRUE  
## rank 0.00000 0.08045052 TRUE TRUE  
## dpact\_fn 23.02174 0.32180209 FALSE TRUE  
## rdipa\_fn 0.00000 0.08045052 TRUE TRUE  
## rdipd\_fn 285.75000 0.16090105 FALSE TRUE  
## rdipeps\_fn 228.40000 0.16090105 FALSE TRUE  
## stkco\_fn 0.00000 0.08045052 TRUE TRUE

### Remove columns which have values which are of zero variance

nzv\_ds\_cols <- nearZeroVar(fundamentals\_ds\_filter\_1)  
fundamentals\_ds\_filter\_1 <- fundamentals\_ds\_filter\_1[, -nzv\_ds\_cols]  
write.csv(fundamentals\_ds\_filter\_1, file = "data/fundamentals\_ds\_filter\_3.csv", row.names=FALSE, na="")

ncol(fundamentals\_ds\_filter\_1)

## [1] 222

nrow(fundamentals\_ds\_filter\_1)

## [1] 1243

### Based on manual analysis of the columns and considering the end goal, remove the variables which logically do not make sense or might have correlattion with existing set of variables.

fundamentals\_ds\_filter\_1 <- subset(fundamentals\_ds\_filter\_1, select = -c(acctstd,src,acodo,acox,  
 aox,capxv,ceql,cibegni,cicurr,cidergl,  
 cimii,cipen,cisecgl,citotal,cshfd,cshpri,dclo,dcpstk,  
 dltis,dlto,dltr,do,dp,dpvieb,drc,  
 dv,dvc,epsfx,epspx,exre,  
 fopox,ibadj,ibc,ibcom,ibmii,  
 invch,ivaco,ivao,lco,  
 lcox,lcoxdr,lct,loxdr,mibn,  
 mibt,mii,msa,niadj,np,oprepsx,pnca,ppent,ppeveb,  
 recco,rectr,sale,spced,spceeps,  
 tstkc,txbco,txbcof,txdb,  
 txdbca,txdi,  
 txditc,txndb,xopr,exchg,costat,  
 ceoso,cfoso,idbflag,naics,sic,stko))  
write.csv(fundamentals\_ds\_filter\_1, file = "data/fundamentals\_ds\_filter\_4.csv", row.names=FALSE, na="")

colnames(fundamentals\_ds\_filter\_1)

## [1] "gvkey" "fyear" "tic" "aco" "acominc" "act"   
## [7] "am" "ao" "aocidergl" "aociother" "aocipen" "aodo"   
## [13] "aoloch" "ap" "aqc" "at" "bkvlps" "caps"   
## [19] "capx" "ceq" "ceqt" "ch" "che" "chech"   
## [25] "ci" "cogs" "cshi" "csho" "cshr" "cstk"   
## [31] "cstkcv" "dc" "dd" "dd1" "dd2" "dd3"   
## [37] "dd4" "dd5" "dilavx" "dlc" "dltp" "dltt"   
## [43] "dm" "dn" "dpact" "dpc" "dvt" "ebit"   
## [49] "ebitda" "emp" "epsfi" "epspi" "esub" "esubc"   
## [55] "fatb" "fatc" "fatp" "fiao" "fincf" "fopo"   
## [61] "gdwl" "gp" "ib" "icapt" "intan" "intano"   
## [67] "intc" "intpn" "invt" "ivaeq" "ivch" "ivncf"   
## [73] "ivst" "ivstch" "lifr" "lo" "lse" "lt"   
## [79] "mrc1" "mrcta" "ni" "nopi" "nopio" "oancf"   
## [85] "oiadp" "oibdp" "opeps" "pi" "pncad" "pncaeps"   
## [91] "ppegt" "prca" "prstkc" "re" "reajo" "recch"   
## [97] "recd" "rect" "recta" "reuna" "revt" "seq"   
## [103] "seqo" "siv" "spce" "spi" "sppe" "sppiv"   
## [109] "sstk" "stkco" "teq" "tstk" "tstkn" "txc"   
## [115] "txdba" "txdbcl" "txdc" "txfed" "txfo" "txndba"   
## [121] "txndbl" "txp" "txpd" "txr" "txs" "txt"   
## [127] "wcap" "xacc" "xint" "xrent" "xsga" "cshtr\_c"   
## [133] "dvpsp\_c" "dvpsx\_c" "prcc\_c" "prch\_c" "prcl\_c" "cshtr\_f"   
## [139] "dvpsp\_f" "dvpsx\_f" "mkvalt" "prcc\_f" "prch\_f" "prcl\_f"   
## [145] "ein" "incorp" "state"

nrow(fundamentals\_ds\_filter\_1)

## [1] 1243

#fundamentals\_ds\_filter\_1

### Filter and create a seperate dataset for restatement

#### Remove all the columns which contain 10% or greater NA or null values

fundamentals\_restmt\_ds\_filter <- fundamentals\_ds %>%  
 filter(datafmt == 'SUMM\_STD' & gsector == gsector\_sjm)  
 #filter(datafmt == 'SUMM\_STD')  
   
std\_cols <- colnames(fundamentals\_ds\_filter\_1)  
fundamentals\_restmt\_ds\_filter <- subset(fundamentals\_restmt\_ds\_filter, select = c(std\_cols))  
fundamentals\_restmt\_ds\_filter <- fundamentals\_restmt\_ds\_filter[ lapply( fundamentals\_restmt\_ds\_filter, function(x) sum(is.na(x)) / length(x) ) < 0.1 ]  
summary(fundamentals\_restmt\_ds\_filter)

## gvkey fyear tic at   
## Min. : 1239 Min. :2009 0161A : 5 Min. : 0.00   
## 1st Qu.: 10852 1st Qu.:2010 0173A : 5 1st Qu.: 19.66   
## Median : 29517 Median :2011 AOI : 5 Median : 317.63   
## Mean : 75238 Mean :2011 BF.B : 5 Mean : 5919.97   
## 3rd Qu.:162517 3rd Qu.:2012 BNNY : 5 3rd Qu.: 2767.12   
## Max. :264393 Max. :2013 CASY : 5 Max. :204751.00   
## (Other):1050 NA's :20   
## capx cogs dltt epsfi   
## Min. : 0.000 Min. : 0 Min. : 0.00 Min. : -70.300   
## 1st Qu.: 0.366 1st Qu.: 13 1st Qu.: 0.00 1st Qu.: -0.035   
## Median : 12.813 Median : 245 Median : 16.23 Median : 0.430   
## Mean : 229.376 Mean : 5040 Mean : 1469.99 Mean : 4.928   
## 3rd Qu.: 101.290 3rd Qu.: 2172 3rd Qu.: 789.47 3rd Qu.: 1.985   
## Max. :13510.000 Max. :349199 Max. :47079.00 Max. :1126.180   
## NA's :41 NA's :40 NA's :33 NA's :65   
## epspi ib ni nopi   
## Min. : -70.300 Min. :-1728.282 Min. :-1575.621 Min. :-2366.000   
## 1st Qu.: -0.040 1st Qu.: -0.682 1st Qu.: -0.693 1st Qu.: -5.813   
## Median : 0.395 Median : 11.068 Median : 10.489 Median : 0.000   
## Mean : 5.007 Mean : 424.227 Mean : 413.637 Mean : 10.569   
## 3rd Qu.: 1.960 3rd Qu.: 108.980 3rd Qu.: 110.281 3rd Qu.: 0.738   
## Max. :1126.180 Max. :16963.000 Max. :16999.000 Max. : 8234.000   
## NA's :86 NA's :27 NA's :30 NA's :44   
## pi reuna seq teq   
## Min. :-2251.837 Min. :-7883.37 Min. :-7766.00 Min. :-6274.00   
## 1st Qu.: -0.712 1st Qu.: -9.31 1st Qu.: 4.14 1st Qu.: 4.13   
## Median : 16.577 Median : 27.36 Median : 110.65 Median : 110.66   
## Mean : 577.995 Mean : 2151.53 Mean : 2123.17 Mean : 2184.02   
## 3rd Qu.: 158.523 3rd Qu.: 443.86 3rd Qu.: 924.87 3rd Qu.: 976.52   
## Max. :25662.000 Max. :80197.00 Max. :76343.00 Max. :81738.00   
## NA's :33 NA's :35 NA's :17 NA's :21   
## txt wcap xint xsga   
## Min. :-523.555 Min. :-11878.000 Min. : 0.000 Min. : 0.00   
## 1st Qu.: 0.000 1st Qu.: 0.337 1st Qu.: 0.150 1st Qu.: 7.22   
## Median : 3.554 Median : 27.381 Median : 3.711 Median : 87.06   
## Mean : 166.817 Mean : 213.857 Mean : 89.108 Mean : 1392.23   
## 3rd Qu.: 48.900 3rd Qu.: 257.084 3rd Qu.: 61.965 3rd Qu.: 662.60   
## Max. :8105.000 Max. : 9900.000 Max. :3341.000 Max. :90920.00   
## NA's :30 NA's :64 NA's :107 NA's :73   
## dvpsp\_c dvpsx\_c dvpsp\_f dvpsx\_f   
## Min. : 0.0000 Min. : 0.0000 Min. : 0.0000 Min. : 0.0000   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0000   
## Median : 0.0000 Median : 0.0000 Median : 0.0000 Median : 0.0000   
## Mean : 0.4543 Mean : 0.4558 Mean : 0.4490 Mean : 0.4505   
## 3rd Qu.: 0.5867 3rd Qu.: 0.5950 3rd Qu.: 0.5769 3rd Qu.: 0.5825   
## Max. :21.0000 Max. :21.0000 Max. :21.0000 Max. :21.0000   
## NA's :65 NA's :65 NA's :62 NA's :62   
## ein incorp   
## 13-4306188: 5 DE :495   
## 16-0716709: 5 NV :179   
## 16-0733425: 5 FL : 43   
## 20-1266625: 5 VA : 35   
## 23-1614034: 5 CO : 32   
## (Other) :1014 (Other):241   
## NA's : 41 NA's : 55

nrow(fundamentals\_restmt\_ds\_filter)

## [1] 1080

### Add restement variables and the magnitude as pecentages

sample\_restmt\_ds\_filter <- fundamentals\_restmt\_ds\_filter #%>%  
 #filter(gvkey == 1076)  
sample\_ds\_filter <- fundamentals\_ds\_filter\_1 #%>%  
 #filter(gvkey == 1076)  
  
fundamentals\_ds\_filter\_1$restmt\_at <- 0  
fundamentals\_ds\_filter\_1$restmt\_at\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_capx <- 0  
fundamentals\_ds\_filter\_1$restmt\_capx\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_cogs <- 0  
fundamentals\_ds\_filter\_1$restmt\_cogs\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_dltt <- 0  
fundamentals\_ds\_filter\_1$restmt\_dltt\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_epsfi <- 0  
fundamentals\_ds\_filter\_1$restmt\_epsfi\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_epspi <- 0  
fundamentals\_ds\_filter\_1$restmt\_epspi\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_ib <- 0  
fundamentals\_ds\_filter\_1$restmt\_ib\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_ni <- 0  
fundamentals\_ds\_filter\_1$restmt\_ni\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_nopi <- 0  
fundamentals\_ds\_filter\_1$restmt\_nopi\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_pi <- 0  
fundamentals\_ds\_filter\_1$restmt\_pi\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_reuna <- 0  
fundamentals\_ds\_filter\_1$restmt\_reuna\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_seq <- 0  
fundamentals\_ds\_filter\_1$restmt\_seq\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_teq <- 0  
fundamentals\_ds\_filter\_1$restmt\_teq\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_txt <- 0  
fundamentals\_ds\_filter\_1$restmt\_txt\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_wcap <- 0  
fundamentals\_ds\_filter\_1$restmt\_wcap\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_xint <- 0  
fundamentals\_ds\_filter\_1$restmt\_xint\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_xsga <- 0  
fundamentals\_ds\_filter\_1$restmt\_xsga\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_dvpsp\_f <- 0  
fundamentals\_ds\_filter\_1$restmt\_dvpsp\_f\_mag <- 0.0  
  
fundamentals\_ds\_filter\_1$restmt\_dvpsx\_f <- 0  
fundamentals\_ds\_filter\_1$restmt\_dvpsx\_f\_mag <- 0.0  
  
for (row in 1:nrow(sample\_restmt\_ds\_filter)){  
 restmt\_item\_gvkey <- as.integer(sample\_restmt\_ds\_filter[row, "gvkey"])  
 restmt\_item\_fyear <- sample\_restmt\_ds\_filter[row, "fyear"]  
 restmt\_item\_at <- sample\_restmt\_ds\_filter[row, "at"]  
 restmt\_item\_capx <- sample\_restmt\_ds\_filter[row, "capx"]  
 restmt\_item\_cogs <- sample\_restmt\_ds\_filter[row, "cogs"]  
 restmt\_item\_dltt <- sample\_restmt\_ds\_filter[row, "dltt"]  
 restmt\_item\_epsfi <- sample\_restmt\_ds\_filter[row, "epsfi"]  
 restmt\_item\_epspi <- sample\_restmt\_ds\_filter[row, "epspi"]  
   
 restmt\_item\_ib <- sample\_restmt\_ds\_filter[row, "ib"]  
 restmt\_item\_ni <- sample\_restmt\_ds\_filter[row, "ni"]  
 restmt\_item\_nopi <- sample\_restmt\_ds\_filter[row, "nopi"]  
 restmt\_item\_pi <- sample\_restmt\_ds\_filter[row, "pi"]  
 restmt\_item\_reuna <- sample\_restmt\_ds\_filter[row, "reuna"]  
 restmt\_item\_seq <- sample\_restmt\_ds\_filter[row, "seq"]  
 restmt\_item\_teq <- sample\_restmt\_ds\_filter[row, "teq"]  
 restmt\_item\_txt <- sample\_restmt\_ds\_filter[row, "txt"]  
 restmt\_item\_wcap <- sample\_restmt\_ds\_filter[row, "wcap"]  
   
 restmt\_item\_xint <- sample\_restmt\_ds\_filter[row, "xint"]  
 restmt\_item\_xsga <- sample\_restmt\_ds\_filter[row, "xsga"]  
 restmt\_item\_dvpsp\_f <- sample\_restmt\_ds\_filter[row, "dvpsp\_f"]  
 restmt\_item\_dvpsx\_f <- sample\_restmt\_ds\_filter[row, "dvpsx\_f"]  
  
 row\_count <- as.integer(nrow(subset(fundamentals\_ds\_filter\_1, gvkey == restmt\_item\_gvkey & fyear == restmt\_item\_fyear)))  
   
 if (row\_count > 0){  
 fundamental\_stmt\_row <- fundamentals\_ds\_filter\_1 %>%  
 filter(gvkey == restmt\_item\_gvkey & fyear == restmt\_item\_fyear)  
  
 stmt\_item\_gvkey <- fundamental\_stmt\_row["gvkey"]  
 stmt\_item\_fyear <- fundamental\_stmt\_row["fyear"]  
 stmt\_item\_at <- fundamental\_stmt\_row["at"]  
 stmt\_item\_capx <- fundamental\_stmt\_row["capx"]  
 stmt\_item\_cogs <- fundamental\_stmt\_row["cogs"]  
 stmt\_item\_dltt <- fundamental\_stmt\_row["dltt"]  
 stmt\_item\_epsfi <- fundamental\_stmt\_row["epsfi"]  
 stmt\_item\_epspi <- fundamental\_stmt\_row["epspi"]  
 stmt\_item\_ib <- fundamental\_stmt\_row["ib"]  
 stmt\_item\_ni <- fundamental\_stmt\_row["ni"]  
 stmt\_item\_nopi <- fundamental\_stmt\_row["nopi"]  
 stmt\_item\_pi <- fundamental\_stmt\_row["pi"]  
 stmt\_item\_reuna <- fundamental\_stmt\_row["reuna"]  
 stmt\_item\_seq <- fundamental\_stmt\_row["seq"]  
 stmt\_item\_teq <- fundamental\_stmt\_row["teq"]  
 stmt\_item\_txt <- fundamental\_stmt\_row["txt"]  
 stmt\_item\_wcap <- fundamental\_stmt\_row["wcap"]  
 stmt\_item\_xint <- fundamental\_stmt\_row["xint"]  
 stmt\_item\_xsga <- fundamental\_stmt\_row["xsga"]  
 stmt\_item\_dvpsp\_f <- fundamental\_stmt\_row["dvpsp\_f"]  
 stmt\_item\_dvpsx\_f <- fundamental\_stmt\_row["dvpsx\_f"]  
  
   
  
 if (!is.na(restmt\_item\_at) & !is.na(stmt\_item\_at) & stmt\_item\_at != 0 & restmt\_item\_at != stmt\_item\_at){  
 fundamentals\_ds\_filter\_1$restmt\_at[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_at - stmt\_item\_at)/stmt\_item\_at) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_at\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_capx) & !is.na(stmt\_item\_capx) & restmt\_item\_capx != stmt\_item\_capx){  
 fundamentals\_ds\_filter\_1$restmt\_capx[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_capx == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_capx - stmt\_item\_capx)/stmt\_item\_capx) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_capx\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_cogs) & !is.na(stmt\_item\_cogs) & restmt\_item\_cogs != stmt\_item\_cogs){  
 fundamentals\_ds\_filter\_1$restmt\_cogs[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_cogs == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_cogs - stmt\_item\_cogs)/stmt\_item\_cogs) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_cogs\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_dltt) & !is.na(stmt\_item\_dltt) & restmt\_item\_dltt != stmt\_item\_dltt){  
 fundamentals\_ds\_filter\_1$restmt\_dltt[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_dltt == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_dltt - stmt\_item\_dltt)/stmt\_item\_dltt) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_dltt\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_epsfi) & !is.na(stmt\_item\_epsfi) & restmt\_item\_epsfi != stmt\_item\_epsfi){  
 fundamentals\_ds\_filter\_1$restmt\_epsfi[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_epsfi == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_epsfi - stmt\_item\_epsfi)/stmt\_item\_epsfi) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_epsfi\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_epspi) & !is.na(stmt\_item\_epspi) & restmt\_item\_epspi != stmt\_item\_epspi){  
 fundamentals\_ds\_filter\_1$restmt\_epspi[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_epspi == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_epspi - stmt\_item\_epspi)/stmt\_item\_epspi) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_epspi\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_ib) & !is.na(stmt\_item\_ib) & restmt\_item\_ib != stmt\_item\_ib){  
 fundamentals\_ds\_filter\_1$restmt\_ib[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_ib - stmt\_item\_ib)/stmt\_item\_ib) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_ib\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_ni) & !is.na(stmt\_item\_ni) & restmt\_item\_ni != stmt\_item\_ni){  
 fundamentals\_ds\_filter\_1$restmt\_ni[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_ni - stmt\_item\_ni)/stmt\_item\_ni) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_ni\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_nopi) & !is.na(stmt\_item\_nopi) & restmt\_item\_nopi != stmt\_item\_nopi){  
 fundamentals\_ds\_filter\_1$restmt\_nopi[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_nopi == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_nopi - stmt\_item\_nopi)/stmt\_item\_nopi) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_nopi\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_pi) & !is.na(stmt\_item\_pi) & restmt\_item\_pi != stmt\_item\_pi){  
 fundamentals\_ds\_filter\_1$restmt\_pi[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_pi - stmt\_item\_pi)/stmt\_item\_pi) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_pi\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_reuna) & !is.na(stmt\_item\_reuna) & restmt\_item\_reuna != stmt\_item\_reuna){  
 fundamentals\_ds\_filter\_1$restmt\_reuna[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_reuna - stmt\_item\_reuna)/stmt\_item\_reuna) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_reuna\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_seq) & !is.na(stmt\_item\_seq) & restmt\_item\_seq != stmt\_item\_seq){  
 fundamentals\_ds\_filter\_1$restmt\_seq[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_seq - stmt\_item\_seq)/stmt\_item\_seq) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_seq\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_teq) & !is.na(stmt\_item\_teq) & restmt\_item\_teq != stmt\_item\_teq){  
 fundamentals\_ds\_filter\_1$restmt\_teq[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_teq - stmt\_item\_teq)/stmt\_item\_teq) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_teq\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_txt) & !is.na(stmt\_item\_txt) & restmt\_item\_txt != stmt\_item\_txt){  
 fundamentals\_ds\_filter\_1$restmt\_txt[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 if (stmt\_item\_txt == 0.0){  
 magnitude <- 100.00  
 }  
 else{  
 magnitude <- ((restmt\_item\_txt - stmt\_item\_txt)/stmt\_item\_txt) \* 100.0  
 }  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_txt\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
  
 if (!is.na(restmt\_item\_wcap) & !is.na(stmt\_item\_wcap) & restmt\_item\_wcap != stmt\_item\_wcap){  
 fundamentals\_ds\_filter\_1$restmt\_wcap[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_wcap - stmt\_item\_wcap)/stmt\_item\_wcap) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_wcap\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
   
 if (!is.na(restmt\_item\_xint) & !is.na(stmt\_item\_xint) & stmt\_item\_xint != 0 & restmt\_item\_xint != stmt\_item\_xint){  
 fundamentals\_ds\_filter\_1$restmt\_xint[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_xint - stmt\_item\_xint)/stmt\_item\_xint) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_xint\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
   
 if (!is.na(restmt\_item\_xsga) & !is.na(stmt\_item\_xsga) & restmt\_item\_xsga != stmt\_item\_xsga){  
 fundamentals\_ds\_filter\_1$restmt\_xsga[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_xsga - stmt\_item\_xsga)/stmt\_item\_xsga) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_xsga\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
   
 if (!is.na(restmt\_item\_dvpsp\_f) & !is.na(stmt\_item\_dvpsp\_f) & restmt\_item\_dvpsp\_f != stmt\_item\_dvpsp\_f){  
 fundamentals\_ds\_filter\_1$restmt\_dvpsp\_f[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_dvpsp\_f - stmt\_item\_dvpsp\_f)/stmt\_item\_dvpsp\_f) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_dvpsp\_f\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
   
 if (!is.na(restmt\_item\_dvpsx\_f) & !is.na(stmt\_item\_dvpsx\_f) & restmt\_item\_dvpsx\_f != stmt\_item\_dvpsx\_f){  
 fundamentals\_ds\_filter\_1$restmt\_dvpsx\_f[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- 1  
 magnitude <- ((restmt\_item\_dvpsx\_f - stmt\_item\_dvpsx\_f)/stmt\_item\_dvpsx\_f) \* 100.0  
 magnitude <- as.double(round(magnitude, digits = 3))  
 fundamentals\_ds\_filter\_1$restmt\_dvpsx\_f\_mag[fundamentals\_ds\_filter\_1$gvkey == restmt\_item\_gvkey & fundamentals\_ds\_filter\_1$fyear == restmt\_item\_fyear] <- magnitude  
 }  
   
 }  
}  
nrow(fundamentals\_ds\_filter\_1)

## [1] 1243

### Removing aco == NA as all those rows do not have any data

nrow(fundamentals\_ds\_filter\_1)

## [1] 1243

fundamentals\_ds\_filter\_2 <- subset(fundamentals\_ds\_filter\_1, !is.na(aco))  
nrow(fundamentals\_ds\_filter\_2)

## [1] 1205

fundamentals\_ds\_filter\_2[is.na(fundamentals\_ds\_filter\_2)] <- 0  
#summary(fundamentals\_ds\_filter\_2)

colnames(fundamentals\_ds\_filter\_2)

## [1] "gvkey" "fyear" "tic"   
## [4] "aco" "acominc" "act"   
## [7] "am" "ao" "aocidergl"   
## [10] "aociother" "aocipen" "aodo"   
## [13] "aoloch" "ap" "aqc"   
## [16] "at" "bkvlps" "caps"   
## [19] "capx" "ceq" "ceqt"   
## [22] "ch" "che" "chech"   
## [25] "ci" "cogs" "cshi"   
## [28] "csho" "cshr" "cstk"   
## [31] "cstkcv" "dc" "dd"   
## [34] "dd1" "dd2" "dd3"   
## [37] "dd4" "dd5" "dilavx"   
## [40] "dlc" "dltp" "dltt"   
## [43] "dm" "dn" "dpact"   
## [46] "dpc" "dvt" "ebit"   
## [49] "ebitda" "emp" "epsfi"   
## [52] "epspi" "esub" "esubc"   
## [55] "fatb" "fatc" "fatp"   
## [58] "fiao" "fincf" "fopo"   
## [61] "gdwl" "gp" "ib"   
## [64] "icapt" "intan" "intano"   
## [67] "intc" "intpn" "invt"   
## [70] "ivaeq" "ivch" "ivncf"   
## [73] "ivst" "ivstch" "lifr"   
## [76] "lo" "lse" "lt"   
## [79] "mrc1" "mrcta" "ni"   
## [82] "nopi" "nopio" "oancf"   
## [85] "oiadp" "oibdp" "opeps"   
## [88] "pi" "pncad" "pncaeps"   
## [91] "ppegt" "prca" "prstkc"   
## [94] "re" "reajo" "recch"   
## [97] "recd" "rect" "recta"   
## [100] "reuna" "revt" "seq"   
## [103] "seqo" "siv" "spce"   
## [106] "spi" "sppe" "sppiv"   
## [109] "sstk" "stkco" "teq"   
## [112] "tstk" "tstkn" "txc"   
## [115] "txdba" "txdbcl" "txdc"   
## [118] "txfed" "txfo" "txndba"   
## [121] "txndbl" "txp" "txpd"   
## [124] "txr" "txs" "txt"   
## [127] "wcap" "xacc" "xint"   
## [130] "xrent" "xsga" "cshtr\_c"   
## [133] "dvpsp\_c" "dvpsx\_c" "prcc\_c"   
## [136] "prch\_c" "prcl\_c" "cshtr\_f"   
## [139] "dvpsp\_f" "dvpsx\_f" "mkvalt"   
## [142] "prcc\_f" "prch\_f" "prcl\_f"   
## [145] "ein" "incorp" "state"   
## [148] "restmt\_at" "restmt\_at\_mag" "restmt\_capx"   
## [151] "restmt\_capx\_mag" "restmt\_cogs" "restmt\_cogs\_mag"   
## [154] "restmt\_dltt" "restmt\_dltt\_mag" "restmt\_epsfi"   
## [157] "restmt\_epsfi\_mag" "restmt\_epspi" "restmt\_epspi\_mag"   
## [160] "restmt\_ib" "restmt\_ib\_mag" "restmt\_ni"   
## [163] "restmt\_ni\_mag" "restmt\_nopi" "restmt\_nopi\_mag"   
## [166] "restmt\_pi" "restmt\_pi\_mag" "restmt\_reuna"   
## [169] "restmt\_reuna\_mag" "restmt\_seq" "restmt\_seq\_mag"   
## [172] "restmt\_teq" "restmt\_teq\_mag" "restmt\_txt"   
## [175] "restmt\_txt\_mag" "restmt\_wcap" "restmt\_wcap\_mag"   
## [178] "restmt\_xint" "restmt\_xint\_mag" "restmt\_xsga"   
## [181] "restmt\_xsga\_mag" "restmt\_dvpsp\_f" "restmt\_dvpsp\_f\_mag"  
## [184] "restmt\_dvpsx\_f" "restmt\_dvpsx\_f\_mag"

nrow(fundamentals\_ds\_filter\_2)

## [1] 1205

### The dataset contains company wise data across financial year, this dataset needs to be consolidate to single ror for each of the company

### So group the dataset by gvkey and summarize all variables

final\_ds\_initial <- fundamentals\_ds\_filter\_2 %>%  
 group\_by(gvkey,tic) %>%  
 dplyr::summarize(  
 aco = mean(aco),  
 acominc = mean(acominc),  
 act = mean(act),  
 ao = mean(ao),  
 aocidergl = mean(aocidergl),  
 aocipen = mean(aocipen),  
 aodo = mean(aodo),  
 aoloch = mean(aoloch),  
 ap = mean(ap),  
 aqc = mean(aqc),  
 at = mean(at),  
 bkvlps = mean(bkvlps),  
 caps = mean(caps),  
 capx = mean(capx),  
 ceq = mean(ceq),  
 ceqt = mean(ceqt),  
 ch = mean(ch),  
 che = mean(che),  
 chech = mean(chech),  
 ci = mean(ci),  
 cogs = mean(cogs),  
 cshi = mean(cshi),  
 csho = mean(csho),  
 cstk = mean(cstk),  
 cstkcv = mean(cstkcv),  
 dd1 = mean(dd1),  
 dilavx = mean(dilavx),  
 dlc = mean(dlc),  
 dltt = mean(dltt),  
 dm = mean(dm),  
 dn = mean(dn),  
 dpact = mean(dpact),  
 dpc = mean(dpc),  
 dvt = mean(dvt),  
 ebit = mean(ebit),  
 ebitda = mean(ebitda),  
 epsfi = mean(epsfi),  
 epspi = mean(epspi),  
 fiao = mean(fiao),  
 fincf = mean(fincf),  
 fopo = mean(fopo),  
 gdwl = mean(gdwl),  
 gp = mean(gp),  
 ib = mean(ib),  
 icapt = mean(icapt),  
 intan = mean(intan),  
 intano = mean(intano),  
 invt = mean(invt),  
 ivch = mean(ivch),  
 ivncf = mean(ivncf),  
 ivst = mean(ivst),  
 lo = mean(lo),  
 lse = mean(lse),  
 lt = mean(lt),  
 ni = mean(ni),  
 nopi = mean(nopi),  
 nopio = mean(nopio),  
 oancf = mean(oancf),  
 oiadp = mean(oiadp),  
 oibdp = mean(oibdp),  
 opeps = mean(opeps),  
 pi = mean(pi),  
 ppegt = mean(ppegt),  
 re = mean(re),  
 reajo = mean(reajo),  
 rect = mean(rect),  
 recta = mean(recta),  
 reuna = mean(reuna),  
 revt = mean(revt),  
 seq = mean( seq ),  
 siv = mean( siv ),  
 spce = mean(spce),  
 spi = mean(spi),  
 sppiv = mean(sppiv),  
 sstk = mean(sstk),  
 teq = mean(teq),  
 tstk = mean(tstk),  
 tstkn = mean(tstkn),  
 txp = mean(txp),  
 txr = mean(txr),  
 txt = mean(txt),  
 wcap = mean(wcap),  
 xint = mean(xint),  
 restmt\_at = mean(restmt\_at),  
 restmt\_at\_mag = mean(restmt\_at\_mag),  
 restmt\_capx = mean(restmt\_capx),  
 restmt\_capx\_mag = mean(restmt\_capx\_mag),  
 restmt\_cogs = mean(restmt\_cogs),  
 restmt\_cogs\_mag = mean(restmt\_cogs\_mag),  
 restmt\_dltt = mean(restmt\_dltt),  
 restmt\_dltt\_mag = mean(restmt\_dltt\_mag),  
 restmt\_epsfi = mean(restmt\_epsfi),  
 restmt\_epsfi\_mag = mean(restmt\_epsfi\_mag),  
 restmt\_epspi = mean(restmt\_epspi),  
 restmt\_epspi\_mag = mean(restmt\_epspi\_mag),  
 restmt\_ib = mean(restmt\_ib),  
 restmt\_ib\_mag = mean(restmt\_ib\_mag),  
 restmt\_ni = mean(restmt\_ni),  
 restmt\_ni\_mag = mean(restmt\_ni\_mag),  
 restmt\_nopi = mean(restmt\_nopi),  
 restmt\_nopi\_mag = mean(restmt\_nopi\_mag),  
 restmt\_pi = mean(restmt\_pi),  
 restmt\_pi\_mag = mean(restmt\_pi\_mag),  
 restmt\_reuna = mean(restmt\_reuna),  
 restmt\_reuna\_mag = mean(restmt\_reuna\_mag),  
 restmt\_seq = mean(restmt\_seq),  
 restmt\_seq\_mag = mean(restmt\_seq\_mag),  
 restmt\_teq = mean(restmt\_teq),  
 restmt\_teq\_mag = mean(restmt\_teq\_mag),  
 restmt\_txt = mean(restmt\_txt),  
 restmt\_txt\_mag = mean(restmt\_txt\_mag),  
 restmt\_wcap = mean(restmt\_wcap),  
 restmt\_wcap\_mag = mean(restmt\_wcap\_mag),  
   
 restmt\_xint = mean(restmt\_xint),  
 restmt\_xint\_mag = mean(restmt\_xint\_mag),  
   
 restmt\_xsga = mean(restmt\_xsga),  
 restmt\_xsga\_mag = mean(restmt\_xsga\_mag),  
   
 restmt\_dvpsp\_f = mean(restmt\_dvpsp\_f),  
 restmt\_dvpsp\_f\_mag = mean(restmt\_dvpsp\_f\_mag),  
   
 restmt\_dvpsx\_f = mean(restmt\_dvpsx\_f),  
 restmt\_dvpsx\_f\_mag = mean(restmt\_dvpsx\_f\_mag)  
   
 )

## `summarise()` regrouping output by 'gvkey' (override with `.groups` argument)

#summary(final\_ds\_initial)  
nrow(final\_ds\_initial)

## [1] 348

### Adjust the restement values, in case if the restate percentage is greater than 50% then mark restatement as 1 or else mark as 0 For 0/false restatement magnitude is marked as 0.

final\_ds\_initial\_1 <- final\_ds\_initial   
  
for (row in 1:nrow(final\_ds\_initial\_1)){  
 row\_item\_gvkey <- as.integer(final\_ds\_initial\_1[row, "gvkey"])  
   
 restmt\_at <- final\_ds\_initial\_1[row, "restmt\_at"]  
 restmt\_at\_mag <- final\_ds\_initial\_1[row, "restmt\_at\_mag"]  
 if (restmt\_at >= 0.5){  
 restmt\_at <- 1  
 restmt\_at\_mag <- as.double(restmt\_at\_mag)  
 }  
 else{  
 restmt\_at <- 0  
 restmt\_at\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_at[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_at  
 final\_ds\_initial\_1$restmt\_at\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_at\_mag  
   
 restmt\_capx <- final\_ds\_initial\_1[row, "restmt\_capx"]  
 restmt\_capx\_mag <- final\_ds\_initial\_1[row, "restmt\_capx\_mag"]  
 if (restmt\_capx >= 0.5){  
 restmt\_capx <- 1  
 restmt\_capx\_mag <- as.double(restmt\_capx\_mag)  
 }  
 else{  
 restmt\_capx <- 0  
 restmt\_capx\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_capx[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_capx  
 final\_ds\_initial\_1$restmt\_capx\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_capx\_mag  
   
 restmt\_cogs <- final\_ds\_initial\_1[row, "restmt\_cogs"]  
 restmt\_cogs\_mag <- final\_ds\_initial\_1[row, "restmt\_cogs\_mag"]  
 if (restmt\_cogs >= 0.5){  
 restmt\_cogs <- 1  
 restmt\_cogs\_mag <- as.double(restmt\_cogs\_mag)  
 }  
 else{  
 restmt\_cogs <- 0  
 restmt\_cogs\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_cogs[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_cogs  
 final\_ds\_initial\_1$restmt\_cogs\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_cogs\_mag  
   
 restmt\_dltt <- final\_ds\_initial\_1[row, "restmt\_dltt"]  
 restmt\_dltt\_mag <- final\_ds\_initial\_1[row, "restmt\_dltt\_mag"]  
 if (restmt\_dltt >= 0.5){  
 restmt\_dltt <- 1  
 restmt\_dltt\_mag <- as.double(restmt\_dltt\_mag)  
 }  
 else{  
 restmt\_dltt <- 0  
 restmt\_dltt\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_dltt[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_dltt  
 final\_ds\_initial\_1$restmt\_dltt\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_dltt\_mag  
   
   
 restmt\_epsfi <- final\_ds\_initial\_1[row, "restmt\_epsfi"]  
 restmt\_epsfi\_mag <- final\_ds\_initial\_1[row, "restmt\_epsfi\_mag"]  
 if (restmt\_epsfi >= 0.5){  
 restmt\_epsfi <- 1  
 restmt\_epsfi\_mag <- as.double(restmt\_epsfi\_mag)  
 }  
 else{  
 restmt\_epsfi <- 0  
 restmt\_epsfi\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_epsfi[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_epsfi  
 final\_ds\_initial\_1$restmt\_epsfi\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_epsfi\_mag  
   
   
 restmt\_epspi <- final\_ds\_initial\_1[row, "restmt\_epspi"]  
 restmt\_epspi\_mag <- final\_ds\_initial\_1[row, "restmt\_epspi\_mag"]  
 if (restmt\_epspi >= 0.5){  
 restmt\_epspi <- 1  
 restmt\_epspi\_mag <- as.double(restmt\_epspi\_mag)  
 }  
 else{  
 restmt\_epspi <- 0  
 restmt\_epspi\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_epspi[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_epspi  
 final\_ds\_initial\_1$restmt\_epspi\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_epspi\_mag  
   
 restmt\_ib <- final\_ds\_initial\_1[row, "restmt\_ib"]  
 restmt\_ib\_mag <- final\_ds\_initial\_1[row, "restmt\_ib\_mag"]  
 if (restmt\_ib >= 0.5){  
 restmt\_ib <- 1  
 restmt\_ib\_mag <- as.double(restmt\_ib\_mag)  
 }  
 else{  
 restmt\_ib <- 0  
 restmt\_ib\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_ib[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_ib  
 final\_ds\_initial\_1$restmt\_ib\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_ib\_mag  
   
 restmt\_ni <- final\_ds\_initial\_1[row, "restmt\_ni"]  
 restmt\_ni\_mag <- final\_ds\_initial\_1[row, "restmt\_ni\_mag"]  
 if (restmt\_ni >= 0.5){  
 restmt\_ni <- 1  
 restmt\_ni\_mag <- as.double(restmt\_ni\_mag)  
 }  
 else{  
 restmt\_ni <- 0  
 restmt\_ni\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_ni[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_ni  
 final\_ds\_initial\_1$restmt\_ni\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_ni\_mag  
   
 restmt\_nopi <- final\_ds\_initial\_1[row, "restmt\_nopi"]  
 restmt\_nopi\_mag <- final\_ds\_initial\_1[row, "restmt\_nopi\_mag"]  
 if (restmt\_nopi >= 0.5){  
 restmt\_nopi <- 1  
 restmt\_nopi\_mag <- as.double(restmt\_nopi\_mag)  
 }  
 else{  
 restmt\_nopi <- 0  
 restmt\_nopi\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_nopi[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_nopi  
 final\_ds\_initial\_1$restmt\_nopi\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_nopi\_mag  
   
 restmt\_pi <- final\_ds\_initial\_1[row, "restmt\_pi"]  
 restmt\_pi\_mag <- final\_ds\_initial\_1[row, "restmt\_pi\_mag"]  
 if (restmt\_pi >= 0.5){  
 restmt\_pi <- 1  
 restmt\_pi\_mag <- as.double(restmt\_pi\_mag)  
 }  
 else{  
 restmt\_pi <- 0  
 restmt\_pi\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_pi[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_pi  
 final\_ds\_initial\_1$restmt\_pi\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_pi\_mag  
   
 restmt\_reuna <- final\_ds\_initial\_1[row, "restmt\_reuna"]  
 restmt\_reuna\_mag <- final\_ds\_initial\_1[row, "restmt\_reuna\_mag"]  
 if (restmt\_reuna >= 0.5){  
 restmt\_reuna <- 1  
 restmt\_reuna\_mag <- as.double(restmt\_reuna\_mag)  
 }  
 else{  
 restmt\_reuna <- 0  
 restmt\_reuna\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_reuna[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_reuna  
 final\_ds\_initial\_1$restmt\_reuna\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_reuna\_mag  
   
 restmt\_seq <- final\_ds\_initial\_1[row, "restmt\_seq"]  
 restmt\_seq\_mag <- final\_ds\_initial\_1[row, "restmt\_seq\_mag"]  
 if (restmt\_seq >= 0.5){  
 restmt\_seq <- 1  
 restmt\_seq\_mag <- as.double(restmt\_seq\_mag)  
 }  
 else{  
 restmt\_seq <- 0  
 restmt\_seq\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_seq[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_seq  
 final\_ds\_initial\_1$restmt\_seq\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_seq\_mag  
   
 restmt\_teq <- final\_ds\_initial\_1[row, "restmt\_teq"]  
 restmt\_teq\_mag <- final\_ds\_initial\_1[row, "restmt\_teq\_mag"]  
 if (restmt\_teq >= 0.5){  
 restmt\_teq <- 1  
 restmt\_teq\_mag <- as.double(restmt\_teq\_mag)  
 }  
 else{  
 restmt\_teq <- 0  
 restmt\_teq\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_teq[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_teq  
 final\_ds\_initial\_1$restmt\_teq\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_teq\_mag  
   
 restmt\_txt <- final\_ds\_initial\_1[row, "restmt\_txt"]  
 restmt\_txt\_mag <- final\_ds\_initial\_1[row, "restmt\_txt\_mag"]  
 if (restmt\_txt >= 0.5){  
 restmt\_txt <- 1  
 restmt\_txt\_mag <- as.double(restmt\_txt\_mag)  
 }  
 else{  
 restmt\_txt <- 0  
 restmt\_txt\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_txt[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_txt  
 final\_ds\_initial\_1$restmt\_txt\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_txt\_mag  
   
 restmt\_wcap <- final\_ds\_initial\_1[row, "restmt\_wcap"]  
 restmt\_wcap\_mag <- final\_ds\_initial\_1[row, "restmt\_wcap\_mag"]  
 if (restmt\_wcap >= 0.5){  
 restmt\_wcap <- 1  
 restmt\_wcap\_mag <- as.double(restmt\_wcap\_mag)  
 }  
 else{  
 restmt\_wcap <- 0  
 restmt\_wcap\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_wcap[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_wcap  
 final\_ds\_initial\_1$restmt\_wcap\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_wcap\_mag  
   
 restmt\_xint <- final\_ds\_initial\_1[row, "restmt\_xint"]  
 restmt\_xint\_mag <- final\_ds\_initial\_1[row, "restmt\_xint\_mag"]  
 if (restmt\_xint >= 0.5){  
 restmt\_xint <- 1  
 restmt\_xint\_mag <- as.double(restmt\_xint\_mag)  
 }  
 else{  
 restmt\_xint <- 0  
 restmt\_xint\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_xint[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_xint  
 final\_ds\_initial\_1$restmt\_xint\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_xint\_mag  
   
 restmt\_xsga <- final\_ds\_initial\_1[row, "restmt\_xsga"]  
 restmt\_xsga\_mag <- final\_ds\_initial\_1[row, "restmt\_xsga\_mag"]  
 if (restmt\_xsga >= 0.5){  
 restmt\_xsga <- 1  
 restmt\_xsga\_mag <- as.double(restmt\_xsga\_mag)  
 }  
 else{  
 restmt\_xsga <- 0  
 restmt\_xsga\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_xsga[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_xsga  
 final\_ds\_initial\_1$restmt\_xsga\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_xsga\_mag  
   
 restmt\_dvpsp\_f <- final\_ds\_initial\_1[row, "restmt\_dvpsp\_f"]  
 restmt\_dvpsp\_f\_mag <- final\_ds\_initial\_1[row, "restmt\_dvpsp\_f\_mag"]  
 if (restmt\_dvpsp\_f >= 0.5){  
 restmt\_dvpsp\_f <- 1  
 restmt\_dvpsp\_f\_mag <- as.double(restmt\_dvpsp\_f\_mag)  
 }  
 else{  
 restmt\_dvpsp\_f <- 0  
 restmt\_dvpsp\_f\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_dvpsp\_f[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_dvpsp\_f  
 final\_ds\_initial\_1$restmt\_dvpsp\_f\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_dvpsp\_f\_mag  
   
 restmt\_dvpsx\_f <- final\_ds\_initial\_1[row, "restmt\_dvpsx\_f"]  
 restmt\_dvpsx\_f\_mag <- final\_ds\_initial\_1[row, "restmt\_dvpsx\_f\_mag"]  
 if (restmt\_dvpsx\_f >= 0.5){  
 restmt\_dvpsx\_f <- 1  
 restmt\_dvpsx\_f\_mag <- as.double(restmt\_dvpsx\_f\_mag)  
 }  
 else{  
 restmt\_dvpsx\_f <- 0  
 restmt\_dvpsx\_f\_mag <- 0.0  
 }  
 final\_ds\_initial\_1$restmt\_dvpsx\_f[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_dvpsx\_f  
 final\_ds\_initial\_1$restmt\_dvpsx\_f\_mag[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- restmt\_dvpsx\_f\_mag  
}  
  
restmt\_var\_ds <- subset(final\_ds\_initial\_1, select = c(gvkey,  
 restmt\_at,restmt\_at\_mag,  
 restmt\_capx,restmt\_capx\_mag,  
 restmt\_cogs, restmt\_cogs\_mag,  
 restmt\_dltt, restmt\_dltt\_mag,  
 restmt\_epsfi, restmt\_epsfi\_mag,  
 restmt\_epspi, restmt\_epspi\_mag,  
 restmt\_ib, restmt\_ib\_mag,  
 restmt\_ni, restmt\_ni\_mag,  
 restmt\_nopi, restmt\_nopi\_mag,  
 restmt\_pi, restmt\_pi\_mag,  
 restmt\_reuna, restmt\_reuna\_mag,  
 restmt\_seq, restmt\_seq\_mag,  
 restmt\_teq, restmt\_teq\_mag,  
 restmt\_txt, restmt\_txt\_mag,  
 restmt\_wcap, restmt\_wcap\_mag,  
   
 restmt\_xint, restmt\_xint\_mag,  
 restmt\_xsga, restmt\_xsga\_mag,  
 restmt\_dvpsp\_f, restmt\_dvpsp\_f\_mag,  
 restmt\_dvpsx\_f, restmt\_dvpsx\_f\_mag  
 ))  
  
#summary(restmt\_var\_ds)

final\_ds\_initial\_2 <- final\_ds\_initial\_1  
#summary(final\_ds\_initial\_2)  
nrow(final\_ds\_initial\_2)

## [1] 348

write.csv(final\_ds\_initial\_2, file = "data/final\_ds\_initial\_2.csv", row.names=FALSE, na="")

### This first step where all the correlated variables are idenfied and then removed. This will reduce the Collinearity.

cor\_matrix\_ds <- subset(final\_ds\_initial\_2, select = -c(gvkey,tic, aodo,seq,ivch,nopio,spce,reuna,dilavx,ebitda,cshi,epsfi,   
 ib,pi,  
 oiadp,oibdp,gdwl))  
cor\_matrix <- cor(cor\_matrix\_ds)  
cor\_matrix %>%  
 as.data.frame() %>%  
 mutate(var1 = rownames(.)) %>%  
 gather(var2, value, -var1) %>%  
 arrange(desc(value)) %>%  
 group\_by(value) %>%  
 filter(row\_number()==1)

## # A tibble: 5,052 x 3  
## # Groups: value [5,052]  
## var1 var2 value  
## <chr> <chr> <dbl>  
## 1 aco aco 1   
## 2 restmt\_epspi\_mag restmt\_epsfi\_mag 1.00   
## 3 restmt\_teq\_mag restmt\_seq\_mag 1.00   
## 4 opeps epspi 1.00   
## 5 restmt\_pi\_mag restmt\_ib\_mag 0.998  
## 6 restmt\_ni\_mag restmt\_ib\_mag 0.998  
## 7 restmt\_xsga\_mag restmt\_ni\_mag 0.997  
## 8 restmt\_xsga\_mag restmt\_pi\_mag 0.997  
## 9 restmt\_pi\_mag restmt\_ni\_mag 0.997  
## 10 restmt\_xsga\_mag restmt\_ib\_mag 0.997  
## # ... with 5,042 more rows

fundamentals\_final\_ds <- subset(final\_ds\_initial\_2, select = -c(aodo,seq,ivch,nopio,spce,reuna,dilavx,ebitda,cshi,epsfi,   
 ib,pi,  
 oiadp,oibdp,gdwl))  
#summary(fundamentals\_final\_ds)  
nrow(fundamentals\_final\_ds)

## [1] 348

### Loan stocks data file

stocks\_init\_ds <- read.csv("./data/Stocks\_DS.csv", na.strings=c(""," "))  
nrow(stocks\_init\_ds)

## [1] 4187047

### From Stocks daat file choose only certain variables

### prccd ==> Price - Close - Daily

### prchd ==> Price - High - Daily

### prcld ==> Price - Low - Daily

### prcod ==> Price - Open - Daily

### trfd ==> Daily Total Return Factor

### cshtrd ==> Trading Volume - Daily

names(stocks\_init\_ds)[names(stocks\_init\_ds) == "ï..gvkey"] <- "gvkey"  
stocks\_init\_limited\_cols <- subset(stocks\_init\_ds, select = c(gvkey,cshtrd,prccd,prchd,prcld,prcod,trfd))  
stocks\_init\_limited\_cols <- stocks\_init\_limited\_cols[!is.na(stocks\_init\_limited\_cols$cshtrd)&!is.na(stocks\_init\_limited\_cols$prccd)  
 &!is.na(stocks\_init\_limited\_cols$prchd)&!is.na(stocks\_init\_limited\_cols$prcld)  
 &!is.na(stocks\_init\_limited\_cols$trfd),]  
stocks\_init\_limited\_cols$prcod[is.na(stocks\_init\_limited\_cols$prcod)] <- (stocks\_init\_limited\_cols$prchd + stocks\_init\_limited\_cols$prcld)/2  
  
stocks\_grouped\_data <- stocks\_init\_limited\_cols %>%  
 group\_by(gvkey) %>%  
 dplyr::summarize(  
 cshtrd\_m = mean(cshtrd),  
 prccd\_m = mean(prccd),  
 prchd\_m = mean(prchd),  
 prcld\_m = mean(prcld),  
 prcod\_m = mean(prcod),  
 trfd\_m = mean(trfd)  
 )

## `summarise()` ungrouping output (override with `.groups` argument)

ncol(stocks\_init\_ds)

## [1] 76

### Merge the stocks dataset with final dataset.

for (row in 1:nrow(fundamentals\_final\_ds)){  
 row\_item\_gvkey <- as.integer(fundamentals\_final\_ds[row, "gvkey"])  
   
 specific\_stock <- stocks\_grouped\_data %>%  
 filter(gvkey == row\_item\_gvkey)   
   
 if (nrow(specific\_stock) > 0){  
 specific\_stock <- head(specific\_stock, 1)  
 fundamentals\_final\_ds$cshtrd\_m[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- specific\_stock$cshtrd\_m  
 fundamentals\_final\_ds$prccd\_m[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- specific\_stock$prccd\_m  
 fundamentals\_final\_ds$prchd\_m[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- specific\_stock$prchd\_m  
 fundamentals\_final\_ds$prcld\_m[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- specific\_stock$prcld\_m  
 fundamentals\_final\_ds$prcod\_m[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- specific\_stock$prcod\_m  
 fundamentals\_final\_ds$trfd\_m[final\_ds\_initial\_1$gvkey == row\_item\_gvkey] <- specific\_stock$trfd\_m  
 }  
}  
#summary(fundamentals\_final\_ds)  
nrow(fundamentals\_final\_ds)

## [1] 348

fundamental\_stocks\_data <- fundamentals\_final\_ds[!is.na(fundamentals\_final\_ds$cshtrd\_m) &!is.na(fundamentals\_final\_ds$prccd\_m)  
 &!is.na(fundamentals\_final\_ds$prchd\_m) &!is.na(fundamentals\_final\_ds$prcld\_m)  
 &!is.na(fundamentals\_final\_ds$prcod\_m) &!is.na(fundamentals\_final\_ds$trfd\_m),]

fundamental\_stocks\_data\_final <- fundamental\_stocks\_data  
#summary(fundamental\_stocks\_data\_final)  
nrow(fundamental\_stocks\_data\_final)

## [1] 333

### Load securities dataset

securities\_init\_ds <- read.csv("./data/Securities\_DS.csv", na.strings=c(""," "))  
names(securities\_init\_ds)[names(securities\_init\_ds) == "ï..gvkey"] <- "gvkey"  
ncol(securities\_init\_ds)

## [1] 55

securities\_init\_ds\_1 <- subset(securities\_init\_ds, select = -c(iid,isalrt,primiss,ajexm,  
 spgim,spiim,spmim,cheqvm,curcddvm,dvpsxm,  
 sphcusip,sphiid, sphmid,sphname,sphsec,sphtic,sphvg,sph100,  
 cyear,mkvalincl,exchg,tpci,city,  
 conml,costat,ggroup,gind, gsubind,loc,naics,sic,state, curcdm,   
 navm,adrrm,rawpm,rawxm,cshoq,csfsm,  
 datadate,tic,conm,cmth  
 ))  
  
  
#summary(securities\_init\_ds\_1)

### Choose following variables from the securities dataset

### trfm ==> Monthly Total Return Factor

### dvrate ==> Dividend Rate - Monthly

fund\_stock\_securities\_ds <- fundamental\_stocks\_data\_final   
securities\_init\_ds\_2 <- securities\_init\_ds\_1 %>%  
 filter(!is.na(trfm) & !is.na(trt1m)) %>%  
 group\_by(gvkey) %>%  
 dplyr::summarize(  
 trfm\_m = mean(trfm)  
 )  
  
fund\_stock\_securities\_ds$trfm\_m <- NA  
for (row in 1:nrow(fund\_stock\_securities\_ds)){  
 row\_item\_gvkey <- as.integer(fund\_stock\_securities\_ds[row, "gvkey"])  
 specific\_security <- securities\_init\_ds\_2 %>%  
 filter(gvkey == row\_item\_gvkey)   
 if (nrow(specific\_security) > 0){  
 security\_row <- head(specific\_security, 1)  
 trfm\_m <- as.numeric(security\_row$trfm\_m)   
 fund\_stock\_securities\_ds$trfm\_m[fund\_stock\_securities\_ds$gvkey == row\_item\_gvkey] <- trfm\_m  
 }  
}  
  
  
  
securities\_init\_ds\_3 <- securities\_init\_ds\_1 %>%  
 filter(!is.na(dvrate)) %>%  
 group\_by(gvkey) %>%  
 dplyr::summarize(  
 dvrate\_m = mean(dvrate)  
 )  
  
fund\_stock\_securities\_ds$dvrate\_m <- NA  
for (row in 1:nrow(fund\_stock\_securities\_ds)){  
 row\_item\_gvkey <- as.integer(fund\_stock\_securities\_ds[row, "gvkey"])  
 specific\_security <- securities\_init\_ds\_3 %>%  
 filter(gvkey == row\_item\_gvkey)   
 if (nrow(specific\_security) > 0){  
 security\_row <- head(specific\_security, 1)  
 dvrate\_m <- as.numeric(security\_row$dvrate\_m)   
 fund\_stock\_securities\_ds$dvrate\_m[fund\_stock\_securities\_ds$gvkey == row\_item\_gvkey] <- dvrate\_m  
 }  
}  
  
  
#summary(fund\_stock\_securities\_ds)

### Load ratings dataset.

### Load this variable splticrm ==> S&P Domestic Long Term Issuer Credit Rating

### splticrm - This is categorical variable with unique ratings, each of the rating are given numeric values.

### Highest rating gets high numeric values and as rating decreases the numerica value assigned decreases.

ratings\_init\_ds <- read.csv("./data/Ratings\_DS.csv", na.strings=c("", " "))  
names(ratings\_init\_ds)[names(ratings\_init\_ds) == "ï..gvkey"] <- "gvkey"  
ratings\_init\_ds$datadate <- as.Date(ratings\_init\_ds$datadate, "%m/%d/%Y")  
ratings\_init\_ds$splticrm = factor(ratings\_init\_ds$splticrm, levels=c(levels(ratings\_init\_ds$splticrm), "NR"))  
ratings\_init\_ds$splticrm[is.na(ratings\_init\_ds$splticrm)] = "NR"  
  
ratings\_init\_ds$splticrm\_num\_value <- 0  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "AAA"] <- 100  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "AA"] <- 90  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "AA-"] <- 85  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "A+"] <- 80  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "A"] <- 75  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "A-"] <- 70  
  
  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "BBB+"] <- 65  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "BBB"] <- 60  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "BBB-"] <- 55  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "BB+"] <- 50  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "BB"] <- 45  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "BB-"] <- 40  
  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "B+"] <- 35  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "B"] <- 30  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "B-"] <- 25  
  
  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "CCC+"] <- 20  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "CCC"] <- 19  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "CCC-"] <- 18  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "CC"] <- 17  
  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "D"] <- 10  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "SD"] <- 10  
ratings\_init\_ds$splticrm\_num\_value[ratings\_init\_ds$splticrm == "NR"] <- 0  
ratings\_init\_ds$splticrm\_num\_value <- factor(ratings\_init\_ds$splticrm\_num\_value)

### Merge the ratings dataset and fundamentals dataset, by assigning the rating from ratings dataset to each company using gvkey

### Along with rating, additional variable is added which indicates whether the rating has

### 1. Increased

### 2. Decreased

### 3. NOCHANGE

fund\_stock\_securities\_rating\_ds <- fund\_stock\_securities\_ds #%>%  
 #filter(gvkey == 1078)  
fund\_stock\_securities\_rating\_ds$sp\_rating <- "NOTRATED"   
rated\_companies <- ratings\_init\_ds %>%  
 filter(splticrm != "NR")  
  
for (row in 1:nrow(fund\_stock\_securities\_rating\_ds)){  
 row\_item\_gvkey <- as.integer(fund\_stock\_securities\_rating\_ds[row, "gvkey"])  
  
 specific\_rating <- rated\_companies %>%  
 filter(gvkey == row\_item\_gvkey) %>%  
 arrange(datadate)  
 if (nrow(specific\_rating) > 0){  
 first\_row <- head(specific\_rating, 1)  
 last\_row <- tail(specific\_rating, 1)  
 start\_value <- as.integer(first\_row$splticrm\_num\_value)  
 end\_value <- as.integer(last\_row$splticrm\_num\_value)  
 if (start\_value == end\_value){  
 fund\_stock\_securities\_rating\_ds$sp\_rating[fund\_stock\_securities\_rating\_ds$gvkey == row\_item\_gvkey] <- "NoCHANGE"  
 }else if (start\_value < end\_value){  
 fund\_stock\_securities\_rating\_ds$sp\_rating[fund\_stock\_securities\_rating\_ds$gvkey == row\_item\_gvkey] <- "INCREASED"  
 }else if (start\_value > end\_value){  
 fund\_stock\_securities\_rating\_ds$sp\_rating[fund\_stock\_securities\_rating\_ds$gvkey == row\_item\_gvkey] <- "DECREASED"  
 }  
 }  
}  
fund\_stock\_securities\_rating\_ds$sp\_rating <- factor(fund\_stock\_securities\_rating\_ds$sp\_rating)  
#summary(fund\_stock\_securities\_rating\_ds)

### Load Sca filing dataset for the target variable

sca\_fillings\_ds <- read.csv("./data/SCA\_Filings\_and\_Settlements.csv", na.strings=c(""," "))  
sca\_fillings\_ds$SettlementAmount = gsub("\\$", "", sca\_fillings\_ds$SettlementAmount)  
sca\_fillings\_ds$SettlementAmount = as.numeric(gsub("\\,", "", sca\_fillings\_ds$SettlementAmount))  
#summary(sca\_fillings\_ds)  
ncol(sca\_fillings\_ds)

## [1] 6

### Add the target variable litigated to the dataset under analysis.

### From each of the conany record identify if has any sca filing from the sca fileing dataset,if entry exists then mark for that company lititgated = true or else if the record ### does not exist in sca filing for that particular comapny then mark litigate attribute as false.

### Also in case of litigation indentify if there is any settlement amount and add same to main dataset. In case if multiple settlement amount exists for particular company then ### take the maximum settlement amount.

fund\_stock\_securities\_rating\_ds$litigated <- 0  
fund\_stock\_securities\_rating\_ds$litigation\_settlement <- NA  
fund\_stock\_securities\_rating\_ds\_1 <- fund\_stock\_securities\_rating\_ds   
  
for (row in 1:nrow(fund\_stock\_securities\_rating\_ds\_1)){  
 row\_item\_tic <- lapply(fund\_stock\_securities\_rating\_ds\_1[row, "tic"], as.character)  
 row\_item\_gvkey <- as.integer(fund\_stock\_securities\_rating\_ds[row, "gvkey"])  
 specific\_sca\_filings <- sca\_fillings\_ds %>%  
 filter(Ticker == row\_item\_tic)   
 if (nrow(specific\_sca\_filings) > 0){  
 fund\_stock\_securities\_rating\_ds$litigated[fund\_stock\_securities\_rating\_ds$gvkey == row\_item\_gvkey] <- 1  
 specific\_sca\_filings\_max <- specific\_sca\_filings %>%  
 filter(!is.na(SettlementAmount)) %>%  
 arrange(SettlementAmount)  
   
 if (nrow(specific\_sca\_filings\_max) > 0){  
 last\_row <- tail(specific\_sca\_filings\_max, 1)  
 settlement\_amount <- as.numeric(last\_row$SettlementAmount)  
 fund\_stock\_securities\_rating\_ds$litigation\_settlement[fund\_stock\_securities\_rating\_ds$gvkey == row\_item\_gvkey] <- settlement\_amount  
 }  
 }  
}  
fund\_stock\_securities\_rating\_ds$litigated <- as.factor(fund\_stock\_securities\_rating\_ds$litigated)  
#summary(fund\_stock\_securities\_rating\_ds)

### Based on manual review. idetify the columns that need to be removed from the final dataset.

fund\_stock\_securities\_rating\_ds\_final <- subset(fund\_stock\_securities\_rating\_ds, select = -c(aocidergl, aocipen, ceqt, cstkcv, dd1,  
 dpc,icapt, intan, intano, ivncf, ivst,  
 lo, lse, opeps, reajo, recta,  
 spi, tstkn, txp, txr,  
 restmt\_epsfi\_mag, restmt\_epsfi,  
 restmt\_pi, restmt\_pi\_mag,  
 restmt\_seq, restmt\_seq\_mag,  
 restmt\_xsga, restmt\_xsga\_mag,  
 restmt\_dvpsp\_f, restmt\_dvpsp\_f\_mag,   
 restmt\_dvpsx\_f, restmt\_dvpsx\_f\_mag  
 ))  
#summary(fund\_stock\_securities\_rating\_ds\_final)  
ncol(fund\_stock\_securities\_rating\_ds\_final)

## [1] 87

# DE ==> Debt to equity ratio

# wc ==> Working capital ratio

# pe ==> Pricing to earning ratio

# ROE ==> Return on Equity

fund\_stock\_securities\_rating\_ds\_final$epspi[fund\_stock\_securities\_rating\_ds\_final$epspi == 0] <- 0.000001  
fund\_stock\_securities\_rating\_ds\_final$lt[fund\_stock\_securities\_rating\_ds\_final$lt == 0] <- 0.000001  
fund\_stock\_securities\_rating\_ds\_final$teq[fund\_stock\_securities\_rating\_ds\_final$teq == 0] <- 0.000001  
fund\_stock\_securities\_rating\_ds\_final$pe\_ratio <- fund\_stock\_securities\_rating\_ds\_final$prccd\_m/fund\_stock\_securities\_rating\_ds\_final$epspi  
fund\_stock\_securities\_rating\_ds\_final$wc\_ratio <- fund\_stock\_securities\_rating\_ds\_final$act/fund\_stock\_securities\_rating\_ds\_final$lt  
fund\_stock\_securities\_rating\_ds\_final$de\_ratio <- fund\_stock\_securities\_rating\_ds\_final$lt/fund\_stock\_securities\_rating\_ds\_final$teq  
fund\_stock\_securities\_rating\_ds\_final$roe\_ratio <- fund\_stock\_securities\_rating\_ds\_final$ni/fund\_stock\_securities\_rating\_ds\_final$teq  
  
trfm\_median <- median(as.numeric(fund\_stock\_securities\_rating\_ds\_final$trfm\_m),na.rm=TRUE)  
fund\_stock\_securities\_rating\_ds\_final$trfm\_m[is.na(fund\_stock\_securities\_rating\_ds\_final$trfm\_m)] <- trfm\_median

### From the final dataset identify correlated variables

cor\_matrix\_ds <- subset(fund\_stock\_securities\_rating\_ds\_final, select = -c(gvkey,tic, sp\_rating, litigated))  
cor\_matrix <- cor(cor\_matrix\_ds)  
cor\_matrix %>%  
 as.data.frame() %>%  
 mutate(var1 = rownames(.)) %>%  
 gather(var2, value, -var1) %>%  
 arrange(desc(value)) %>%  
 group\_by(value) %>%  
 filter(row\_number() == 1)

## # A tibble: 3,572 x 3  
## # Groups: value [3,572]  
## var1 var2 value  
## <chr> <chr> <dbl>  
## 1 aco aco 1   
## 2 prchd\_m prccd\_m 1.00   
## 3 prcld\_m prccd\_m 1.00   
## 4 prcld\_m prchd\_m 0.998  
## 5 restmt\_ni\_mag restmt\_ib\_mag 0.998  
## 6 teq ceq 0.996  
## 7 ni ci 0.994  
## 8 oancf ebit 0.988  
## 9 revt cogs 0.988  
## 10 ppegt capx 0.988  
## # ... with 3,562 more rows

#### Remove Highly correlated variables, in general if correlation value is > 0.9 and check the correlation matrix values

cor\_matrix\_ds <- subset(fund\_stock\_securities\_rating\_ds\_final, select = -c(gvkey,tic, sp\_rating, litigated, prchd\_m, prcld\_m, ni, restmt\_ib\_mag, ceq, oancf, cogs, ppegt,  
 lt, ci, restmt\_dltt\_mag, invt, che, ap, at, xint, gp, act, txt, capx,  
 dm, dn, dpact,fiao,fincf,sppiv,fopo)) #latest removed variables  
cor\_matrix <- cor(cor\_matrix\_ds)  
cor\_matrix %>%  
 as.data.frame() %>%  
 mutate(var1 = rownames(.)) %>%  
 gather(var2, value, -var1) %>%  
 arrange(desc(value)) %>%  
 group\_by(value) %>%  
 filter(row\_number() == 1)

## # A tibble: 1,655 x 3  
## # Groups: value [1,655]  
## var1 var2 value  
## <chr> <chr> <dbl>  
## 1 aco aco 1   
## 2 prccd\_m epspi 0.945  
## 3 ebit dvt 0.945  
## 4 restmt\_teq\_mag restmt\_ni\_mag 0.934  
## 5 teq ebit 0.892  
## 6 ebit dltt 0.892  
## 7 teq ao 0.879  
## 8 prcod\_m prccd\_m 0.879  
## 9 ebit ao 0.874  
## 10 re ebit 0.859  
## # ... with 1,645 more rows

### Remove Highly correlated variables from above analysis.

fund\_stock\_securities\_rating\_ds\_final\_10 <- subset(fund\_stock\_securities\_rating\_ds\_final, select = -c(prchd\_m, prcld\_m, ni, restmt\_ib\_mag,   
 ceq, oancf, cogs, ppegt,  
 lt, ci, restmt\_dltt\_mag, invt, che,   
 ap, at, xint, gp, act, txt, capx,  
 dm, dn, dpact,fiao,fincf,sppiv,fopo)) #latest removed variables

### Convert all categorical variables to factor

ds\_final <- fund\_stock\_securities\_rating\_ds\_final\_10  
ds\_final <- subset(ds\_final, select = -c(dvrate\_m)) #, litigation\_settlement))  
ds\_final$restmt\_at <- as.factor(ds\_final$restmt\_at)  
ds\_final$restmt\_capx <- as.factor(ds\_final$restmt\_capx)  
ds\_final$restmt\_cogs <- as.factor(ds\_final$restmt\_cogs)  
ds\_final$restmt\_dltt <- as.factor(ds\_final$restmt\_dltt)  
ds\_final$restmt\_epspi <- as.factor(ds\_final$restmt\_epspi)  
ds\_final$restmt\_ib <- as.factor(ds\_final$restmt\_ib)  
ds\_final$restmt\_ni <- as.factor(ds\_final$restmt\_ni)  
ds\_final$restmt\_nopi <- as.factor(ds\_final$restmt\_nopi)  
ds\_final$restmt\_reuna <- as.factor(ds\_final$restmt\_reuna)  
ds\_final$restmt\_teq <- as.factor(ds\_final$restmt\_teq)  
ds\_final$restmt\_txt <- as.factor(ds\_final$restmt\_txt)  
ds\_final$restmt\_wcap <- as.factor(ds\_final$restmt\_wcap)  
ds\_final$restmt\_xint <- as.factor(ds\_final$restmt\_xint)  
ds\_final$sp\_rating <- as.factor(ds\_final$sp\_rating)  
ds\_final$litigated <- as.factor(ds\_final$litigated)

### Perform target ecoding to all the categorical variables

# split the data into training and (held-out) test sets  
training\_ind <- createDataPartition(ds\_final$litigated,  
p = 0.75,  
list = FALSE,  
times = 1)  
training\_set <- ds\_final[training\_ind, ]  
test\_set <- ds\_final[-training\_ind, ]  
  
nrow(training\_set)

## [1] 250

nrow(test\_set)

## [1] 83

threshold <- 250  
  
  
threshold <- 250  
target\_enc\_train <- function(variable, level) {  
 training\_set$litigated <- as.numeric(as.vector(training\_set$litigated))  
 train\_avg\_target <- colMeans(training\_set[, "litigated"])  
 if (nrow(training\_set[training\_set[, variable]==level, ])==0) {  
 return(train\_avg\_target)  
 } else {  
 level\_num\_obs <- nrow(training\_set[training\_set[, variable]==level,])  
 level\_avg\_target <- colMeans(training\_set[training\_set[, variable]==level, "litigated"])  
 return((level\_num\_obs\*level\_avg\_target+threshold\*train\_avg\_target)/(level\_num\_obs+threshold))  
 }  
}  
  
sp\_rating\_target <- mapply(target\_enc\_train, variable = "sp\_rating", level = levels(training\_set$sp\_rating), USE.NAMES = FALSE)  
names(sp\_rating\_target) <- levels(training\_set$sp\_rating)  
training\_set$sp\_rating\_target <- 0  
for (level in levels(training\_set$sp\_rating)) {  
 training\_set[training\_set[, "sp\_rating"]==level, "sp\_rating\_target"] <- sp\_rating\_target[level]  
}  
  
test\_set$sp\_rating\_target <- 0  
for (level in levels(training\_set$sp\_rating)) {  
 test\_set[test\_set[, "sp\_rating"]==level, "sp\_rating\_target"] <- sp\_rating\_target[level]  
}  
  
  
restmt\_at\_target <- mapply(target\_enc\_train, variable = "restmt\_at", level = levels(training\_set$restmt\_at), USE.NAMES = FALSE)  
names(restmt\_at\_target) <- levels(training\_set$restmt\_at)  
training\_set$restmt\_at\_target <- 0  
for (level in levels(training\_set$restmt\_at)) {  
 training\_set[training\_set[, "restmt\_at"]==level, "restmt\_at\_target"] <- restmt\_at\_target[level]  
}  
  
test\_set$restmt\_at\_target <- 0  
for (level in levels(training\_set$restmt\_at)) {  
 test\_set[test\_set[, "restmt\_at"]==level, "restmt\_at\_target"] <- restmt\_at\_target[level]  
}  
  
restmt\_capx\_target <- mapply(target\_enc\_train, variable = "restmt\_capx", level = levels(training\_set$restmt\_capx), USE.NAMES = FALSE)  
names(restmt\_capx\_target) <- levels(training\_set$restmt\_capx)  
training\_set$restmt\_capx\_target <- 0  
for (level in levels(training\_set$restmt\_capx)) {  
 training\_set[training\_set[, "restmt\_capx"]==level, "restmt\_capx\_target"] <- restmt\_capx\_target[level]  
}  
  
test\_set$restmt\_capx\_target <- 0  
for (level in levels(training\_set$restmt\_capx)) {  
 test\_set[test\_set[, "restmt\_capx"]==level, "restmt\_capx\_target"] <- restmt\_capx\_target[level]  
}  
  
restmt\_cogs\_target <- mapply(target\_enc\_train, variable = "restmt\_cogs", level = levels(training\_set$restmt\_cogs), USE.NAMES = FALSE)  
names(restmt\_cogs\_target) <- levels(training\_set$restmt\_cogs)  
training\_set$restmt\_cogs\_target <- 0  
for (level in levels(training\_set$restmt\_cogs)) {  
 training\_set[training\_set[, "restmt\_cogs"]==level, "restmt\_cogs\_target"] <- restmt\_cogs\_target[level]  
}  
  
test\_set$restmt\_cogs\_target <- 0  
for (level in levels(training\_set$restmt\_cogs)) {  
 test\_set[test\_set[, "restmt\_cogs"]==level, "restmt\_cogs\_target"] <- restmt\_cogs\_target[level]  
}  
  
restmt\_dltt\_target <- mapply(target\_enc\_train, variable = "restmt\_dltt", level = levels(training\_set$restmt\_dltt), USE.NAMES = FALSE)  
names(restmt\_dltt\_target) <- levels(training\_set$restmt\_dltt)  
training\_set$restmt\_dltt\_target <- 0  
for (level in levels(training\_set$restmt\_dltt)) {  
 training\_set[training\_set[, "restmt\_dltt"]==level, "restmt\_dltt\_target"] <- restmt\_dltt\_target[level]  
}  
  
test\_set$restmt\_dltt\_target <- 0  
for (level in levels(training\_set$restmt\_dltt)) {  
 test\_set[test\_set[, "restmt\_dltt"]==level, "restmt\_dltt\_target"] <- restmt\_dltt\_target[level]  
}  
  
restmt\_epspi\_target <- mapply(target\_enc\_train, variable = "restmt\_epspi", level = levels(training\_set$restmt\_epspi), USE.NAMES = FALSE)  
names(restmt\_epspi\_target) <- levels(training\_set$restmt\_epspi)  
training\_set$restmt\_epspi\_target <- 0  
for (level in levels(training\_set$restmt\_epspi)) {  
 training\_set[training\_set[, "restmt\_epspi"]==level, "restmt\_epspi\_target"] <- restmt\_epspi\_target[level]  
}  
  
test\_set$restmt\_epspi\_target <- 0  
for (level in levels(training\_set$restmt\_epspi)) {  
 test\_set[test\_set[, "restmt\_epspi"]==level, "restmt\_epspi\_target"] <- restmt\_epspi\_target[level]  
}  
  
restmt\_ib\_target <- mapply(target\_enc\_train, variable = "restmt\_ib", level = levels(training\_set$restmt\_ib), USE.NAMES = FALSE)  
names(restmt\_ib\_target) <- levels(training\_set$restmt\_ib)  
training\_set$restmt\_ib\_target <- 0  
for (level in levels(training\_set$restmt\_ib)) {  
 training\_set[training\_set[, "restmt\_ib"]==level, "restmt\_ib\_target"] <- restmt\_ib\_target[level]  
}  
  
test\_set$restmt\_ib\_target <- 0  
for (level in levels(training\_set$restmt\_ib)) {  
 test\_set[test\_set[, "restmt\_ib"]==level, "restmt\_ib\_target"] <- restmt\_ib\_target[level]  
}  
  
  
restmt\_ni\_target <- mapply(target\_enc\_train, variable = "restmt\_ni", level = levels(training\_set$restmt\_ni), USE.NAMES = FALSE)  
names(restmt\_ni\_target) <- levels(training\_set$restmt\_ni)  
training\_set$restmt\_ni\_target <- 0  
for (level in levels(training\_set$restmt\_ni)) {  
 training\_set[training\_set[, "restmt\_ni"]==level, "restmt\_ni\_target"] <- restmt\_ni\_target[level]  
}  
  
test\_set$restmt\_ni\_target <- 0  
for (level in levels(training\_set$restmt\_ni)) {  
 test\_set[test\_set[, "restmt\_ni"]==level, "restmt\_ni\_target"] <- restmt\_ni\_target[level]  
}  
  
restmt\_nopi\_target <- mapply(target\_enc\_train, variable = "restmt\_nopi", level = levels(training\_set$restmt\_nopi), USE.NAMES = FALSE)  
names(restmt\_nopi\_target) <- levels(training\_set$restmt\_nopi)  
training\_set$restmt\_nopi\_target <- 0  
for (level in levels(training\_set$restmt\_nopi)) {  
 training\_set[training\_set[, "restmt\_nopi"]==level, "restmt\_nopi\_target"] <- restmt\_nopi\_target[level]  
}  
  
test\_set$restmt\_nopi\_target <- 0  
for (level in levels(training\_set$restmt\_nopi)) {  
 test\_set[test\_set[, "restmt\_nopi"]==level, "restmt\_nopi\_target"] <- restmt\_nopi\_target[level]  
}  
  
  
restmt\_reuna\_target <- mapply(target\_enc\_train, variable = "restmt\_reuna", level = levels(training\_set$restmt\_reuna), USE.NAMES = FALSE)  
names(restmt\_reuna\_target) <- levels(training\_set$restmt\_reuna)  
training\_set$restmt\_reuna\_target <- 0  
for (level in levels(training\_set$restmt\_reuna)) {  
 training\_set[training\_set[, "restmt\_reuna"]==level, "restmt\_reuna\_target"] <- restmt\_reuna\_target[level]  
}  
  
test\_set$restmt\_reuna\_target <- 0  
for (level in levels(training\_set$restmt\_reuna)) {  
 test\_set[test\_set[, "restmt\_reuna"]==level, "restmt\_reuna\_target"] <- restmt\_reuna\_target[level]  
}  
  
restmt\_teq\_target <- mapply(target\_enc\_train, variable = "restmt\_teq", level = levels(training\_set$restmt\_teq), USE.NAMES = FALSE)  
names(restmt\_teq\_target) <- levels(training\_set$restmt\_teq)  
training\_set$restmt\_teq\_target <- 0  
for (level in levels(training\_set$restmt\_teq)) {  
 training\_set[training\_set[, "restmt\_teq"]==level, "restmt\_teq\_target"] <- restmt\_teq\_target[level]  
}  
  
test\_set$restmt\_teq\_target <- 0  
for (level in levels(training\_set$restmt\_teq)) {  
 test\_set[test\_set[, "restmt\_teq"]==level, "restmt\_teq\_target"] <- restmt\_teq\_target[level]  
}  
  
restmt\_txt\_target <- mapply(target\_enc\_train, variable = "restmt\_txt", level = levels(training\_set$restmt\_txt), USE.NAMES = FALSE)  
names(restmt\_txt\_target) <- levels(training\_set$restmt\_txt)  
training\_set$restmt\_txt\_target <- 0  
for (level in levels(training\_set$restmt\_txt)) {  
 training\_set[training\_set[, "restmt\_txt"]==level, "restmt\_txt\_target"] <- restmt\_txt\_target[level]  
}  
  
test\_set$restmt\_txt\_target <- 0  
for (level in levels(training\_set$restmt\_txt)) {  
 test\_set[test\_set[, "restmt\_txt"]==level, "restmt\_txt\_target"] <- restmt\_txt\_target[level]  
}  
  
restmt\_wcap\_target <- mapply(target\_enc\_train, variable = "restmt\_wcap", level = levels(training\_set$restmt\_wcap), USE.NAMES = FALSE)  
names(restmt\_wcap\_target) <- levels(training\_set$restmt\_wcap)  
training\_set$restmt\_wcap\_target <- 0  
for (level in levels(training\_set$restmt\_wcap)) {  
 training\_set[training\_set[, "restmt\_wcap"]==level, "restmt\_wcap\_target"] <- restmt\_wcap\_target[level]  
}  
  
test\_set$restmt\_wcap\_target <- 0  
for (level in levels(training\_set$restmt\_wcap)) {  
 test\_set[test\_set[, "restmt\_wcap"]==level, "restmt\_wcap\_target"] <- restmt\_wcap\_target[level]  
}  
  
restmt\_xint\_target <- mapply(target\_enc\_train, variable = "restmt\_xint", level = levels(training\_set$restmt\_xint), USE.NAMES = FALSE)  
names(restmt\_xint\_target) <- levels(training\_set$restmt\_xint)  
training\_set$restmt\_xint\_target <- 0  
for (level in levels(training\_set$restmt\_xint)) {  
 training\_set[training\_set[, "restmt\_xint"]==level, "restmt\_xint\_target"] <- restmt\_xint\_target[level]  
}  
  
test\_set$restmt\_xint\_target <- 0  
for (level in levels(training\_set$restmt\_xint)) {  
 test\_set[test\_set[, "restmt\_xint"]==level, "restmt\_xint\_target"] <- restmt\_xint\_target[level]  
}

nrow(training\_set)

## [1] 250

nrow(test\_set)

## [1] 83

target\_company\_row <- training\_set %>%   
 filter(gvkey == target\_company\_gv\_key)  
  
if (nrow(target\_company\_row) > 0) {  
 training\_set <- subset(training\_set, gvkey != target\_company\_gv\_key)  
} else {  
   
 target\_company\_row <- test\_set %>%   
 filter(gvkey == target\_company\_gv\_key)  
 test\_set <- subset(test\_set, gvkey != target\_company\_gv\_key)  
}  
  
nrow(training\_set)

## [1] 249

nrow(test\_set)

## [1] 83

target\_company\_row

## Warning: `...` is not empty.  
##   
## We detected these problematic arguments:  
## \* `needs\_dots`  
##   
## These dots only exist to allow future extensions and should be empty.  
## Did you misspecify an argument?

## # A tibble: 1 x 77  
## # Groups: gvkey [1]  
## gvkey tic aco acominc ao aoloch aqc bkvlps caps ch chech csho  
## <int> <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 9777 SJM 93.3 -45.8 111. -7.08 168. 47.1 4262. 249. -60.6 110.  
## # ... with 65 more variables: cstk <dbl>, dlc <dbl>, dltt <dbl>, dvt <dbl>,  
## # ebit <dbl>, epspi <dbl>, nopi <dbl>, re <dbl>, rect <dbl>, revt <dbl>,  
## # siv <dbl>, sstk <dbl>, teq <dbl>, tstk <dbl>, wcap <dbl>, restmt\_at <fct>,  
## # restmt\_at\_mag <dbl>, restmt\_capx <fct>, restmt\_capx\_mag <dbl>,  
## # restmt\_cogs <fct>, restmt\_cogs\_mag <dbl>, restmt\_dltt <fct>,  
## # restmt\_epspi <fct>, restmt\_epspi\_mag <dbl>, restmt\_ib <fct>,  
## # restmt\_ni <fct>, restmt\_ni\_mag <dbl>, restmt\_nopi <fct>,  
## # restmt\_nopi\_mag <dbl>, restmt\_reuna <fct>, restmt\_reuna\_mag <dbl>,  
## # restmt\_teq <fct>, restmt\_teq\_mag <dbl>, restmt\_txt <fct>,  
## # restmt\_txt\_mag <dbl>, restmt\_wcap <fct>, restmt\_wcap\_mag <dbl>,  
## # restmt\_xint <fct>, restmt\_xint\_mag <dbl>, cshtrd\_m <dbl>, prccd\_m <dbl>,  
## # prcod\_m <dbl>, trfd\_m <dbl>, trfm\_m <dbl>, sp\_rating <fct>,  
## # litigated <fct>, litigation\_settlement <dbl>, pe\_ratio <dbl>,  
## # wc\_ratio <dbl>, de\_ratio <dbl>, roe\_ratio <dbl>, sp\_rating\_target <dbl>,  
## # restmt\_at\_target <dbl>, restmt\_capx\_target <dbl>, restmt\_cogs\_target <dbl>,  
## # restmt\_dltt\_target <dbl>, restmt\_epspi\_target <dbl>,  
## # restmt\_ib\_target <dbl>, restmt\_ni\_target <dbl>, restmt\_nopi\_target <dbl>,  
## # restmt\_reuna\_target <dbl>, restmt\_teq\_target <dbl>,  
## # restmt\_txt\_target <dbl>, restmt\_wcap\_target <dbl>, restmt\_xint\_target <dbl>

### Remove the restatement variables which have near zero variance

training\_subset\_ds\_final\_1 <- subset(training\_set, select = -c(sp\_rating,  
 restmt\_at,  
 restmt\_capx,  
 restmt\_cogs,  
 restmt\_dltt,  
 restmt\_epspi,  
 restmt\_ib,  
 restmt\_ni,  
 restmt\_nopi,  
 restmt\_reuna,  
 restmt\_teq,  
 restmt\_txt,  
 restmt\_wcap,  
 restmt\_xint))  
  
  
test\_subset\_ds\_final\_1 <- subset(test\_set, select = -c(sp\_rating,  
 restmt\_at,  
 restmt\_capx,  
 restmt\_cogs,  
 restmt\_dltt,  
 restmt\_epspi,  
 restmt\_ib,  
 restmt\_ni,  
 restmt\_nopi,  
 restmt\_reuna,  
 restmt\_teq,  
 restmt\_txt,  
 restmt\_wcap,  
 restmt\_xint))  
  
target\_company\_row\_1 <- subset(target\_company\_row, select = -c(sp\_rating,  
 restmt\_at,  
 restmt\_capx,  
 restmt\_cogs,  
 restmt\_dltt,  
 restmt\_epspi,  
 restmt\_ib,  
 restmt\_ni,  
 restmt\_nopi,  
 restmt\_reuna,  
 restmt\_teq,  
 restmt\_txt,  
 restmt\_wcap,  
 restmt\_xint))  
  
  
training\_subset\_ds\_final\_1 <- training\_subset\_ds\_final\_1 %>%  
 relocate(litigated, .after = last\_col())  
  
test\_subset\_ds\_final\_1 <- test\_subset\_ds\_final\_1 %>%  
 relocate(litigated, .after = last\_col())  
  
target\_company\_row\_final <- target\_company\_row\_1 %>%  
 relocate(litigated, .after = last\_col())  
  
  
training\_subset\_ds\_final\_1 <- training\_subset\_ds\_final\_1 %>%  
 relocate(litigation\_settlement , .after = last\_col())  
  
test\_subset\_ds\_final\_1 <- test\_subset\_ds\_final\_1 %>%  
 relocate(litigation\_settlement, .after = last\_col())  
  
target\_company\_row\_final <- target\_company\_row\_final %>%  
 relocate(litigation\_settlement, .after = last\_col())  
  
training\_subset\_ds\_final <- training\_subset\_ds\_final\_1  
test\_subset\_ds\_final <- test\_subset\_ds\_final\_1  
  
ncol(training\_subset\_ds\_final)

## [1] 63

summary(training\_subset\_ds\_final)

## gvkey tic aco acominc   
## Min. : 1266 0161A : 1 Min. : 0.000 Min. :-19306.57   
## 1st Qu.: 12575 0170A : 1 1st Qu.: 0.351 1st Qu.: -24.15   
## Median : 31392 0173A : 1 Median : 8.138 Median : 0.00   
## Mean : 80970 3AHII : 1 Mean : 175.864 Mean : -187.26   
## 3rd Qu.:164700 3AIRW : 1 3rd Qu.: 93.742 3rd Qu.: 0.00   
## Max. :264393 3CAGZ : 1 Max. :4706.135 Max. : 3495.34   
## (Other):243   
## ao aoloch aqc bkvlps   
## Min. : 0.000 Min. :-465.250 Min. : -12.45 Min. : -82.3   
## 1st Qu.: 0.075 1st Qu.: -1.647 1st Qu.: 0.00 1st Qu.: 0.1   
## Median : 7.711 Median : 0.000 Median : 0.00 Median : 3.6   
## Mean : 180.350 Mean : 4.895 Mean : 97.10 Mean : 8339.9   
## 3rd Qu.: 91.925 3rd Qu.: 1.500 3rd Qu.: 12.32 3rd Qu.: 12.6   
## Max. :5132.600 Max. : 655.000 Max. :5559.02 Max. :1216746.9   
##   
## caps ch chech csho   
## Min. : -701.475 Min. : 0.000 Min. :-305.7500 Min. : 0.52   
## 1st Qu.: 6.498 1st Qu.: 1.202 1st Qu.: -0.1535 1st Qu.: 18.88   
## Median : 42.415 Median : 18.018 Median : 0.4822 Median : 52.49   
## Mean : 706.132 Mean : 363.447 Mean : 39.8367 Mean : 249.12   
## 3rd Qu.: 412.843 3rd Qu.: 181.018 3rd Qu.: 10.6358 3rd Qu.: 144.58   
## Max. :28658.250 Max. :7382.800 Max. :1358.0000 Max. :6252.56   
##   
## cstk dlc dltt dvt   
## Min. : 0.000 Min. : 0.000 Min. : 0.00 Min. : -0.006   
## 1st Qu.: 0.035 1st Qu.: 0.269 1st Qu.: 0.03 1st Qu.: 0.000   
## Median : 0.264 Median : 4.004 Median : 14.73 Median : 0.000   
## Mean : 196.959 Mean : 311.379 Mean : 1309.06 Mean : 203.163   
## 3rd Qu.: 12.908 3rd Qu.: 101.250 3rd Qu.: 929.11 3rd Qu.: 46.679   
## Max. :7290.750 Max. :15926.126 Max. :42659.60 Max. :6572.535   
##   
## ebit epspi nopi re   
## Min. : -208.760 Min. :-14.0200 Min. : -38.5478 Min. :-7570.29   
## 1st Qu.: -0.366 1st Qu.: -0.0550 1st Qu.: -0.0013 1st Qu.: -11.17   
## Median : 17.853 Median : 0.2425 Median : 0.1790 Median : 18.87   
## Mean : 700.042 Mean : 1.7230 Mean : 43.4463 Mean : 1704.11   
## 3rd Qu.: 351.466 3rd Qu.: 1.8200 3rd Qu.: 4.8362 3rd Qu.: 411.00   
## Max. :24345.400 Max. :230.7025 Max. :2224.4000 Max. :68884.60   
##   
## rect revt siv sstk   
## Min. : 0.000 Min. : 0.0 Min. : 0.0000 Min. : 0.0000   
## 1st Qu.: 1.479 1st Qu.: 16.1 1st Qu.: 0.0000 1st Qu.: 0.0012   
## Median : 23.143 Median : 308.6 Median : 0.0000 Median : 0.9955   
## Mean : 499.237 Mean : 7936.7 Mean : 34.1581 Mean : 37.3398   
## 3rd Qu.: 343.470 3rd Qu.: 3793.0 3rd Qu.: 0.3503 3rd Qu.: 13.3750   
## Max. :15020.067 Max. :442511.4 Max. :1622.0000 Max. :1057.0000   
##   
## teq tstk wcap restmt\_at\_mag   
## Min. :-2208.96 Min. : 0.000 Min. :-8236.800 Min. :-1.011750   
## 1st Qu.: 3.38 1st Qu.: 0.000 1st Qu.: -0.014 1st Qu.: 0.000000   
## Median : 103.36 Median : 0.000 Median : 22.957 Median : 0.000000   
## Mean : 2434.16 Mean : 591.651 Mean : 263.686 Mean : 0.001972   
## 3rd Qu.: 1118.67 3rd Qu.: 8.386 3rd Qu.: 288.837 3rd Qu.: 0.000000   
## Max. :76602.80 Max. :25036.250 Max. :12261.750 Max. : 1.275750   
##   
## restmt\_capx\_mag restmt\_cogs\_mag restmt\_epspi\_mag restmt\_ni\_mag   
## Min. :-22.7162 Min. :-50.0000 Min. : -50.0 Min. : -6.611   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0 1st Qu.: 0.000   
## Median : 0.0000 Median : 0.0000 Median : 0.0 Median : 0.000   
## Mean : -0.1057 Mean : 0.4436 Mean : 424.5 Mean : 10.776   
## 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.: 0.0 3rd Qu.: 0.000   
## Max. : 8.3335 Max. :100.0000 Max. :77081.7 Max. :2683.890   
##   
## restmt\_nopi\_mag restmt\_reuna\_mag restmt\_teq\_mag restmt\_txt\_mag   
## Min. :-1868600.0 Min. : -85.20 Min. : -105.39 Min. :-88.7704   
## 1st Qu.: -77.3 1st Qu.: 0.00 1st Qu.: 0.00 1st Qu.: 0.0000   
## Median : 0.0 Median : 0.00 Median : 0.00 Median : 0.0000   
## Mean : -7977.9 Mean : 16.96 Mean : 49.75 Mean : -0.9797   
## 3rd Qu.: 15.1 3rd Qu.: 0.00 3rd Qu.: 0.00 3rd Qu.: 0.0000   
## Max. : 68865.1 Max. :4181.70 Max. :12541.75 Max. : 17.8622   
##   
## restmt\_wcap\_mag restmt\_xint\_mag cshtrd\_m prccd\_m   
## Min. : -3.149 Min. :-62.735 Min. : 0 Min. : 0.0018   
## 1st Qu.: 0.000 1st Qu.: 0.000 1st Qu.: 18025 1st Qu.: 1.1177   
## Median : 0.000 Median : 0.000 Median : 111926 Median : 8.6464   
## Mean : 1.642 Mean : -1.035 Mean : 872188 Mean : 32.3903   
## 3rd Qu.: 0.000 3rd Qu.: 0.000 3rd Qu.: 614194 3rd Qu.: 30.4042   
## Max. :412.500 Max. : 0.562 Max. :13129451 Max. :2217.8253   
##   
## prcod\_m trfd\_m trfm\_m pe\_ratio   
## Min. : 0.0362 Min. : 1.000 Min. : 1.000 Min. : -1220   
## 1st Qu.: 3.1852 1st Qu.: 1.063 1st Qu.: 1.000 1st Qu.: -5   
## Median : 11.3376 Median : 1.227 Median : 1.000 Median : 12   
## Mean : 40.1783 Mean : 3.017 Mean : 2.007 Mean : 504488   
## 3rd Qu.: 34.8010 3rd Qu.: 1.827 3rd Qu.: 1.475 3rd Qu.: 22   
## Max. :2217.8208 Max. :218.416 Max. :34.527 Max. :76903023   
##   
## wc\_ratio de\_ratio roe\_ratio sp\_rating\_target  
## Min. : 0.0000 Min. :-60.4827 Min. :-192.20000 Min. :0.1226   
## 1st Qu.: 0.3719 1st Qu.: 0.2035 1st Qu.: -0.00117 1st Qu.:0.1226   
## Median : 0.7205 Median : 0.7431 Median : 0.11160 Median :0.1226   
## Mean : 1.2785 Mean : 0.8113 Mean : -0.68051 Mean :0.1292   
## 3rd Qu.: 1.3596 3rd Qu.: 1.4790 3rd Qu.: 0.25771 3rd Qu.:0.1343   
## Max. :12.4471 Max. : 80.2000 Max. : 10.15006 Max. :0.1483   
##   
## restmt\_at\_target restmt\_capx\_target restmt\_cogs\_target restmt\_dltt\_target  
## Min. :0.1278 Min. :0.1341 Min. :0.1311 Min. :0.1354   
## 1st Qu.:0.1278 1st Qu.:0.1341 1st Qu.:0.1311 1st Qu.:0.1354   
## Median :0.1278 Median :0.1341 Median :0.1311 Median :0.1354   
## Mean :0.1292 Mean :0.1343 Mean :0.1345 Mean :0.1354   
## 3rd Qu.:0.1278 3rd Qu.:0.1341 3rd Qu.:0.1424 3rd Qu.:0.1354   
## Max. :0.1509 Max. :0.1395 Max. :0.1424 Max. :0.1373   
##   
## restmt\_epspi\_target restmt\_ib\_target restmt\_ni\_target restmt\_nopi\_target  
## Min. :0.1258 Min. :0.1250 Min. :0.1263 Min. :0.1279   
## 1st Qu.:0.1258 1st Qu.:0.1250 1st Qu.:0.1263 1st Qu.:0.1279   
## Median :0.1258 Median :0.1250 Median :0.1263 Median :0.1429   
## Mean :0.1292 Mean :0.1283 Mean :0.1273 Mean :0.1372   
## 3rd Qu.:0.1258 3rd Qu.:0.1250 3rd Qu.:0.1263 3rd Qu.:0.1429   
## Max. :0.1530 Max. :0.1547 Max. :0.1544 Max. :0.1429   
##   
## restmt\_reuna\_target restmt\_teq\_target restmt\_txt\_target restmt\_wcap\_target  
## Min. :0.1286 Min. :0.1273 Min. :0.1266 Min. :0.1324   
## 1st Qu.:0.1286 1st Qu.:0.1273 1st Qu.:0.1266 1st Qu.:0.1324   
## Median :0.1286 Median :0.1273 Median :0.1266 Median :0.1324   
## Mean :0.1301 Mean :0.1294 Mean :0.1285 Mean :0.1328   
## 3rd Qu.:0.1286 3rd Qu.:0.1273 3rd Qu.:0.1266 3rd Qu.:0.1324   
## Max. :0.1493 Max. :0.1513 Max. :0.1530 Max. :0.1429   
##   
## restmt\_xint\_target litigated litigation\_settlement  
## Min. :0.1303 0:215 Min. : 1500000   
## 1st Qu.:0.1303 1: 34 1st Qu.: 3362500   
## Median :0.1303 Median : 6375000   
## Mean :0.1322 Mean :10993750   
## 3rd Qu.:0.1303 3rd Qu.: 9562500   
## Max. :0.1454 Max. :47500000   
## NA's :241

target\_company\_row\_final

## # A tibble: 1 x 63  
## # Groups: gvkey [1]  
## gvkey tic aco acominc ao aoloch aqc bkvlps caps ch chech csho  
## <int> <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 9777 SJM 93.3 -45.8 111. -7.08 168. 47.1 4262. 249. -60.6 110.  
## # ... with 51 more variables: cstk <dbl>, dlc <dbl>, dltt <dbl>, dvt <dbl>,  
## # ebit <dbl>, epspi <dbl>, nopi <dbl>, re <dbl>, rect <dbl>, revt <dbl>,  
## # siv <dbl>, sstk <dbl>, teq <dbl>, tstk <dbl>, wcap <dbl>,  
## # restmt\_at\_mag <dbl>, restmt\_capx\_mag <dbl>, restmt\_cogs\_mag <dbl>,  
## # restmt\_epspi\_mag <dbl>, restmt\_ni\_mag <dbl>, restmt\_nopi\_mag <dbl>,  
## # restmt\_reuna\_mag <dbl>, restmt\_teq\_mag <dbl>, restmt\_txt\_mag <dbl>,  
## # restmt\_wcap\_mag <dbl>, restmt\_xint\_mag <dbl>, cshtrd\_m <dbl>,  
## # prccd\_m <dbl>, prcod\_m <dbl>, trfd\_m <dbl>, trfm\_m <dbl>, pe\_ratio <dbl>,  
## # wc\_ratio <dbl>, de\_ratio <dbl>, roe\_ratio <dbl>, sp\_rating\_target <dbl>,  
## # restmt\_at\_target <dbl>, restmt\_capx\_target <dbl>, restmt\_cogs\_target <dbl>,  
## # restmt\_dltt\_target <dbl>, restmt\_epspi\_target <dbl>,  
## # restmt\_ib\_target <dbl>, restmt\_ni\_target <dbl>, restmt\_nopi\_target <dbl>,  
## # restmt\_reuna\_target <dbl>, restmt\_teq\_target <dbl>,  
## # restmt\_txt\_target <dbl>, restmt\_wcap\_target <dbl>,  
## # restmt\_xint\_target <dbl>, litigated <fct>, litigation\_settlement <dbl>

training\_subset\_ds\_final\_settlement <- training\_subset\_ds\_final  
test\_subset\_ds\_final\_settlement <- test\_subset\_ds\_final

output\_ds <- rbind(training\_subset\_ds\_final, test\_subset\_ds\_final)  
write.csv(output\_ds, file = "data/litigation\_classification\_ds.csv", row.names=FALSE)

### Scale the variables.

num\_var\_start\_index <- 3  
num\_var\_end\_index <- ncol(training\_subset\_ds\_final) - 2  
target\_var\_index <- ncol(training\_subset\_ds\_final) - 1  
  
num\_var\_start\_index

## [1] 3

num\_var\_end\_index

## [1] 61

target\_var\_index

## [1] 62

test\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index] <- scale(test\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index],   
 center = apply(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index], 2, mean),   
 scale = apply(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index], 2, sd))  
  
#target\_company\_row\_final  
target\_company\_row\_final[, num\_var\_start\_index:num\_var\_end\_index] = scale(target\_company\_row\_final[, num\_var\_start\_index:num\_var\_end\_index],   
 center = apply(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index], 2, mean),   
 scale = apply(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index], 2, sd))  
  
training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index] <- scale(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index])  
  
levels(training\_subset\_ds\_final$litigated)[levels(training\_subset\_ds\_final$litigated) == 1] <- "Yes"  
levels(training\_subset\_ds\_final$litigated)[levels(training\_subset\_ds\_final$litigated) == 0] <- "No"  
  
target\_company\_row\_final

## # A tibble: 1 x 63  
## # Groups: gvkey [1]  
## gvkey tic aco acominc ao aoloch aqc bkvlps caps ch chech  
## <int> <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 9777 SJM -0.155 0.107 -0.142 -0.121 0.174 -0.0885 1.54 -0.118 -0.649  
## # ... with 52 more variables: csho <dbl>, cstk <dbl>, dlc <dbl>, dltt <dbl>,  
## # dvt <dbl>, ebit <dbl>, epspi <dbl>, nopi <dbl>, re <dbl>, rect <dbl>,  
## # revt <dbl>, siv <dbl>, sstk <dbl>, teq <dbl>, tstk <dbl>, wcap <dbl>,  
## # restmt\_at\_mag <dbl>, restmt\_capx\_mag <dbl>, restmt\_cogs\_mag <dbl>,  
## # restmt\_epspi\_mag <dbl>, restmt\_ni\_mag <dbl>, restmt\_nopi\_mag <dbl>,  
## # restmt\_reuna\_mag <dbl>, restmt\_teq\_mag <dbl>, restmt\_txt\_mag <dbl>,  
## # restmt\_wcap\_mag <dbl>, restmt\_xint\_mag <dbl>, cshtrd\_m <dbl>,  
## # prccd\_m <dbl>, prcod\_m <dbl>, trfd\_m <dbl>, trfm\_m <dbl>, pe\_ratio <dbl>,  
## # wc\_ratio <dbl>, de\_ratio <dbl>, roe\_ratio <dbl>, sp\_rating\_target <dbl>,  
## # restmt\_at\_target <dbl>, restmt\_capx\_target <dbl>, restmt\_cogs\_target <dbl>,  
## # restmt\_dltt\_target <dbl>, restmt\_epspi\_target <dbl>,  
## # restmt\_ib\_target <dbl>, restmt\_ni\_target <dbl>, restmt\_nopi\_target <dbl>,  
## # restmt\_reuna\_target <dbl>, restmt\_teq\_target <dbl>,  
## # restmt\_txt\_target <dbl>, restmt\_wcap\_target <dbl>,  
## # restmt\_xint\_target <dbl>, litigated <fct>, litigation\_settlement <dbl>

summary(training\_subset\_ds\_final)

## gvkey tic aco acominc   
## Min. : 1266 0161A : 1 Min. :-0.3300 Min. :-14.4470   
## 1st Qu.: 12575 0170A : 1 1st Qu.:-0.3293 1st Qu.: 0.1232   
## Median : 31392 0173A : 1 Median :-0.3147 Median : 0.1415   
## Mean : 80970 3AHII : 1 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:164700 3AIRW : 1 3rd Qu.:-0.1541 3rd Qu.: 0.1415   
## Max. :264393 3CAGZ : 1 Max. : 8.5009 Max. : 2.7827   
## (Other):243   
## ao aoloch aqc bkvlps   
## Min. :-0.3698 Min. :-4.74499 Min. :-0.2692 Min. :-0.08984   
## 1st Qu.:-0.3696 1st Qu.:-0.06602 1st Qu.:-0.2386 1st Qu.:-0.08897   
## Median :-0.3540 Median :-0.04940 Median :-0.2386 Median :-0.08893   
## Mean : 0.0000 Mean : 0.00000 Mean : 0.0000 Mean : 0.00000   
## 3rd Qu.:-0.1813 3rd Qu.:-0.03426 3rd Qu.:-0.2083 3rd Qu.:-0.08883   
## Max. :10.1539 Max. : 6.56127 Max. :13.4226 Max. :12.89060   
##   
## caps ch chech csho   
## Min. :-0.6113 Min. :-0.3742 Min. :-2.2327 Min. :-0.3866   
## 1st Qu.:-0.3038 1st Qu.:-0.3729 1st Qu.:-0.2584 1st Qu.:-0.3580   
## Median :-0.2882 Median :-0.3556 Median :-0.2543 Median :-0.3058   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.1274 3rd Qu.:-0.1878 3rd Qu.:-0.1887 3rd Qu.:-0.1626   
## Max. :12.1385 Max. : 7.2263 Max. : 8.5161 Max. : 9.3353   
##   
## cstk dlc dltt dvt   
## Min. :-0.2397 Min. :-0.2440 Min. :-0.3488 Min. :-0.2885   
## 1st Qu.:-0.2397 1st Qu.:-0.2438 1st Qu.:-0.3488 1st Qu.:-0.2885   
## Median :-0.2394 Median :-0.2408 Median :-0.3448 Median :-0.2885   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.2240 3rd Qu.:-0.1646 3rd Qu.:-0.1012 3rd Qu.:-0.2222   
## Max. : 8.6348 Max. :12.2342 Max. :11.0168 Max. : 9.0453   
##   
## ebit epspi nopi re   
## Min. :-0.4071 Min. :-1.070685 Min. :-0.4232 Min. :-1.4979   
## 1st Qu.:-0.3137 1st Qu.:-0.120920 1st Qu.:-0.2243 1st Qu.:-0.2770   
## Median :-0.3056 Median :-0.100687 Median :-0.2233 Median :-0.2722   
## Mean : 0.0000 Mean : 0.000000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.1561 3rd Qu.: 0.006599 3rd Qu.:-0.1993 3rd Qu.:-0.2089   
## Max. :10.5920 Max. :15.572979 Max. :11.2569 Max. :10.8504   
##   
## rect revt siv sstk   
## Min. :-0.3542 Min. :-0.2501 Min. :-0.2110 Min. :-0.3282   
## 1st Qu.:-0.3531 1st Qu.:-0.2496 1st Qu.:-0.2110 1st Qu.:-0.3282   
## Median :-0.3377 Median :-0.2403 Median :-0.2110 Median :-0.3195   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.1105 3rd Qu.:-0.1306 3rd Qu.:-0.2088 3rd Qu.:-0.2106   
## Max. :10.3009 Max. :13.6928 Max. : 9.8069 Max. : 8.9623   
##   
## teq tstk wcap restmt\_at\_mag   
## Min. :-0.5964 Min. :-0.2350 Min. :-6.64063 Min. :-7.79754   
## 1st Qu.:-0.3122 1st Qu.:-0.2350 1st Qu.:-0.20600 1st Qu.:-0.01517   
## Median :-0.2994 Median :-0.2350 Median :-0.18806 Median :-0.01517   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.:-0.1690 3rd Qu.:-0.2317 3rd Qu.: 0.01965 3rd Qu.:-0.01517   
## Max. : 9.5272 Max. : 9.7101 Max. : 9.37296 Max. : 9.79789   
##   
## restmt\_capx\_mag restmt\_cogs\_mag restmt\_epspi\_mag restmt\_ni\_mag   
## Min. :-13.68831 Min. :-4.25205 Min. :-0.09336 Min. :-0.10223   
## 1st Qu.: 0.06399 1st Qu.:-0.03739 1st Qu.:-0.08352 1st Qu.:-0.06336   
## Median : 0.06399 Median :-0.03739 Median :-0.08352 Median :-0.06336   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.00000 Mean : 0.00000   
## 3rd Qu.: 0.06399 3rd Qu.:-0.03739 3rd Qu.:-0.08352 3rd Qu.:-0.06336   
## Max. : 5.10905 Max. : 8.39193 Max. :15.08304 Max. :15.71626   
##   
## restmt\_nopi\_mag restmt\_reuna\_mag restmt\_teq\_mag restmt\_txt\_mag   
## Min. :-15.67603 Min. :-0.38523 Min. :-0.19517 Min. :-10.4469   
## 1st Qu.: 0.06656 1st Qu.:-0.06395 1st Qu.:-0.06259 1st Qu.: 0.1166   
## Median : 0.06721 Median :-0.06395 Median :-0.06259 Median : 0.1166   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.00000 Mean : 0.0000   
## 3rd Qu.: 0.06734 3rd Qu.:-0.06395 3rd Qu.:-0.06259 3rd Qu.: 0.1166   
## Max. : 0.64741 Max. :15.70489 Max. :15.71558 Max. : 2.2421   
##   
## restmt\_wcap\_mag restmt\_xint\_mag cshtrd\_m prccd\_m   
## Min. :-0.18326 Min. :-11.0587 Min. :-0.4389 Min. :-0.21813   
## 1st Qu.:-0.06281 1st Qu.: 0.1856 1st Qu.:-0.4299 1st Qu.:-0.21061   
## Median :-0.06281 Median : 0.1856 Median :-0.3826 Median :-0.15991   
## Mean : 0.00000 Mean : 0.0000 Mean : 0.0000 Mean : 0.00000   
## 3rd Qu.:-0.06281 3rd Qu.: 0.1856 3rd Qu.:-0.1298 3rd Qu.:-0.01338   
## Max. :15.71528 Max. : 0.2863 Max. : 6.1685 Max. :14.71819   
##   
## prcod\_m trfd\_m trfm\_m pe\_ratio   
## Min. :-0.22997 Min. :-0.1347 Min. :-0.2986 Min. :-0.08941   
## 1st Qu.:-0.21193 1st Qu.:-0.1305 1st Qu.:-0.2986 1st Qu.:-0.08920   
## Median :-0.16523 Median :-0.1195 Median :-0.2986 Median :-0.08919   
## Mean : 0.00000 Mean : 0.0000 Mean : 0.0000 Mean : 0.00000   
## 3rd Qu.:-0.03081 3rd Qu.:-0.0795 3rd Qu.:-0.1578 3rd Qu.:-0.08919   
## Max. :12.47556 Max. :14.3859 Max. : 9.6410 Max. :13.50746   
##   
## wc\_ratio de\_ratio roe\_ratio sp\_rating\_target   
## Min. :-0.75253 Min. :-8.870033 Min. :-15.43447 Min. :-0.6249   
## 1st Qu.:-0.53360 1st Qu.:-0.087951 1st Qu.: 0.05475 1st Qu.:-0.6249   
## Median :-0.32842 Median :-0.009862 Median : 0.06384 Median :-0.6249   
## Mean : 0.00000 Mean : 0.000000 Mean : 0.00000 Mean : 0.0000   
## 3rd Qu.: 0.04772 3rd Qu.: 0.096630 3rd Qu.: 0.07561 3rd Qu.: 0.4963   
## Max. : 6.57371 Max. :11.488569 Max. : 0.87283 Max. : 1.8344   
##   
## restmt\_at\_target restmt\_capx\_target restmt\_cogs\_target restmt\_dltt\_target  
## Min. :-0.2527 Min. :-0.1818 Min. :-0.6427 Min. :-0.1429   
## 1st Qu.:-0.2527 1st Qu.:-0.1818 1st Qu.:-0.6427 1st Qu.:-0.1429   
## Median :-0.2527 Median :-0.1818 Median :-0.6427 Median :-0.1429   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.2527 3rd Qu.:-0.1818 3rd Qu.: 1.5496 3rd Qu.:-0.1429   
## Max. : 3.9417 Max. : 5.4776 Max. : 1.5496 Max. : 6.9717   
##   
## restmt\_epspi\_target restmt\_ib\_target restmt\_ni\_target restmt\_nopi\_target  
## Min. :-0.3763 Min. :-0.3552 Min. :-0.1933 Min. :-1.2815   
## 1st Qu.:-0.3763 1st Qu.:-0.3552 1st Qu.:-0.1933 1st Qu.:-1.2815   
## Median :-0.3763 Median :-0.3552 Median :-0.1933 Median : 0.7772   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.3763 3rd Qu.:-0.3552 3rd Qu.:-0.1933 3rd Qu.: 0.7772   
## Max. : 2.6465 Max. : 2.8038 Max. : 5.1536 Max. : 0.7772   
##   
## restmt\_reuna\_target restmt\_teq\_target restmt\_txt\_target restmt\_wcap\_target  
## Min. :-0.2786 Min. :-0.3029 Min. :-0.2786 Min. :-0.1933   
## 1st Qu.:-0.2786 1st Qu.:-0.3029 1st Qu.:-0.2786 1st Qu.:-0.1933   
## Median :-0.2786 Median :-0.3029 Median :-0.2786 Median :-0.1933   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.2786 3rd Qu.:-0.3029 3rd Qu.:-0.2786 3rd Qu.:-0.1933   
## Max. : 3.5752 Max. : 3.2884 Max. : 3.5752 Max. : 5.1536   
##   
## restmt\_xint\_target litigated litigation\_settlement  
## Min. :-0.3763 No :215 Min. : 1500000   
## 1st Qu.:-0.3763 Yes: 34 1st Qu.: 3362500   
## Median :-0.3763 Median : 6375000   
## Mean : 0.0000 Mean :10993750   
## 3rd Qu.:-0.3763 3rd Qu.: 9562500   
## Max. : 2.6465 Max. :47500000   
## NA's :241

training\_subset\_ds\_final\_orig <- training\_subset\_ds\_final

colnames(training\_subset\_ds\_final)

## [1] "gvkey" "tic" "aco"   
## [4] "acominc" "ao" "aoloch"   
## [7] "aqc" "bkvlps" "caps"   
## [10] "ch" "chech" "csho"   
## [13] "cstk" "dlc" "dltt"   
## [16] "dvt" "ebit" "epspi"   
## [19] "nopi" "re" "rect"   
## [22] "revt" "siv" "sstk"   
## [25] "teq" "tstk" "wcap"   
## [28] "restmt\_at\_mag" "restmt\_capx\_mag" "restmt\_cogs\_mag"   
## [31] "restmt\_epspi\_mag" "restmt\_ni\_mag" "restmt\_nopi\_mag"   
## [34] "restmt\_reuna\_mag" "restmt\_teq\_mag" "restmt\_txt\_mag"   
## [37] "restmt\_wcap\_mag" "restmt\_xint\_mag" "cshtrd\_m"   
## [40] "prccd\_m" "prcod\_m" "trfd\_m"   
## [43] "trfm\_m" "pe\_ratio" "wc\_ratio"   
## [46] "de\_ratio" "roe\_ratio" "sp\_rating\_target"   
## [49] "restmt\_at\_target" "restmt\_capx\_target" "restmt\_cogs\_target"   
## [52] "restmt\_dltt\_target" "restmt\_epspi\_target" "restmt\_ib\_target"   
## [55] "restmt\_ni\_target" "restmt\_nopi\_target" "restmt\_reuna\_target"   
## [58] "restmt\_teq\_target" "restmt\_txt\_target" "restmt\_wcap\_target"   
## [61] "restmt\_xint\_target" "litigated" "litigation\_settlement"

training\_subset\_ds\_final <- training\_subset\_ds\_final\_orig  
table(training\_subset\_ds\_final$litigated)

##   
## No Yes   
## 215 34

training\_subset\_ds\_final\_no <- training\_subset\_ds\_final %>%  
 filter(litigated == 'No')  
no\_count <- nrow(training\_subset\_ds\_final\_no)  
training\_subset\_ds\_final\_yes <- training\_subset\_ds\_final %>%  
 filter(litigated == 'Yes')  
yes\_count <- nrow(training\_subset\_ds\_final\_yes)  
#training\_subset\_ds\_final %>%  
# arrange(gvkey)  
  
table(training\_subset\_ds\_final$litigated)

##   
## No Yes   
## 215 34

# Sampling both (Over and under combination)  
training\_subset\_ds\_final <- ovun.sample(litigated ~   
 .,   
 data = training\_subset\_ds\_final, method = "both", N = no\_count + yes\_count, p = 0.35, seed = 222, na.action = na.pass)$data  
  
##### Sampling both (Over)  
#training\_subset\_ds\_final <- ovun.sample(litigated ~., data = training\_subset\_ds\_final, method = "over", N = no\_count\*2)$data  
  
##### Sampling both (Under)  
#training\_subset\_ds\_final <- ovun.sample(litigated ~., data = training\_subset\_ds\_final, method = "under", N = yes\_count\*2)$data  
  
##### Manual sample adjustment  
# litigated\_no <- training\_subset\_ds\_final %>%   
# filter(litigated == 'No')  
#   
# litigated\_yes <- training\_subset\_ds\_final %>%   
# filter(litigated == 'Yes')  
#   
# litigated\_no\_sample\_index <- sample(nrow(litigated\_no), 97)  
# litigated\_no\_sample <- litigated\_no[litigated\_no\_sample\_index, ]  
# #litigated\_no\_sample  
#   
# training\_subset\_ds\_final <- bind\_rows(litigated\_yes, litigated\_no\_sample)   
#   
# rows <- sample(nrow(training\_subset\_ds\_final))  
# training\_subset\_ds\_final <- training\_subset\_ds\_final[rows, ]  
  
table(training\_subset\_ds\_final$litigated)

##   
## No Yes   
## 158 91

glm\_control <- trainControl(  
 method = "cv",  
 number = 10,  
 summaryFunction = twoClassSummary,  
 classProbs = TRUE   
)  
set.seed(123)  
glm\_model\_1 <- train(litigated ~  
 aco + acominc + ao + aoloch + aqc + bkvlps + caps +   
 ch + chech + csho + cstk + dlc + dltt + dvt +  
 ebit + epspi + nopi + re + rect + revt + siv +  
 sstk + teq + tstk + wcap +  
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_target +   
 restmt\_capx\_target +   
 restmt\_dltt\_target +   
 restmt\_wcap\_target +   
 restmt\_teq\_target + restmt\_teq\_mag +  
 restmt\_cogs\_target + restmt\_cogs\_mag +  
 restmt\_nopi\_target + restmt\_nopi\_mag  
 ,   
 data = training\_subset\_ds\_final, method = "glm", family = "binomial", trControl = glm\_control)  
class\_probabilities <- predict(glm\_model\_1, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
glm\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
glm\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
glm\_confusion\_matrix <- confusionMatrix(factor(glm\_class\_probabilities\_litigated), factor(glm\_litigated), positive = "Yes")  
glm\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 53 6  
## Yes 19 5  
##   
## Accuracy : 0.6988   
## 95% CI : (0.5882, 0.7947)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 1.0000   
##   
## Kappa : 0.1271   
##   
## Mcnemar's Test P-Value : 0.0164   
##   
## Sensitivity : 0.45455   
## Specificity : 0.73611   
## Pos Pred Value : 0.20833   
## Neg Pred Value : 0.89831   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.28916   
## Balanced Accuracy : 0.59533   
##   
## 'Positive' Class : Yes   
##

glm\_accuracy\_1 <- glm\_confusion\_matrix$overall["Accuracy"]  
glm\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
glm\_rocr\_roc <- performance(glm\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(glm\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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glm\_rocr\_auc <- performance(glm\_rocr\_pred, measure = "auc")  
glm\_auc\_1 <- glm\_rocr\_auc@y.values[[1]]  
glm\_auc\_1

## [1] 0.5953283

summary(glm\_model\_1)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -8.49 0.00 0.00 0.00 8.49   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -5.131e+15 4.605e+07 -111431553 <2e-16 \*\*\*  
## aco 4.043e+15 4.460e+07 90648900 <2e-16 \*\*\*  
## acominc 3.220e+15 2.348e+07 137178692 <2e-16 \*\*\*  
## ao -5.428e+14 3.610e+07 -15035192 <2e-16 \*\*\*  
## aoloch 7.484e+14 1.134e+07 65985858 <2e-16 \*\*\*  
## aqc -1.799e+15 1.886e+07 -95415693 <2e-16 \*\*\*  
## bkvlps -4.083e+16 4.532e+08 -90093108 <2e-16 \*\*\*  
## caps -5.965e+14 2.821e+07 -21147286 <2e-16 \*\*\*  
## ch 2.603e+15 2.856e+07 91136017 <2e-16 \*\*\*  
## chech -4.722e+14 1.055e+07 -44767007 <2e-16 \*\*\*  
## csho -8.314e+14 1.753e+07 -47427961 <2e-16 \*\*\*  
## cstk 5.620e+14 1.347e+07 41728260 <2e-16 \*\*\*  
## dlc -1.026e+16 6.144e+07 -166928123 <2e-16 \*\*\*  
## dltt 5.309e+15 4.711e+07 112700161 <2e-16 \*\*\*  
## dvt -7.486e+15 7.284e+07 -102767882 <2e-16 \*\*\*  
## ebit 3.307e+15 7.892e+07 41904311 <2e-16 \*\*\*  
## epspi -3.465e+14 2.924e+07 -11848284 <2e-16 \*\*\*  
## nopi -1.091e+15 3.578e+07 -30508757 <2e-16 \*\*\*  
## re 1.722e+15 9.209e+07 18697194 <2e-16 \*\*\*  
## rect -4.393e+14 3.454e+07 -12718259 <2e-16 \*\*\*  
## revt -3.625e+14 3.580e+07 -10125245 <2e-16 \*\*\*  
## siv 1.275e+15 1.655e+07 77072451 <2e-16 \*\*\*  
## sstk 8.848e+14 9.141e+06 96797074 <2e-16 \*\*\*  
## teq -7.777e+14 1.127e+08 -6900627 <2e-16 \*\*\*  
## tstk -1.571e+12 4.632e+07 -33925 <2e-16 \*\*\*  
## wcap -1.513e+15 2.238e+07 -67587267 <2e-16 \*\*\*  
## cshtrd\_m -2.089e+14 7.604e+06 -27467564 <2e-16 \*\*\*  
## prccd\_m 2.320e+14 3.865e+07 6003860 <2e-16 \*\*\*  
## prcod\_m 5.635e+13 1.431e+07 3936974 <2e-16 \*\*\*  
## trfd\_m 8.241e+13 3.554e+06 23187236 <2e-16 \*\*\*  
## trfm\_m -3.220e+14 1.715e+07 -18778428 <2e-16 \*\*\*  
## pe\_ratio 1.959e+13 8.171e+06 2397887 <2e-16 \*\*\*  
## wc\_ratio 2.331e+14 5.077e+06 45920525 <2e-16 \*\*\*  
## de\_ratio 4.476e+14 6.794e+06 65883443 <2e-16 \*\*\*  
## roe\_ratio 5.034e+14 6.450e+06 78034543 <2e-16 \*\*\*  
## sp\_rating\_target -9.879e+13 8.245e+06 -11982371 <2e-16 \*\*\*  
## restmt\_at\_target 4.130e+14 8.428e+06 49001365 <2e-16 \*\*\*  
## restmt\_capx\_target 2.637e+14 6.838e+06 38570407 <2e-16 \*\*\*  
## restmt\_dltt\_target 6.535e+13 6.252e+06 10452290 <2e-16 \*\*\*  
## restmt\_wcap\_target -8.275e+13 4.911e+06 -16848970 <2e-16 \*\*\*  
## restmt\_teq\_target -3.090e+14 8.789e+06 -35155034 <2e-16 \*\*\*  
## restmt\_teq\_mag 8.047e+14 3.556e+08 2262754 <2e-16 \*\*\*  
## restmt\_cogs\_target -1.795e+14 5.858e+06 -30637310 <2e-16 \*\*\*  
## restmt\_cogs\_mag -6.047e+13 5.223e+06 -11577591 <2e-16 \*\*\*  
## restmt\_nopi\_target -7.571e+13 5.641e+06 -13421319 <2e-16 \*\*\*  
## restmt\_nopi\_mag 2.500e+14 4.314e+06 57938573 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 326.94 on 248 degrees of freedom  
## Residual deviance: 3532.28 on 203 degrees of freedom  
## AIC: 3624.3  
##   
## Number of Fisher Scoring iterations: 19

logitgof(training\_subset\_ds\_final$litigated, fitted(glm\_model\_1), g = 10)

##   
## Hosmer and Lemeshow test (binary model)  
##   
## data: training\_subset\_ds\_final$litigated, fitted(glm\_model\_1)  
## X-squared = 0.8803, df = -1, p-value = NA

set.seed(123)  
glm\_model\_2 <- train(litigated ~  
 acominc +   
 bkvlps +   
 caps +   
 dlc +   
 dvt +   
 nopi +   
 re +   
 rect +   
 revt +   
 tstk +   
 wcap +   
 prccd\_m +   
 prcod\_m +   
 trfm\_m +   
 pe\_ratio +   
 wc\_ratio +   
 sp\_rating\_target +   
 restmt\_at\_target +   
 restmt\_capx\_target +   
 restmt\_dltt\_target +   
 restmt\_cogs\_target +   
 restmt\_nopi\_target +   
 restmt\_nopi\_mag  
 ,   
 data = training\_subset\_ds\_final, method = "glm", family = "binomial", trControl = glm\_control)  
class\_probabilities <- predict(glm\_model\_2, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
glm\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
glm\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
glm\_confusion\_matrix <- confusionMatrix(factor(glm\_class\_probabilities\_litigated), factor(glm\_litigated), positive = "Yes")  
glm\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 64 7  
## Yes 8 4  
##   
## Accuracy : 0.8193   
## 95% CI : (0.7195, 0.8952)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.9225   
##   
## Kappa : 0.2432   
##   
## Mcnemar's Test P-Value : 1.0000   
##   
## Sensitivity : 0.36364   
## Specificity : 0.88889   
## Pos Pred Value : 0.33333   
## Neg Pred Value : 0.90141   
## Prevalence : 0.13253   
## Detection Rate : 0.04819   
## Detection Prevalence : 0.14458   
## Balanced Accuracy : 0.62626   
##   
## 'Positive' Class : Yes   
##

glm\_accuracy\_2 <- glm\_confusion\_matrix$overall["Accuracy"]  
glm\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
glm\_rocr\_roc <- performance(glm\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(glm\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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glm\_rocr\_auc <- performance(glm\_rocr\_pred, measure = "auc")  
glm\_auc\_2 <- glm\_rocr\_auc@y.values[[1]]  
glm\_auc\_2

## [1] 0.6856061

summary(glm\_model\_2)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5378 -0.6855 -0.3338 0.7187 2.3352   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -1.251e+03 7.944e+02 -1.574 0.11541   
## acominc 1.485e+00 1.565e+00 0.949 0.34279   
## bkvlps -3.087e+03 1.396e+03 -2.212 0.02699 \*   
## caps 1.166e-01 7.493e-01 0.156 0.87634   
## dlc -5.101e+00 2.907e+00 -1.755 0.07930 .   
## dvt -5.324e+00 2.054e+00 -2.591 0.00956 \*\*  
## nopi 2.268e+00 9.762e-01 2.324 0.02014 \*   
## re -1.076e-01 1.728e+00 -0.062 0.95037   
## rect -4.942e-02 1.618e+00 -0.031 0.97563   
## revt 3.644e+00 1.592e+00 2.289 0.02210 \*   
## tstk 1.540e+00 9.650e-01 1.596 0.11046   
## wcap -5.575e-02 7.998e-01 -0.070 0.94443   
## prccd\_m 7.919e+00 5.656e+00 1.400 0.16148   
## prcod\_m -5.030e+00 6.412e+00 -0.785 0.43272   
## trfm\_m -5.185e-02 4.802e-01 -0.108 0.91400   
## pe\_ratio -1.092e+04 8.644e+03 -1.264 0.20632   
## wc\_ratio 1.574e-01 1.789e-01 0.880 0.37906   
## sp\_rating\_target 7.720e-01 2.800e-01 2.757 0.00583 \*\*  
## restmt\_at\_target 4.130e-01 2.188e-01 1.888 0.05904 .   
## restmt\_capx\_target 5.081e-01 2.200e-01 2.309 0.02094 \*   
## restmt\_dltt\_target -1.908e-01 2.505e-01 -0.762 0.44614   
## restmt\_cogs\_target -4.161e-01 2.336e-01 -1.782 0.07482 .   
## restmt\_nopi\_target -2.037e-01 2.187e-01 -0.931 0.35171   
## restmt\_nopi\_mag 4.413e+00 7.017e+00 0.629 0.52941   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 326.94 on 248 degrees of freedom  
## Residual deviance: 206.35 on 225 degrees of freedom  
## AIC: 254.35  
##   
## Number of Fisher Scoring iterations: 18

logitgof(training\_subset\_ds\_final$litigated, fitted(glm\_model\_2), g = 10)

##   
## Hosmer and Lemeshow test (binary model)  
##   
## data: training\_subset\_ds\_final$litigated, fitted(glm\_model\_2)  
## X-squared = 14.107, df = 8, p-value = 0.07902

set.seed(123)  
glm\_model\_3 <- train(litigated ~  
 dvt +   
 nopi +   
 revt +   
 tstk +   
 prccd\_m +   
 trfm\_m +   
 pe\_ratio +   
 wc\_ratio +   
 sp\_rating\_target  
 ,   
 data = training\_subset\_ds\_final, method = "glm", family = "binomial", trControl = glm\_control)  
class\_probabilities <- predict(glm\_model\_3, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
glm\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
glm\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
glm\_confusion\_matrix <- confusionMatrix(factor(glm\_class\_probabilities\_litigated), factor(glm\_litigated), positive = "Yes")  
glm\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 64 6  
## Yes 8 5  
##   
## Accuracy : 0.8313   
## 95% CI : (0.7332, 0.9046)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.8698   
##   
## Kappa : 0.3189   
##   
## Mcnemar's Test P-Value : 0.7893   
##   
## Sensitivity : 0.45455   
## Specificity : 0.88889   
## Pos Pred Value : 0.38462   
## Neg Pred Value : 0.91429   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.15663   
## Balanced Accuracy : 0.67172   
##   
## 'Positive' Class : Yes   
##

glm\_accuracy\_3 <- glm\_confusion\_matrix$overall["Accuracy"]  
glm\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
glm\_rocr\_roc <- performance(glm\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(glm\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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glm\_rocr\_auc <- performance(glm\_rocr\_pred, measure = "auc")  
glm\_auc\_3 <- glm\_rocr\_auc@y.values[[1]]  
glm\_auc\_3

## [1] 0.7537879

summary(glm\_model\_3)

##   
## Call:  
## NULL  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.8622 -0.7650 -0.6942 0.9230 2.5164   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -264.6458 491.3706 -0.539 0.59017   
## dvt -3.7066 1.3471 -2.752 0.00593 \*\*   
## nopi 0.6730 0.4909 1.371 0.17044   
## revt 1.9624 0.7308 2.685 0.00725 \*\*   
## tstk 0.7940 0.4234 1.875 0.06074 .   
## prccd\_m -0.1059 0.2135 -0.496 0.61971   
## trfm\_m -0.3501 0.4549 -0.770 0.44158   
## pe\_ratio -2956.1840 5508.9445 -0.537 0.59153   
## wc\_ratio 0.2332 0.1596 1.462 0.14385   
## sp\_rating\_target 0.8367 0.2019 4.145 3.4e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 326.94 on 248 degrees of freedom  
## Residual deviance: 251.56 on 239 degrees of freedom  
## AIC: 271.56  
##   
## Number of Fisher Scoring iterations: 18

logitgof(training\_subset\_ds\_final$litigated, fitted(glm\_model\_3), g = 10)

##   
## Hosmer and Lemeshow test (binary model)  
##   
## data: training\_subset\_ds\_final$litigated, fitted(glm\_model\_3)  
## X-squared = 20.63, df = 8, p-value = 0.008197

glmnet\_control <- trainControl(  
 method = "cv",  
 number = 10,  
 summaryFunction = twoClassSummary,  
 classProbs = TRUE   
)  
set.seed(123)  
glmnet\_model\_1 <- train(litigated ~   
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data = training\_subset\_ds\_final, method = "glmnet", family = "binomial", trControl = glmnet\_control)  
class\_probabilities <- predict(glmnet\_model\_1, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
glmnet\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
glmnet\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
glmnet\_confusion\_matrix <- confusionMatrix(factor(glmnet\_class\_probabilities\_litigated), factor(glmnet\_litigated), positive = "Yes")  
glmnet\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 59 6  
## Yes 13 5  
##   
## Accuracy : 0.7711   
## 95% CI : (0.6658, 0.8562)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.9948   
##   
## Kappa : 0.2158   
##   
## Mcnemar's Test P-Value : 0.1687   
##   
## Sensitivity : 0.45455   
## Specificity : 0.81944   
## Pos Pred Value : 0.27778   
## Neg Pred Value : 0.90769   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.21687   
## Balanced Accuracy : 0.63699   
##   
## 'Positive' Class : Yes   
##

glmnet\_accuracy\_1 <- glmnet\_confusion\_matrix$overall["Accuracy"]

set.seed(123)  
glmnet\_model\_2 <- train(litigated ~   
 aco + acominc + ao + aoloch + aqc + bkvlps + caps +   
 ch + chech + csho + cstk + dlc + dltt + dvt +  
 ebit + epspi + nopi + re + rect + revt + siv +  
 sstk + teq + tstk + wcap +  
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_target +   
 restmt\_capx\_target +   
 restmt\_dltt\_target +   
 restmt\_wcap\_target +   
 restmt\_teq\_target + restmt\_teq\_mag +  
 restmt\_cogs\_target + restmt\_cogs\_mag +  
 restmt\_nopi\_target + restmt\_nopi\_mag,   
 data = training\_subset\_ds\_final, method = "glmnet", family = "binomial", trControl = glmnet\_control)  
class\_probabilities <- predict(glmnet\_model\_2, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
glmnet\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
glmnet\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
glmnet\_confusion\_matrix <- confusionMatrix(factor(glmnet\_class\_probabilities\_litigated), factor(glmnet\_litigated), positive = "Yes")  
glmnet\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 60 8  
## Yes 12 3  
##   
## Accuracy : 0.759   
## 95% CI : (0.6527, 0.8462)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.9977   
##   
## Kappa : 0.0919   
##   
## Mcnemar's Test P-Value : 0.5023   
##   
## Sensitivity : 0.27273   
## Specificity : 0.83333   
## Pos Pred Value : 0.20000   
## Neg Pred Value : 0.88235   
## Prevalence : 0.13253   
## Detection Rate : 0.03614   
## Detection Prevalence : 0.18072   
## Balanced Accuracy : 0.55303   
##   
## 'Positive' Class : Yes   
##

glmnet\_accuracy\_2 <- glmnet\_confusion\_matrix$overall["Accuracy"]

set.seed(123)  
glmnet\_model\_3 <- train(litigated ~   
 bkvlps +   
 dlc +   
 dvt +   
 nopi +   
 rect +   
 revt +   
 tstk +   
 wcap +   
 prccd\_m +   
 prcod\_m +   
 pe\_ratio +   
 wc\_ratio +   
 sp\_rating\_target +   
 restmt\_at\_target +   
 restmt\_capx\_target +   
 restmt\_nopi\_target,   
 data = training\_subset\_ds\_final, method = "glmnet", family = "binomial", trControl = glmnet\_control)  
class\_probabilities <- predict(glmnet\_model\_3, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
glmnet\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
glmnet\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
glmnet\_confusion\_matrix <- confusionMatrix(factor(glmnet\_class\_probabilities\_litigated), factor(glmnet\_litigated), positive = "Yes")  
glmnet\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 64 6  
## Yes 8 5  
##   
## Accuracy : 0.8313   
## 95% CI : (0.7332, 0.9046)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.8698   
##   
## Kappa : 0.3189   
##   
## Mcnemar's Test P-Value : 0.7893   
##   
## Sensitivity : 0.45455   
## Specificity : 0.88889   
## Pos Pred Value : 0.38462   
## Neg Pred Value : 0.91429   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.15663   
## Balanced Accuracy : 0.67172   
##   
## 'Positive' Class : Yes   
##

glmnet\_accuracy\_3 <- glmnet\_confusion\_matrix$overall["Accuracy"]

glmnet\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
glmnet\_rocr\_roc <- performance(glmnet\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(glmnet\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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glmnet\_rocr\_auc <- performance(glmnet\_rocr\_pred, measure = "auc")  
glmnet\_auc <- glmnet\_rocr\_auc@y.values[[1]]  
glmnet\_auc

## [1] 0.6275253

gbm\_control <- trainControl(method = "repeatedcv", number = 10, repeats = 10)  
set.seed(123)  
gbm\_model\_1 <- train(litigated~  
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data=training\_subset\_ds\_final,   
 method = "gbm",  
 trControl = gbm\_control,  
 verbose = FALSE)  
  
class\_probabilities <- predict(gbm\_model\_1, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
gbm\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
gbm\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
gbm\_confusion\_matrix <- confusionMatrix(factor(gbm\_class\_probabilities\_litigated), factor(gbm\_litigated), positive = "Yes")  
gbm\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 56 5  
## Yes 16 6  
##   
## Accuracy : 0.747   
## 95% CI : (0.6396, 0.8361)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.9990   
##   
## Kappa : 0.2271   
##   
## Mcnemar's Test P-Value : 0.0291   
##   
## Sensitivity : 0.54545   
## Specificity : 0.77778   
## Pos Pred Value : 0.27273   
## Neg Pred Value : 0.91803   
## Prevalence : 0.13253   
## Detection Rate : 0.07229   
## Detection Prevalence : 0.26506   
## Balanced Accuracy : 0.66162   
##   
## 'Positive' Class : Yes   
##

gbm\_accuracy\_1 <- gbm\_confusion\_matrix$overall["Accuracy"]  
gbm\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
gbm\_rocr\_roc <- performance(gbm\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(gbm\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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gbm\_rocr\_auc <- performance(gbm\_rocr\_pred, measure = "auc")  
gbm\_auc\_1 <- gbm\_rocr\_auc@y.values[[1]]  
gbm\_auc\_1

## [1] 0.7954545

summary(gbm\_model\_1)

![](data:image/png;base64,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)

## var rel.inf  
## caps caps 18.07831944  
## dlc dlc 6.88627029  
## cshtrd\_m cshtrd\_m 6.84867012  
## prccd\_m prccd\_m 6.53401449  
## ebit ebit 6.41413120  
## cstk cstk 4.80156804  
## aco aco 4.00091708  
## prcod\_m prcod\_m 3.52031428  
## acominc acominc 3.48222060  
## wcap wcap 3.07182895  
## bkvlps bkvlps 2.99672348  
## pe\_ratio pe\_ratio 2.83105359  
## restmt\_nopi\_mag restmt\_nopi\_mag 2.78159259  
## wc\_ratio wc\_ratio 2.41058341  
## chech chech 2.37753171  
## trfd\_m trfd\_m 1.72339810  
## restmt\_ni\_target restmt\_ni\_target 1.63082527  
## ao ao 1.61775626  
## teq teq 1.54141432  
## aqc aqc 1.38748239  
## re re 1.28733137  
## restmt\_epspi\_target restmt\_epspi\_target 1.26962616  
## nopi nopi 1.19159279  
## roe\_ratio roe\_ratio 1.18979540  
## ch ch 1.02505827  
## siv siv 1.02127206  
## de\_ratio de\_ratio 0.99702012  
## sstk sstk 0.97114918  
## dltt dltt 0.93250197  
## trfm\_m trfm\_m 0.88367793  
## revt revt 0.80302419  
## tstk tstk 0.79369172  
## aoloch aoloch 0.72953898  
## epspi epspi 0.42120511  
## sp\_rating\_target sp\_rating\_target 0.39767194  
## dvt dvt 0.31475530  
## csho csho 0.25636091  
## restmt\_txt\_target restmt\_txt\_target 0.22033979  
## restmt\_epspi\_mag restmt\_epspi\_mag 0.16102464  
## restmt\_teq\_mag restmt\_teq\_mag 0.14313209  
## restmt\_cogs\_target restmt\_cogs\_target 0.04490493  
## restmt\_ib\_target restmt\_ib\_target 0.00870954  
## rect rect 0.00000000  
## restmt\_at\_mag restmt\_at\_mag 0.00000000  
## restmt\_capx\_mag restmt\_capx\_mag 0.00000000  
## restmt\_cogs\_mag restmt\_cogs\_mag 0.00000000  
## restmt\_ni\_mag restmt\_ni\_mag 0.00000000  
## restmt\_reuna\_mag restmt\_reuna\_mag 0.00000000  
## restmt\_txt\_mag restmt\_txt\_mag 0.00000000  
## restmt\_wcap\_mag restmt\_wcap\_mag 0.00000000  
## restmt\_xint\_mag restmt\_xint\_mag 0.00000000  
## restmt\_at\_target restmt\_at\_target 0.00000000  
## restmt\_capx\_target restmt\_capx\_target 0.00000000  
## restmt\_dltt\_target restmt\_dltt\_target 0.00000000  
## restmt\_nopi\_target restmt\_nopi\_target 0.00000000  
## restmt\_reuna\_target restmt\_reuna\_target 0.00000000  
## restmt\_teq\_target restmt\_teq\_target 0.00000000  
## restmt\_wcap\_target restmt\_wcap\_target 0.00000000  
## restmt\_xint\_target restmt\_xint\_target 0.00000000

set.seed(123)  
tree\_model\_1 <- rpart(litigated ~   
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data = training\_subset\_ds\_final, method = "class")  
class\_probabilities <- predict(tree\_model\_1, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- 1 - class\_probabilities[1: nrow(test\_subset\_ds\_final)]  
tree\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
  
tree\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
tree\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
tree\_confusion\_matrix <- confusionMatrix(factor(tree\_class\_probabilities\_litigated), factor(tree\_litigated), positive = "Yes")  
tree\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 53 6  
## Yes 19 5  
##   
## Accuracy : 0.6988   
## 95% CI : (0.5882, 0.7947)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 1.0000   
##   
## Kappa : 0.1271   
##   
## Mcnemar's Test P-Value : 0.0164   
##   
## Sensitivity : 0.45455   
## Specificity : 0.73611   
## Pos Pred Value : 0.20833   
## Neg Pred Value : 0.89831   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.28916   
## Balanced Accuracy : 0.59533   
##   
## 'Positive' Class : Yes   
##

tree\_accuracy\_1 <- tree\_confusion\_matrix$overall["Accuracy"]  
  
tree\_rocr\_roc <- performance(tree\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(tree\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)

![](data:image/png;base64,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)

tree\_rocr\_auc <- performance(tree\_rocr\_pred, measure = "auc")  
tree\_auc <- tree\_rocr\_auc@y.values[[1]]  
tree\_auc

## [1] 0.625

rpart.plot(tree\_model\_1)
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lda\_control <- trainControl(  
 method = "cv",  
 number = 10  
)  
set.seed(123)  
lda\_model\_1 <- train(litigated ~  
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data = training\_subset\_ds\_final, method = "lda", family = "binomial", trControl = lda\_control)  
class\_probabilities <- predict(lda\_model\_1, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
lda\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
lda\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
lda\_confusion\_matrix <- confusionMatrix(factor(lda\_class\_probabilities\_litigated), factor(lda\_litigated), positive = "Yes")  
lda\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 53 6  
## Yes 19 5  
##   
## Accuracy : 0.6988   
## 95% CI : (0.5882, 0.7947)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 1.0000   
##   
## Kappa : 0.1271   
##   
## Mcnemar's Test P-Value : 0.0164   
##   
## Sensitivity : 0.45455   
## Specificity : 0.73611   
## Pos Pred Value : 0.20833   
## Neg Pred Value : 0.89831   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.28916   
## Balanced Accuracy : 0.59533   
##   
## 'Positive' Class : Yes   
##

lda\_accuracy\_1 <- lda\_confusion\_matrix$overall["Accuracy"]  
lda\_accuracy\_1

## Accuracy   
## 0.6987952

lda\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$litigated)  
lda\_rocr\_roc <- performance(lda\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(lda\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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lda\_rocr\_auc <- performance(lda\_rocr\_pred, measure = "auc")  
lda\_auc\_1 <- lda\_rocr\_auc@y.values[[1]]  
lda\_auc\_1

## [1] 0.5309343

rf\_x <- training\_subset\_ds\_final[,num\_var\_start\_index:num\_var\_end\_index]  
rf\_y <- training\_subset\_ds\_final[,target\_var\_index]  
recommended\_mtry <- sqrt(ncol(rf\_x))  
rfGrid <- expand.grid(mtry=recommended\_mtry)

rfControl <- trainControl(method='repeatedcv', number=10, repeats=3)  
set.seed(123)  
rf\_model\_1 <- train(litigated~  
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data=training\_subset\_ds\_final,   
 method='rf',   
 metric='Accuracy',   
 tuneGrid=rfGrid,   
 trControl=rfControl,   
 ntree = 100  
 )  
  
class\_probabilities <- predict(rf\_model\_1, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
  
rf\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
rf\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
rf\_confusion\_matrix <- confusionMatrix(factor(rf\_class\_probabilities\_litigated), factor(rf\_litigated), positive = "Yes")  
rf\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 67 7  
## Yes 5 4  
##   
## Accuracy : 0.8554   
## 95% CI : (0.7611, 0.923)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.6969   
##   
## Kappa : 0.3187   
##   
## Mcnemar's Test P-Value : 0.7728   
##   
## Sensitivity : 0.36364   
## Specificity : 0.93056   
## Pos Pred Value : 0.44444   
## Neg Pred Value : 0.90541   
## Prevalence : 0.13253   
## Detection Rate : 0.04819   
## Detection Prevalence : 0.10843   
## Balanced Accuracy : 0.64710   
##   
## 'Positive' Class : Yes   
##

rf\_accuracy\_1 <- rf\_confusion\_matrix$overall["Accuracy"]  
rf\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
rf\_rocr\_roc <- performance(rf\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rf\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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rf\_rocr\_auc <- performance(rf\_rocr\_pred, measure = "auc")  
rf\_auc\_1 <- rf\_rocr\_auc@y.values[[1]]  
rf\_auc\_1

## [1] 0.8863636

calibration\_curve <- calibration(litigated ~ class\_probabilities\_litigated,  
 data = test\_subset\_ds\_final,  
 class = 1)  
plot(calibration\_curve)
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plot(rf\_model\_1$finalModel)
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set.seed(123)  
rf\_model\_2 <- train(litigated~  
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data=training\_subset\_ds\_final,   
 method='rf',   
 metric='Accuracy',   
 tuneGrid=rfGrid,   
 trControl=rfControl,   
 ntree = 300  
 )  
  
class\_probabilities <- predict(rf\_model\_2, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
  
rf\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
rf\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
rf\_confusion\_matrix <- confusionMatrix(factor(rf\_class\_probabilities\_litigated), factor(rf\_litigated), positive = "Yes")  
rf\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 66 7  
## Yes 6 4  
##   
## Accuracy : 0.8434   
## 95% CI : (0.7471, 0.9139)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.795   
##   
## Kappa : 0.2915   
##   
## Mcnemar's Test P-Value : 1.000   
##   
## Sensitivity : 0.36364   
## Specificity : 0.91667   
## Pos Pred Value : 0.40000   
## Neg Pred Value : 0.90411   
## Prevalence : 0.13253   
## Detection Rate : 0.04819   
## Detection Prevalence : 0.12048   
## Balanced Accuracy : 0.64015   
##   
## 'Positive' Class : Yes   
##

rf\_accuracy\_2 <- rf\_confusion\_matrix$overall["Accuracy"]  
rf\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
rf\_rocr\_roc <- performance(rf\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rf\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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rf\_rocr\_auc <- performance(rf\_rocr\_pred, measure = "auc")  
rf\_auc\_2 <- rf\_rocr\_auc@y.values[[1]]  
rf\_auc\_2

## [1] 0.8642677

calibration\_curve <- calibration(litigated ~ class\_probabilities\_litigated,  
 data = test\_subset\_ds\_final,  
 class = 1)  
plot(calibration\_curve)
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plot(rf\_model\_2$finalModel)
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set.seed(123)  
rf\_model\_3 <- train(litigated~  
 aco + acominc + ao + aoloch + aqc +  
 bkvlps + caps + ch + chech + csho + cstk + dlc +  
 dltt + dvt + ebit + epspi + nopi + re + rect +  
 revt + siv + sstk + teq + tstk + wcap +   
 cshtrd\_m + prccd\_m + prcod\_m + trfd\_m + trfm\_m + pe\_ratio +  
 wc\_ratio + de\_ratio + roe\_ratio + sp\_rating\_target +  
 restmt\_at\_mag + restmt\_capx\_mag + restmt\_cogs\_mag +   
 restmt\_epspi\_mag + restmt\_ni\_mag + restmt\_nopi\_mag +   
 restmt\_reuna\_mag + restmt\_teq\_mag + restmt\_txt\_mag +   
 restmt\_wcap\_mag + restmt\_xint\_mag +   
 restmt\_at\_target + restmt\_capx\_target + restmt\_cogs\_target +   
 restmt\_dltt\_target + restmt\_epspi\_target + restmt\_ib\_target +   
 restmt\_ni\_target + restmt\_nopi\_target + restmt\_reuna\_target +   
 restmt\_teq\_target + restmt\_txt\_target + restmt\_wcap\_target +   
 restmt\_xint\_target,   
 data=training\_subset\_ds\_final,   
 method='rf',   
 metric='Accuracy',   
 tuneGrid=rfGrid,   
 trControl=rfControl,   
 ntree = 500  
 )  
  
class\_probabilities <- predict(rf\_model\_3, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
  
rf\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
rf\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
rf\_confusion\_matrix <- confusionMatrix(factor(rf\_class\_probabilities\_litigated), factor(rf\_litigated), positive = "Yes")  
rf\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 65 6  
## Yes 7 5  
##   
## Accuracy : 0.8434   
## 95% CI : (0.7471, 0.9139)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.795   
##   
## Kappa : 0.3441   
##   
## Mcnemar's Test P-Value : 1.000   
##   
## Sensitivity : 0.45455   
## Specificity : 0.90278   
## Pos Pred Value : 0.41667   
## Neg Pred Value : 0.91549   
## Prevalence : 0.13253   
## Detection Rate : 0.06024   
## Detection Prevalence : 0.14458   
## Balanced Accuracy : 0.67866   
##   
## 'Positive' Class : Yes   
##

rf\_accuracy\_3 <- rf\_confusion\_matrix$overall["Accuracy"]  
rf\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
rf\_rocr\_roc <- performance(rf\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rf\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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rf\_rocr\_auc <- performance(rf\_rocr\_pred, measure = "auc")  
rf\_auc\_3 <- rf\_rocr\_auc@y.values[[1]]  
rf\_auc\_3

## [1] 0.8598485

calibration\_curve <- calibration(litigated ~ class\_probabilities\_litigated,  
 data = test\_subset\_ds\_final,  
 class = 1)  
plot(calibration\_curve)
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plot(rf\_model\_3$finalModel)
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rf\_varImp <- varImp(rf\_model\_3, type = 2)  
plot(rf\_varImp, top = 30)
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var\_imp\_ds <- rf\_varImp$importance  
var\_imp\_ds <- var\_imp\_ds %>%   
 as.data.frame() %>%  
 rownames\_to\_column() %>%  
 arrange(desc(Overall))  
var\_imp\_ds

## rowname Overall  
## 1 caps 100.0000000  
## 2 cshtrd\_m 79.4194040  
## 3 prccd\_m 75.6368393  
## 4 aco 54.0231931  
## 5 rect 51.3476987  
## 6 prcod\_m 50.5521603  
## 7 wcap 48.2702510  
## 8 teq 46.5031948  
## 9 bkvlps 45.4259259  
## 10 cstk 43.1477802  
## 11 chech 39.9661312  
## 12 ebit 39.9171856  
## 13 pe\_ratio 35.9751181  
## 14 revt 35.2311891  
## 15 acominc 33.5397407  
## 16 ao 33.0993100  
## 17 re 31.1518851  
## 18 ch 30.9108924  
## 19 epspi 29.3656036  
## 20 dlc 28.3540475  
## 21 restmt\_nopi\_mag 26.2759188  
## 22 sstk 24.4141120  
## 23 roe\_ratio 20.9414244  
## 24 de\_ratio 20.8365221  
## 25 nopi 20.2377197  
## 26 tstk 20.0359429  
## 27 dltt 19.6315370  
## 28 aoloch 19.6117649  
## 29 trfd\_m 19.4111230  
## 30 csho 17.3033236  
## 31 aqc 17.0805341  
## 32 wc\_ratio 17.0044080  
## 33 restmt\_ni\_target 14.5559931  
## 34 restmt\_txt\_target 13.4750466  
## 35 trfm\_m 11.7773451  
## 36 dvt 10.7226866  
## 37 restmt\_epspi\_mag 8.0844478  
## 38 siv 7.7162546  
## 39 restmt\_cogs\_mag 7.4181810  
## 40 sp\_rating\_target 7.3408214  
## 41 restmt\_teq\_mag 5.8596958  
## 42 restmt\_ib\_target 5.8312712  
## 43 restmt\_nopi\_target 4.8757243  
## 44 restmt\_epspi\_target 4.7699079  
## 45 restmt\_teq\_target 4.5993146  
## 46 restmt\_at\_mag 3.8817843  
## 47 restmt\_xint\_mag 3.5342492  
## 48 restmt\_txt\_mag 3.4468243  
## 49 restmt\_ni\_mag 3.1899483  
## 50 restmt\_at\_target 2.5844875  
## 51 restmt\_reuna\_mag 2.3211074  
## 52 restmt\_cogs\_target 1.5612726  
## 53 restmt\_capx\_mag 1.3239253  
## 54 restmt\_capx\_target 0.8517064  
## 55 restmt\_wcap\_mag 0.7616944  
## 56 restmt\_reuna\_target 0.7064857  
## 57 restmt\_xint\_target 0.2319740  
## 58 restmt\_dltt\_target 0.1785672  
## 59 restmt\_wcap\_target 0.0000000

write.csv(var\_imp\_ds, file = "data/var\_imp\_ds.csv", row.names=FALSE)

set.seed(123)  
rf\_model\_4 <- train(litigated ~  
 caps +  
 cshtrd\_m +  
 prccd\_m +   
 aco +  
 rect +  
 prcod\_m +  
 wcap +  
 teq +  
 bkvlps +  
 cstk +  
 chech +  
 ebit +  
 pe\_ratio +  
 revt +  
 acominc +  
 ao +  
 re +  
 ch +  
 epspi +  
 dlc  
 ,   
 data=training\_subset\_ds\_final,   
 method='rf',   
 metric='Accuracy',   
 tuneGrid=rfGrid,   
 trControl=rfControl,   
 ntree = 300)  
  
class\_probabilities <- predict(rf\_model\_4, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_litigated <- class\_probabilities$Yes  
  
rf\_litigated <- ifelse(test\_subset\_ds\_final$litigated == 1, "Yes", "No")  
rf\_class\_probabilities\_litigated <- ifelse(test\_subset\_ds\_final$class\_probabilities\_litigated > 0.50, "Yes", "No")  
rf\_confusion\_matrix <- confusionMatrix(factor(rf\_class\_probabilities\_litigated), factor(rf\_litigated), positive = "Yes")  
rf\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 66 7  
## Yes 6 4  
##   
## Accuracy : 0.8434   
## 95% CI : (0.7471, 0.9139)  
## No Information Rate : 0.8675   
## P-Value [Acc > NIR] : 0.795   
##   
## Kappa : 0.2915   
##   
## Mcnemar's Test P-Value : 1.000   
##   
## Sensitivity : 0.36364   
## Specificity : 0.91667   
## Pos Pred Value : 0.40000   
## Neg Pred Value : 0.90411   
## Prevalence : 0.13253   
## Detection Rate : 0.04819   
## Detection Prevalence : 0.12048   
## Balanced Accuracy : 0.64015   
##   
## 'Positive' Class : Yes   
##

rf\_accuracy\_4 <- rf\_confusion\_matrix$overall["Accuracy"]  
  
  
rf\_rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_litigated, test\_subset\_ds\_final$litigated)  
rf\_rocr\_roc <- performance(rf\_rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rf\_rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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rf\_rocr\_auc <- performance(rf\_rocr\_pred, measure = "auc")  
rf\_auc\_4 <- rf\_rocr\_auc@y.values[[1]]  
rf\_auc\_4

## [1] 0.7954545

calibration\_curve <- calibration(litigated ~ class\_probabilities\_litigated,  
 data = test\_subset\_ds\_final,  
 class = 1)  
plot(calibration\_curve)
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plot(rf\_model\_2$finalModel)

![](data:image/png;base64,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)

auc\_df <- data.frame("algorithm\_method" = c("glm\_1"), "auc" = c(glm\_auc\_1) \* 100, "accuracy" = c(glm\_accuracy\_1) \* 100, "notes" = c("All variables"))  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("glm\_2"), "auc" = c(glm\_auc\_2) \* 100, "accuracy" = c(glm\_accuracy\_2) \* 100,   
 "notes" = c("First Set of Signigficant variables variables"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("glm\_3"), "auc" = c(glm\_auc\_3) \* 100, "accuracy" = c(glm\_accuracy\_3) \* 100,  
 "notes" = c("Second set of signigficant variables variables"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("glmnet\_1"), "auc" = c(glmnet\_auc) \* 100, "accuracy" = c(glmnet\_accuracy\_1) \* 100,"notes" = c("Default"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("glmnet\_1"), "auc" = c(glmnet\_auc) \* 100, "accuracy" = c(glmnet\_accuracy\_2) \* 100,"notes" = c("Default"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("glmnet\_1"), "auc" = c(glmnet\_auc) \* 100, "accuracy" = c(glmnet\_accuracy\_3) \* 100,"notes" = c("Default"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
   
auc\_df\_temp <- data.frame("algorithm\_method" = c("lda\_1"), "auc" = c(lda\_auc\_1) \* 100, "accuracy" = c(lda\_accuracy\_1) \* 100,"notes" = c("Default"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("gbm\_1"), "auc" = c(gbm\_auc\_1) \* 100, "accuracy" = c(gbm\_accuracy\_1) \* 100,"notes" = c("Default"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("tree\_1"), "auc" = c(tree\_auc) \* 100, "accuracy" = c(tree\_accuracy\_1) \* 100,"notes" = c("Default"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
   
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_1"), "auc" = c(rf\_auc\_1) \* 100, "accuracy" = c(rf\_accuracy\_1) \* 100,"notes" = c("Trees = 100"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_2"), "auc" = c(rf\_auc\_2) \* 100, "accuracy" = c(rf\_accuracy\_2) \* 100,"notes" = c("Trees = 300"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_3"), "auc" = c(rf\_auc\_3) \* 100, "accuracy" = c(rf\_accuracy\_3) \* 100,"notes" = c("Trees = 500"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_4"), "auc" = c(rf\_auc\_4) \* 100, "accuracy" = c(rf\_accuracy\_4) \* 100,"notes" = c("Trees = 500 and Only important variables"))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df <- auc\_df %>%   
 arrange(desc(auc))  
  
auc\_df

## algorithm\_method auc accuracy  
## Accuracy9 rf\_1 88.63636 85.54217  
## Accuracy10 rf\_2 86.42677 84.33735  
## Accuracy11 rf\_3 85.98485 84.33735  
## Accuracy12 rf\_4 79.54545 84.33735  
## Accuracy7 gbm\_1 79.54545 74.69880  
## Accuracy2 glm\_3 75.37879 83.13253  
## Accuracy1 glm\_2 68.56061 81.92771  
## Accuracy3 glmnet\_1 62.75253 77.10843  
## Accuracy4 glmnet\_1 62.75253 75.90361  
## Accuracy5 glmnet\_1 62.75253 83.13253  
## Accuracy8 tree\_1 62.50000 69.87952  
## Accuracy glm\_1 59.53283 69.87952  
## Accuracy6 lda\_1 53.09343 69.87952  
## notes  
## Accuracy9 Trees = 100  
## Accuracy10 Trees = 300  
## Accuracy11 Trees = 500  
## Accuracy12 Trees = 500 and Only important variables  
## Accuracy7 Default  
## Accuracy2 Second set of signigficant variables variables  
## Accuracy1 First Set of Signigficant variables variables  
## Accuracy3 Default  
## Accuracy4 Default  
## Accuracy5 Default  
## Accuracy8 Default  
## Accuracy All variables  
## Accuracy6 Default

target\_company\_row\_final

## # A tibble: 1 x 63  
## # Groups: gvkey [1]  
## gvkey tic aco acominc ao aoloch aqc bkvlps caps ch chech  
## <int> <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 9777 SJM -0.155 0.107 -0.142 -0.121 0.174 -0.0885 1.54 -0.118 -0.649  
## # ... with 52 more variables: csho <dbl>, cstk <dbl>, dlc <dbl>, dltt <dbl>,  
## # dvt <dbl>, ebit <dbl>, epspi <dbl>, nopi <dbl>, re <dbl>, rect <dbl>,  
## # revt <dbl>, siv <dbl>, sstk <dbl>, teq <dbl>, tstk <dbl>, wcap <dbl>,  
## # restmt\_at\_mag <dbl>, restmt\_capx\_mag <dbl>, restmt\_cogs\_mag <dbl>,  
## # restmt\_epspi\_mag <dbl>, restmt\_ni\_mag <dbl>, restmt\_nopi\_mag <dbl>,  
## # restmt\_reuna\_mag <dbl>, restmt\_teq\_mag <dbl>, restmt\_txt\_mag <dbl>,  
## # restmt\_wcap\_mag <dbl>, restmt\_xint\_mag <dbl>, cshtrd\_m <dbl>,  
## # prccd\_m <dbl>, prcod\_m <dbl>, trfd\_m <dbl>, trfm\_m <dbl>, pe\_ratio <dbl>,  
## # wc\_ratio <dbl>, de\_ratio <dbl>, roe\_ratio <dbl>, sp\_rating\_target <dbl>,  
## # restmt\_at\_target <dbl>, restmt\_capx\_target <dbl>, restmt\_cogs\_target <dbl>,  
## # restmt\_dltt\_target <dbl>, restmt\_epspi\_target <dbl>,  
## # restmt\_ib\_target <dbl>, restmt\_ni\_target <dbl>, restmt\_nopi\_target <dbl>,  
## # restmt\_reuna\_target <dbl>, restmt\_teq\_target <dbl>,  
## # restmt\_txt\_target <dbl>, restmt\_wcap\_target <dbl>,  
## # restmt\_xint\_target <dbl>, litigated <fct>, litigation\_settlement <dbl>

class\_probabilities\_prediction <- predict(rf\_model\_1, newdata = target\_company\_row\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
class\_probabilities\_prediction

## No Yes  
## 1 0.61 0.39

litigated\_probablity <- class\_probabilities\_prediction$Yes  
rf\_litigated <- ifelse(litigated\_probablity > 0.50, "Yes", "No")  
rf\_actual\_litigated\_num <- as.numeric(as.character(target\_company\_row\_final$litigated))  
rf\_actual\_litigated <- ifelse(rf\_actual\_litigated\_num == 1, "Yes", "No")  
rf\_litigated

## [1] "No"

rf\_actual\_litigated

## [1] "No"

litigated\_probablity

## [1] 0.39

class\_probabilities\_prediction <- predict(gbm\_model\_1, newdata = target\_company\_row\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
litigated\_probablity <- class\_probabilities\_prediction$Yes  
gbm\_litigated <- ifelse(litigated\_probablity > 0.50, "Yes", "No")  
gbm\_actual\_litigated\_num <- as.numeric(as.character(target\_company\_row\_final$litigated))  
gbm\_actual\_litigated <- ifelse(rf\_actual\_litigated\_num == 1, "Yes", "No")  
gbm\_litigated

## [1] "No"

gbm\_actual\_litigated

## [1] "No"

class\_probabilities\_prediction <- predict(glm\_model\_3, newdata = target\_company\_row\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
litigated\_probablity <- class\_probabilities\_prediction$Yes  
glm\_litigated <- ifelse(litigated\_probablity > 0.50, "Yes", "No")  
glm\_actual\_litigated\_num <- as.numeric(as.character(target\_company\_row\_final$litigated))  
glm\_actual\_litigated <- ifelse(rf\_actual\_litigated\_num == 1, "Yes", "No")  
glm\_litigated

## [1] "No"

glm\_actual\_litigated

## [1] "No"

library(Rmisc)

## Loading required package: plyr

## ------------------------------------------------------------------------------

## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)

## ------------------------------------------------------------------------------

##   
## Attaching package: 'plyr'

## The following objects are masked from 'package:reshape':  
##   
## rename, round\_any

## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following object is masked from 'package:purrr':  
##   
## compact

settlement\_training\_ds <- training\_subset\_ds\_final\_settlement %>%  
 filter(!is.na(litigation\_settlement))  
  
settlement\_test\_ds <- test\_subset\_ds\_final\_settlement %>%  
 filter(!is.na(litigation\_settlement))  
  
settlement\_ds <- rbind(settlement\_training\_ds,settlement\_test\_ds)  
settlement\_ds

## # A tibble: 10 x 63  
## # Groups: gvkey [10]  
## gvkey tic aco acominc ao aoloch aqc bkvlps caps ch  
## <int> <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 3505 TAP 126. 31. 301. -84.0 580. 43.8 3623. 841.   
## 2 5301 GAPTQ 39.9 -77.4 143. -42.2 0 -16.0 505. 303.   
## 3 7691 NAFC 23.5 -13.8 10.2 -1.25 29.1 29.5 116. 0.965  
## 4 12785 PPC 98.2 -46.0 105. 31.4 0 4.21 1545. 181.   
## 5 24316 MNST 52.3 -0.106 65.4 -10.5 0 7.60 268. 287.   
## 6 112968 MTEX 5.17 -0.789 7.55 0.881 0 4.71 42.4 18.6   
## 7 149379 SPU 0.568 13.9 14.3 -2.43 0 5.59 59.2 63.7   
## 8 178795 GRO 116. -18.7 11.9 1.82 0.693 3.44 356. 34.6   
## 9 114959 YUII 0.338 3.75 43.3 1.18 0 5.32 115. 34.5   
## 10 163627 DMND 26.8 6.25 25.7 -1.20 154. 14.6 322. 4.48   
## # ... with 53 more variables: chech <dbl>, csho <dbl>, cstk <dbl>, dlc <dbl>,  
## # dltt <dbl>, dvt <dbl>, ebit <dbl>, epspi <dbl>, nopi <dbl>, re <dbl>,  
## # rect <dbl>, revt <dbl>, siv <dbl>, sstk <dbl>, teq <dbl>, tstk <dbl>,  
## # wcap <dbl>, restmt\_at\_mag <dbl>, restmt\_capx\_mag <dbl>,  
## # restmt\_cogs\_mag <dbl>, restmt\_epspi\_mag <dbl>, restmt\_ni\_mag <dbl>,  
## # restmt\_nopi\_mag <dbl>, restmt\_reuna\_mag <dbl>, restmt\_teq\_mag <dbl>,  
## # restmt\_txt\_mag <dbl>, restmt\_wcap\_mag <dbl>, restmt\_xint\_mag <dbl>,  
## # cshtrd\_m <dbl>, prccd\_m <dbl>, prcod\_m <dbl>, trfd\_m <dbl>, trfm\_m <dbl>,  
## # pe\_ratio <dbl>, wc\_ratio <dbl>, de\_ratio <dbl>, roe\_ratio <dbl>,  
## # sp\_rating\_target <dbl>, restmt\_at\_target <dbl>, restmt\_capx\_target <dbl>,  
## # restmt\_cogs\_target <dbl>, restmt\_dltt\_target <dbl>,  
## # restmt\_epspi\_target <dbl>, restmt\_ib\_target <dbl>, restmt\_ni\_target <dbl>,  
## # restmt\_nopi\_target <dbl>, restmt\_reuna\_target <dbl>,  
## # restmt\_teq\_target <dbl>, restmt\_txt\_target <dbl>, restmt\_wcap\_target <dbl>,  
## # restmt\_xint\_target <dbl>, litigated <fct>, litigation\_settlement <dbl>

settlement\_ds\_subset <- subset(settlement\_ds, select = c(gvkey,tic, csho, prccd\_m, prcod\_m,litigated,litigation\_settlement))  
settlement\_ds\_subset$stk\_price\_m <- (settlement\_ds\_subset$prccd\_m + settlement\_ds\_subset$prcod\_m)/2  
settlement\_ds\_subset$market\_cap <- settlement\_ds\_subset$stk\_price\_m \* settlement\_ds\_subset$csho \* 1000000  
settlement\_ds\_subset$settlement\_ratio <- as.numeric(settlement\_ds\_subset$litigation\_settlement/settlement\_ds\_subset$market\_cap)  
settlement\_ds\_subset

## # A tibble: 10 x 10  
## # Groups: gvkey [10]  
## gvkey tic csho prccd\_m prcod\_m litigated litigation\_sett~ stk\_price\_m  
## <int> <fct> <dbl> <dbl> <dbl> <fct> <dbl> <dbl>  
## 1 3505 TAP 183. 47.2 40.0 1 6000000 43.6   
## 2 5301 GAPTQ 54.9 6.99 6.99 1 9000000 6.99  
## 3 7691 NAFC 12.2 29.5 29.5 1 6750000 29.5   
## 4 12785 PPC 237. 9.68 9.67 1 1500000 9.68  
## 5 24316 MNST 127. 61.2 61.1 1 47500000 61.1   
## 6 112968 MTEX 14.6 6.96 6.85 1 11250000 6.91  
## 7 149379 SPU 26.2 2.93 2.94 1 2200000 2.93  
## 8 178795 GRO 55.4 1.31 1.32 1 3750000 1.31  
## 9 114959 YUII 20.2 2.97 4.42 1 2700000 3.70  
## 10 163627 DMND 22.1 35.1 35.1 1 11000000 35.1   
## # ... with 2 more variables: market\_cap <dbl>, settlement\_ratio <dbl>

settlement\_gvkey <- settlement\_ds\_subset$gvkey  
settlement\_gvkey

## [1] 3505 5301 7691 12785 24316 112968 149379 178795 114959 163627

fundamentals\_ds\_settlement <- fundamentals\_ds\_filter %>%  
 filter(gvkey %in% settlement\_gvkey)  
  
fundamentals\_ds\_settlement\_1 <- subset(fundamentals\_ds\_settlement, select = c(gvkey,tic, mkvalt))  
  
fundamentals\_ds\_settlement\_2 <- fundamentals\_ds\_settlement\_1 %>%  
 filter(!is.na(mkvalt))   
  
fundamentals\_ds\_settlement\_3 <- fundamentals\_ds\_settlement\_2 %>%  
 group\_by(gvkey) %>%  
 dplyr::summarize(  
 market\_value = mean(mkvalt)  
 )

## `summarise()` ungrouping output (override with `.groups` argument)

settlement\_ds\_subset$market\_value <- NA  
for (row in 1:nrow(settlement\_ds\_subset)){  
 settlement\_item\_gvkey <- as.integer(settlement\_ds\_subset[row, "gvkey"])  
 fundamental\_settlement\_row <- fundamentals\_ds\_settlement\_3 %>%  
 filter(gvkey == settlement\_item\_gvkey)  
 market\_value <- as.numeric(fundamental\_settlement\_row["market\_value"])  
 settlement\_ds\_subset$market\_value[settlement\_ds\_subset$gvkey == settlement\_item\_gvkey] <- market\_value \* 1000000  
}  
settlement\_ds\_subset\_display <- subset(settlement\_ds\_subset, select = c(gvkey,tic, market\_value))  
settlement\_ds\_subset\_display

## # A tibble: 10 x 3  
## # Groups: gvkey [10]  
## gvkey tic market\_value  
## <int> <fct> <dbl>  
## 1 3505 TAP 8830106250  
## 2 5301 GAPTQ 209809000  
## 3 7691 NAFC 377569300  
## 4 12785 PPC 2209474450  
## 5 24316 MNST 8186498150  
## 6 112968 MTEX 29807250  
## 7 149379 SPU 66938975  
## 8 178795 GRO NA  
## 9 114959 YUII 181237500  
## 10 163627 DMND 842417650

settlement\_ds\_subset$market\_value[settlement\_ds\_subset$tic == 'GRO'] <- as.numeric(72720449)  
  
settlement\_ds\_subset$settlement\_ratio\_2 <- as.numeric(settlement\_ds\_subset$litigation\_settlement/settlement\_ds\_subset$market\_value)  
  
settlement\_ds\_subset

## # A tibble: 10 x 12  
## # Groups: gvkey [10]  
## gvkey tic csho prccd\_m prcod\_m litigated litigation\_sett~ stk\_price\_m  
## <int> <fct> <dbl> <dbl> <dbl> <fct> <dbl> <dbl>  
## 1 3505 TAP 183. 47.2 40.0 1 6000000 43.6   
## 2 5301 GAPTQ 54.9 6.99 6.99 1 9000000 6.99  
## 3 7691 NAFC 12.2 29.5 29.5 1 6750000 29.5   
## 4 12785 PPC 237. 9.68 9.67 1 1500000 9.68  
## 5 24316 MNST 127. 61.2 61.1 1 47500000 61.1   
## 6 112968 MTEX 14.6 6.96 6.85 1 11250000 6.91  
## 7 149379 SPU 26.2 2.93 2.94 1 2200000 2.93  
## 8 178795 GRO 55.4 1.31 1.32 1 3750000 1.31  
## 9 114959 YUII 20.2 2.97 4.42 1 2700000 3.70  
## 10 163627 DMND 22.1 35.1 35.1 1 11000000 35.1   
## # ... with 4 more variables: market\_cap <dbl>, settlement\_ratio <dbl>,  
## # market\_value <dbl>, settlement\_ratio\_2 <dbl>

settlement\_ratio\_mean <- mean(settlement\_ds\_subset$settlement\_ratio\_2)  
settlement\_ratio\_medain <- median(settlement\_ds\_subset$settlement\_ratio\_2)  
settlement\_ratio\_mean

## [1] 0.05577476

settlement\_ratio\_medain

## [1] 0.01638755

settlement\_ds\_subset\_display <- subset(settlement\_ds\_subset, select = c(gvkey,tic, csho, prccd\_m, market\_value, litigation\_settlement, settlement\_ratio\_2))  
settlement\_ds\_subset\_display

## # A tibble: 10 x 7  
## # Groups: gvkey [10]  
## gvkey tic csho prccd\_m market\_value litigation\_settlem~ settlement\_ratio~  
## <int> <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 3505 TAP 183. 47.2 8830106250 6000000 0.000679  
## 2 5301 GAPTQ 54.9 6.99 209809000 9000000 0.0429   
## 3 7691 NAFC 12.2 29.5 377569300 6750000 0.0179   
## 4 12785 PPC 237. 9.68 2209474450 1500000 0.000679  
## 5 24316 MNST 127. 61.2 8186498150 47500000 0.00580   
## 6 112968 MTEX 14.6 6.96 29807250 11250000 0.377   
## 7 149379 SPU 26.2 2.93 66938975 2200000 0.0329   
## 8 178795 GRO 55.4 1.31 72720449 3750000 0.0516   
## 9 114959 YUII 20.2 2.97 181237500 2700000 0.0149   
## 10 163627 DMND 22.1 35.1 842417650 11000000 0.0131

write.csv(settlement\_ds\_subset\_display, file = "data/settlement\_ds.csv", row.names=FALSE)

target\_company\_ds\_settlement <- fundamentals\_ds\_filter %>%  
 filter(tic == 'SJM')  
target\_company\_market\_value <- mean(target\_company\_ds\_settlement$mkvalt) \* 1000000  
target\_company\_settlement\_amt <- target\_company\_market\_value \* settlement\_ratio\_mean  
target\_company\_market\_value

## [1] 9090440580

settlement\_ratio\_mean

## [1] 0.05577476

target\_company\_settlement\_amt

## [1] 507017124

settlement\_1 <- settlement\_ds\_subset$litigation\_settlement  
#inference(settlement\_1, est = "mean", type = "ci", method = "theoretical")  
std\_error <- function(x) sd(x)/sqrt(length(x))  
std\_error\_settlement\_amout <- std\_error(settlement\_1)  
std\_error\_settlement\_amout

## [1] 4296698

settlement\_amt\_high <- target\_company\_settlement\_amt + (1.96 \* std\_error\_settlement\_amout)  
settlement\_amt\_low <- target\_company\_settlement\_amt - (1.96 \* std\_error\_settlement\_amout)   
settlement\_amt\_high

## [1] 515438652

settlement\_amt\_low

## [1] 498595595

grouped\_data <- ds\_final %>%  
 group\_by(litigated) %>%  
 dplyr::summarise(  
 mean\_caps = mean(caps),  
 median\_caps = median(caps),  
 mean\_cshtrd\_m = mean(cshtrd\_m),  
 median\_cshtrd\_m = median(cshtrd\_m),  
 mean\_prccd\_m = mean(prccd\_m),  
 median\_prccd\_m = median(prccd\_m),  
 mean\_aco = mean(aco),  
 median\_aco = median(aco),  
 mean\_rect = mean(rect),  
 median\_rect = median(rect),  
 mean\_prcod\_m = mean(prcod\_m),  
 median\_prcod\_m = median(prcod\_m),  
 mean\_wcap = mean(wcap),  
 median\_wcap = median(wcap),  
 mean\_teq = mean(teq),  
 median\_teq = median(teq),  
 mean\_bkvlps = mean(bkvlps),  
 median\_bkvlps = median(bkvlps),  
 mean\_cstk = mean(cstk),  
 median\_cstk = median(cstk),  
 mean\_chech = mean(chech),  
 median\_chech = median(chech),  
 mean\_ebit = mean(ebit),  
 median\_ebit = median(ebit),  
 mean\_pe\_ratio = mean(pe\_ratio),  
 median\_pe\_ratio = median(pe\_ratio),  
 mean\_revt = mean(revt),  
 median\_revt = median(revt),  
 mean\_acominc = mean(acominc),  
 median\_acominc = median(acominc),  
 mean\_ao = mean(ao),  
 median\_ao = median(ao),  
 mean\_re = mean(re),  
 median\_re = median(re),  
 mean\_ch = mean(ch),  
 median\_ch = median(ch),  
 mean\_epspi = mean(epspi),  
 median\_epspi = median(epspi)  
 )

## `summarise()` ungrouping output (override with `.groups` argument)

grouped\_data

## # A tibble: 2 x 39  
## litigated mean\_caps median\_caps mean\_cshtrd\_m median\_cshtrd\_m mean\_prccd\_m  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0 874. 28.6 746804. 91751. 31.0  
## 2 1 1681. 316. 1935593. 494572. 28.1  
## # ... with 33 more variables: median\_prccd\_m <dbl>, mean\_aco <dbl>,  
## # median\_aco <dbl>, mean\_rect <dbl>, median\_rect <dbl>, mean\_prcod\_m <dbl>,  
## # median\_prcod\_m <dbl>, mean\_wcap <dbl>, median\_wcap <dbl>, mean\_teq <dbl>,  
## # median\_teq <dbl>, mean\_bkvlps <dbl>, median\_bkvlps <dbl>, mean\_cstk <dbl>,  
## # median\_cstk <dbl>, mean\_chech <dbl>, median\_chech <dbl>, mean\_ebit <dbl>,  
## # median\_ebit <dbl>, mean\_pe\_ratio <dbl>, median\_pe\_ratio <dbl>,  
## # mean\_revt <dbl>, median\_revt <dbl>, mean\_acominc <dbl>,  
## # median\_acominc <dbl>, mean\_ao <dbl>, median\_ao <dbl>, mean\_re <dbl>,  
## # median\_re <dbl>, mean\_ch <dbl>, median\_ch <dbl>, mean\_epspi <dbl>,  
## # median\_epspi <dbl>

ggplot(data = ds\_final)+  
 geom\_bar(aes(x = sp\_rating), fill = "#0073c2ff") +  
 xlab("age segments") +  
 ylab("number of patients") +  
 facet\_grid(litigated ~ .) +  
 theme\_minimal()
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