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set.seed(123)  
library(tidyverse)

## -- Attaching packages --------------------------------------------------------------------------------------------------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.2 v purrr 0.3.4  
## v tibble 3.0.1 v dplyr 1.0.0  
## v tidyr 1.1.0 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.5.0

## -- Conflicts ------------------------------------------------------------------------------------------------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(ROCR)  
library(gbm)

## Loaded gbm 2.1.8

library(ROSE)

## Loaded ROSE 0.0-3

library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(parallel)

medical\_ds <- read.csv("./data/data.csv")

summary(medical\_ds)

## encounter\_id patient\_nbr race   
## Min. : 12522 Min. : 135 AfricanAmerican:12887   
## 1st Qu.: 81458068 1st Qu.: 23375768 Asian : 497   
## Median :144057399 Median : 48166798 Caucasian :53491   
## Mean :156815588 Mean : 55051604 Hispanic : 1517   
## 3rd Qu.:215551324 3rd Qu.: 87522217 Other : 1178   
## Max. :443867222 Max. :189502619 NA's : 1948   
##   
## gender age weight admission\_type\_id  
## Female :38025 [70-80):18210 [75-100) : 1195 Min. :1.0   
## Male :33490 [60-70):15960 [50-75) : 781 1st Qu.:1.0   
## Unknown/Invalid: 3 [50-60):12466 [100-125): 566 Median :1.0   
## [80-90):11589 [125-150): 131 Mean :2.1   
## [40-50): 6878 [25-50) : 89 3rd Qu.:3.0   
## [30-40): 2699 (Other) : 91 Max. :8.0   
## (Other): 3716 NA's :68665   
## discharge\_disposition\_id admission\_source\_id time\_in\_hospital payer\_code   
## Min. : 1.000 Min. : 1.000 Min. : 1.000 MC :20414   
## 1st Qu.: 1.000 1st Qu.: 1.000 1st Qu.: 2.000 HM : 4022   
## Median : 1.000 Median : 7.000 Median : 3.000 BC : 3432   
## Mean : 3.593 Mean : 5.657 Mean : 4.289 SP : 3347   
## 3rd Qu.: 3.000 3rd Qu.: 7.000 3rd Qu.: 6.000 MD : 2197   
## Max. :28.000 Max. :25.000 Max. :14.000 (Other): 7063   
## NA's :31043   
## medical\_specialty num\_lab\_procedures num\_procedures   
## InternalMedicine :10919 Min. : 1.00 Min. :0.000   
## Family/GeneralPractice: 5118 1st Qu.: 31.00 1st Qu.:0.000   
## Emergency/Trauma : 4465 Median : 44.00 Median :1.000   
## Cardiology : 4266 Mean : 43.08 Mean :1.431   
## Surgery-General : 2221 3rd Qu.: 57.00 3rd Qu.:2.000   
## (Other) :10052 Max. :132.00 Max. :6.000   
## NA's :34477   
## num\_medications number\_outpatient number\_emergency number\_inpatient   
## Min. : 1.00 Min. : 0.0000 Min. : 0.0000 Min. : 0.0000   
## 1st Qu.:10.00 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0000   
## Median :14.00 Median : 0.0000 Median : 0.0000 Median : 0.0000   
## Mean :15.71 Mean : 0.2801 Mean : 0.1035 Mean : 0.1778   
## 3rd Qu.:20.00 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.: 0.0000   
## Max. :81.00 Max. :42.0000 Max. :42.0000 Max. :12.0000   
##   
## diag\_1 diag\_2 diag\_3 number\_diagnoses max\_glu\_serum  
## 414 : 5233 250 : 5009 250 : 9039 Min. : 1.000 >200: 969   
## 428 : 3980 276 : 4604 401 : 6588 1st Qu.: 6.000 >300: 756   
## 786 : 3040 428 : 4335 276 : 3448 Median : 8.000 None:68062   
## 410 : 2902 427 : 3539 428 : 2847 Mean : 7.246 Norm: 1731   
## 486 : 2439 401 : 3088 427 : 2707 3rd Qu.: 9.000   
## (Other):53913 (Other):50649 (Other):45664 Max. :16.000   
## NA's : 11 NA's : 294 NA's : 1225   
## A1Cresult metformin repaglinide nateglinide chlorpropamide  
## >7 : 2891 Down : 435 Down : 29 Down : 8 Down : 1   
## >8 : 6304 No :56527 No :70592 No :71020 No :71446   
## None:58532 Steady:13718 Steady: 824 Steady: 474 Steady: 67   
## Norm: 3791 Up : 838 Up : 73 Up : 16 Up : 4   
##   
##   
##   
## glimepiride acetohexamide glipizide glyburide tolbutamide   
## Down : 138 No :71517 Down : 378 Down : 421 No :71499   
## No :67773 Steady: 1 No :62412 No :63664 Steady: 19   
## Steady: 3372 Steady: 8150 Steady: 6812   
## Up : 235 Up : 578 Up : 621   
##   
##   
##   
## pioglitazone rosiglitazone acarbose miglitol troglitazone   
## Down : 81 Down : 75 No :71316 Down : 1 No :71515   
## No :66210 No :66817 Steady: 192 No :71498 Steady: 3   
## Steady: 5047 Steady: 4490 Up : 10 Steady: 18   
## Up : 180 Up : 136 Up : 1   
##   
##   
##   
## tolazamide examide citoglipton insulin glyburide.metformin  
## No :71488 No:71518 No:71518 Down : 7505 Down : 4   
## Steady: 30 No :34921 No :71016   
## Steady:22129 Steady: 491   
## Up : 6963 Up : 7   
##   
##   
##   
## glipizide.metformin glimepiride.pioglitazone metformin.rosiglitazone  
## No :71511 No:71518 No :71516   
## Steady: 7 Steady: 2   
##   
##   
##   
##   
##   
## metformin.pioglitazone change diabetesMed readmitted   
## No :71517 Ch:32024 No :17199 <30: 6293   
## Steady: 1 No:39494 Yes:54319 >30:22240   
## NO :42985   
##   
##   
##   
##

nrow(medical\_ds)

## [1] 71518

age\_plot <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = age), fill = "#0073C2FF") +  
 xlab("Age segments") +   
 ylab("Number of patients") +   
 theme\_minimal()   
  
race\_plot <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = race), fill = "#0073C2FF") +  
 xlab("Race") +   
 ylab("Number of patients") +   
 theme\_minimal()   
  
  
gender\_plot <- ggplot(data = medical\_ds, aes(x="", fill=gender))+  
 geom\_bar(width = 1) +  
 coord\_polar("y") +  
 scale\_fill\_brewer(palette="Dark2") +  
 theme\_minimal()  
  
grid.arrange(age\_plot, race\_plot)
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gender\_plot
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metformin <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = metformin), fill = "#0073C2FF") +  
 xlab("metformin") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
insulin <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = insulin), fill = "#0073C2FF") +  
 xlab("insulin") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
repaglinide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = repaglinide), fill = "#0073C2FF") +  
 xlab("repaglinide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
nateglinide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = nateglinide), fill = "#0073C2FF") +  
 xlab("nateglinide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
chlorpropamide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = chlorpropamide), fill = "#0073C2FF") +  
 xlab("chlorpropamide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
glimepiride <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = glimepiride), fill = "#0073C2FF") +  
 xlab("glimepiride") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
acetohexamide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = acetohexamide), fill = "#0073C2FF") +  
 xlab("repaglinide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
glipizide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = glipizide), fill = "#0073C2FF") +  
 xlab("glipizide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
glyburide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = glyburide), fill = "#0073C2FF") +  
 xlab("glyburide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
grid.arrange(metformin, insulin,repaglinide,nateglinide,chlorpropamide,glimepiride,acetohexamide,glipizide,glyburide, ncol=3)
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tolbutamide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = tolbutamide), fill = "#0073C2FF") +  
 xlab("tolbutamide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
pioglitazone <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = pioglitazone), fill = "#0073C2FF") +  
 xlab("repaglinide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
rosiglitazone <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = rosiglitazone), fill = "#0073C2FF") +  
 xlab("rosiglitazone") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
acarbose <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = acarbose), fill = "#0073C2FF") +  
 xlab("acarbose") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
miglitol <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = miglitol), fill = "#0073C2FF") +  
 xlab("miglitol") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
troglitazone <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = troglitazone), fill = "#0073C2FF") +  
 xlab("troglitazone") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
tolazamide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = tolazamide), fill = "#0073C2FF") +  
 xlab("tolazamide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
examide <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = examide), fill = "#0073C2FF") +  
 xlab("examide") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
citoglipton <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = citoglipton), fill = "#0073C2FF") +  
 xlab("citoglipton") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
grid.arrange(tolbutamide,pioglitazone,rosiglitazone,acarbose,miglitol,troglitazone,tolazamide,examide,citoglipton, ncol=3)
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glyburide.metformin <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = glyburide.metformin), fill = "#0073C2FF") +  
 xlab("glyburide.metformin") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
glipizide.metformin <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = glipizide.metformin), fill = "#0073C2FF") +  
 xlab("glipizide.metformin") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
glimepiride.pioglitazone <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = glimepiride.pioglitazone), fill = "#0073C2FF") +  
 xlab("glimepiride.pioglitazone") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
metformin.rosiglitazone <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = metformin.rosiglitazone), fill = "#0073C2FF") +  
 xlab("metformin.rosiglitazone") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
metformin.pioglitazone <- ggplot(data = medical\_ds)+  
 geom\_bar(aes(x = metformin.pioglitazone), fill = "#0073C2FF") +  
 xlab("metformin.pioglitazone") +   
 ylab("# patients") +   
 coord\_flip() +  
 theme\_minimal()   
  
grid.arrange(glyburide.metformin, glipizide.metformin,glimepiride.pioglitazone,metformin.rosiglitazone,metformin.pioglitazone, ncol=3)
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medical\_ds\_1 <- medical\_ds[,c(  
 "age", "race", "gender", "admission\_type\_id","discharge\_disposition\_id", "admission\_source\_id", "time\_in\_hospital","num\_lab\_procedures",  
 "num\_procedures","num\_medications","number\_outpatient","number\_emergency","number\_inpatient",  
 "diag\_1","diag\_2","diag\_3","number\_diagnoses","change","max\_glu\_serum","A1Cresult","metformin",  
 "glimepiride","glipizide","glyburide","pioglitazone","rosiglitazone",  
 "insulin","readmitted"  
 )]  
summary(medical\_ds\_1)

## age race gender   
## [70-80):18210 AfricanAmerican:12887 Female :38025   
## [60-70):15960 Asian : 497 Male :33490   
## [50-60):12466 Caucasian :53491 Unknown/Invalid: 3   
## [80-90):11589 Hispanic : 1517   
## [40-50): 6878 Other : 1178   
## [30-40): 2699 NA's : 1948   
## (Other): 3716   
## admission\_type\_id discharge\_disposition\_id admission\_source\_id  
## Min. :1.0 Min. : 1.000 Min. : 1.000   
## 1st Qu.:1.0 1st Qu.: 1.000 1st Qu.: 1.000   
## Median :1.0 Median : 1.000 Median : 7.000   
## Mean :2.1 Mean : 3.593 Mean : 5.657   
## 3rd Qu.:3.0 3rd Qu.: 3.000 3rd Qu.: 7.000   
## Max. :8.0 Max. :28.000 Max. :25.000   
##   
## time\_in\_hospital num\_lab\_procedures num\_procedures num\_medications  
## Min. : 1.000 Min. : 1.00 Min. :0.000 Min. : 1.00   
## 1st Qu.: 2.000 1st Qu.: 31.00 1st Qu.:0.000 1st Qu.:10.00   
## Median : 3.000 Median : 44.00 Median :1.000 Median :14.00   
## Mean : 4.289 Mean : 43.08 Mean :1.431 Mean :15.71   
## 3rd Qu.: 6.000 3rd Qu.: 57.00 3rd Qu.:2.000 3rd Qu.:20.00   
## Max. :14.000 Max. :132.00 Max. :6.000 Max. :81.00   
##   
## number\_outpatient number\_emergency number\_inpatient diag\_1   
## Min. : 0.0000 Min. : 0.0000 Min. : 0.0000 414 : 5233   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0000 428 : 3980   
## Median : 0.0000 Median : 0.0000 Median : 0.0000 786 : 3040   
## Mean : 0.2801 Mean : 0.1035 Mean : 0.1778 410 : 2902   
## 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.: 0.0000 486 : 2439   
## Max. :42.0000 Max. :42.0000 Max. :12.0000 (Other):53913   
## NA's : 11   
## diag\_2 diag\_3 number\_diagnoses change max\_glu\_serum  
## 250 : 5009 250 : 9039 Min. : 1.000 Ch:32024 >200: 969   
## 276 : 4604 401 : 6588 1st Qu.: 6.000 No:39494 >300: 756   
## 428 : 4335 276 : 3448 Median : 8.000 None:68062   
## 427 : 3539 428 : 2847 Mean : 7.246 Norm: 1731   
## 401 : 3088 427 : 2707 3rd Qu.: 9.000   
## (Other):50649 (Other):45664 Max. :16.000   
## NA's : 294 NA's : 1225   
## A1Cresult metformin glimepiride glipizide glyburide   
## >7 : 2891 Down : 435 Down : 138 Down : 378 Down : 421   
## >8 : 6304 No :56527 No :67773 No :62412 No :63664   
## None:58532 Steady:13718 Steady: 3372 Steady: 8150 Steady: 6812   
## Norm: 3791 Up : 838 Up : 235 Up : 578 Up : 621   
##   
##   
##   
## pioglitazone rosiglitazone insulin readmitted   
## Down : 81 Down : 75 Down : 7505 <30: 6293   
## No :66210 No :66817 No :34921 >30:22240   
## Steady: 5047 Steady: 4490 Steady:22129 NO :42985   
## Up : 180 Up : 136 Up : 6963   
##   
##   
##

medical\_ds\_2 <- na.omit(medical\_ds\_1, cols = c("race","gender", "diag\_1", "diag\_2", "diag\_3"))  
nrow(medical\_ds\_2)

## [1] 68358

medical\_ds\_3 <- medical\_ds\_2 %>%  
 filter(!(discharge\_disposition\_id %in% c(11,19,20,21)))  
nrow(medical\_ds\_3)

## [1] 67301

medical\_ds\_3 <- medical\_ds\_3 %>%  
 filter(gender != 'Unknown/Invalid')  
nrow(medical\_ds\_3)

## [1] 67300

summary(medical\_ds\_3)

## age race gender   
## [70-80):17275 AfricanAmerican:12416 Female :35896   
## [60-70):15182 Asian : 477 Male :31404   
## [50-60):11864 Caucasian :51810 Unknown/Invalid: 0   
## [80-90):10886 Hispanic : 1458   
## [40-50): 6462 Other : 1139   
## [30-40): 2498   
## (Other): 3133   
## admission\_type\_id discharge\_disposition\_id admission\_source\_id  
## Min. :1.000 Min. : 1.00 Min. : 1.000   
## 1st Qu.:1.000 1st Qu.: 1.00 1st Qu.: 1.000   
## Median :1.000 Median : 1.00 Median : 7.000   
## Mean :2.109 Mean : 3.52 Mean : 5.665   
## 3rd Qu.:3.000 3rd Qu.: 3.00 3rd Qu.: 7.000   
## Max. :8.000 Max. :28.00 Max. :25.000   
##   
## time\_in\_hospital num\_lab\_procedures num\_procedures num\_medications  
## Min. : 1.000 Min. : 1.00 Min. :0.000 Min. : 1.00   
## 1st Qu.: 2.000 1st Qu.: 31.00 1st Qu.:0.000 1st Qu.:10.00   
## Median : 4.000 Median : 44.00 Median :1.000 Median :14.00   
## Mean : 4.313 Mean : 42.98 Mean :1.437 Mean :15.78   
## 3rd Qu.: 6.000 3rd Qu.: 57.00 3rd Qu.:2.000 3rd Qu.:20.00   
## Max. :14.000 Max. :132.00 Max. :6.000 Max. :81.00   
##   
## number\_outpatient number\_emergency number\_inpatient diag\_1   
## Min. : 0.0000 Min. : 0.0000 Min. : 0.0000 414 : 5027   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0000 428 : 3805   
## Median : 0.0000 Median : 0.0000 Median : 0.0000 786 : 2929   
## Mean : 0.2862 Mean : 0.1063 Mean : 0.1804 410 : 2704   
## 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.: 0.0000 486 : 2307   
## Max. :42.0000 Max. :42.0000 Max. :12.0000 427 : 1967   
## (Other):48561   
## diag\_2 diag\_3 number\_diagnoses change max\_glu\_serum  
## 250 : 4396 250 : 8700 Min. : 3.000 Ch:30225 >200: 913   
## 276 : 4329 401 : 6377 1st Qu.: 6.000 No:37075 >300: 691   
## 428 : 4141 276 : 3281 Median : 8.000 None:64038   
## 427 : 3370 428 : 2718 Mean : 7.336 Norm: 1658   
## 401 : 2964 414 : 2569 3rd Qu.: 9.000   
## 599 : 2175 427 : 2551 Max. :16.000   
## (Other):45925 (Other):41104   
## A1Cresult metformin glimepiride glipizide glyburide   
## >7 : 2779 Down : 413 Down : 131 Down : 360 Down : 396   
## >8 : 5712 No :53029 No :63754 No :58588 No :59828   
## None:55175 Steady:13065 Steady: 3192 Steady: 7789 Steady: 6479   
## Norm: 3634 Up : 793 Up : 223 Up : 563 Up : 597   
##   
##   
##   
## pioglitazone rosiglitazone insulin readmitted   
## Down : 79 Down : 72 Down : 7083 <30: 6090   
## No :62223 No :62797 No :33183 >30:21539   
## Steady: 4827 Steady: 4302 Steady:20547 NO :39671   
## Up : 171 Up : 129 Up : 6487   
##   
##   
##

medical\_ds\_3$readmitted\_enc[medical\_ds\_3$readmitted == '<30'] <- 1  
medical\_ds\_3$readmitted\_enc[medical\_ds\_3$readmitted == '>30'] <- 1  
medical\_ds\_3$readmitted\_enc[medical\_ds\_3$readmitted == 'NO'] <- 0  
medical\_ds\_3$readmitted\_enc <- factor(medical\_ds\_3$readmitted\_enc)

medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[0-10)'] <- 'Young'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[10-20)'] <- 'Young'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[20-30)'] <- 'Young'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[30-40)'] <- 'Young'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[40-50)'] <- 'Middle-aged'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[50-60)'] <- 'Middle-aged'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[60-70)'] <- 'Old'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[70-80)'] <- 'Old'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[80-90)'] <- 'Older'  
medical\_ds\_3$age\_enc[medical\_ds\_3$age == '[90-100)'] <- 'Older'  
medical\_ds\_3$age\_enc <- factor(medical\_ds\_3$age\_enc)  
summary(medical\_ds\_3)

## age race gender   
## [70-80):17275 AfricanAmerican:12416 Female :35896   
## [60-70):15182 Asian : 477 Male :31404   
## [50-60):11864 Caucasian :51810 Unknown/Invalid: 0   
## [80-90):10886 Hispanic : 1458   
## [40-50): 6462 Other : 1139   
## [30-40): 2498   
## (Other): 3133   
## admission\_type\_id discharge\_disposition\_id admission\_source\_id  
## Min. :1.000 Min. : 1.00 Min. : 1.000   
## 1st Qu.:1.000 1st Qu.: 1.00 1st Qu.: 1.000   
## Median :1.000 Median : 1.00 Median : 7.000   
## Mean :2.109 Mean : 3.52 Mean : 5.665   
## 3rd Qu.:3.000 3rd Qu.: 3.00 3rd Qu.: 7.000   
## Max. :8.000 Max. :28.00 Max. :25.000   
##   
## time\_in\_hospital num\_lab\_procedures num\_procedures num\_medications  
## Min. : 1.000 Min. : 1.00 Min. :0.000 Min. : 1.00   
## 1st Qu.: 2.000 1st Qu.: 31.00 1st Qu.:0.000 1st Qu.:10.00   
## Median : 4.000 Median : 44.00 Median :1.000 Median :14.00   
## Mean : 4.313 Mean : 42.98 Mean :1.437 Mean :15.78   
## 3rd Qu.: 6.000 3rd Qu.: 57.00 3rd Qu.:2.000 3rd Qu.:20.00   
## Max. :14.000 Max. :132.00 Max. :6.000 Max. :81.00   
##   
## number\_outpatient number\_emergency number\_inpatient diag\_1   
## Min. : 0.0000 Min. : 0.0000 Min. : 0.0000 414 : 5027   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.: 0.0000 428 : 3805   
## Median : 0.0000 Median : 0.0000 Median : 0.0000 786 : 2929   
## Mean : 0.2862 Mean : 0.1063 Mean : 0.1804 410 : 2704   
## 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.: 0.0000 486 : 2307   
## Max. :42.0000 Max. :42.0000 Max. :12.0000 427 : 1967   
## (Other):48561   
## diag\_2 diag\_3 number\_diagnoses change max\_glu\_serum  
## 250 : 4396 250 : 8700 Min. : 3.000 Ch:30225 >200: 913   
## 276 : 4329 401 : 6377 1st Qu.: 6.000 No:37075 >300: 691   
## 428 : 4141 276 : 3281 Median : 8.000 None:64038   
## 427 : 3370 428 : 2718 Mean : 7.336 Norm: 1658   
## 401 : 2964 414 : 2569 3rd Qu.: 9.000   
## 599 : 2175 427 : 2551 Max. :16.000   
## (Other):45925 (Other):41104   
## A1Cresult metformin glimepiride glipizide glyburide   
## >7 : 2779 Down : 413 Down : 131 Down : 360 Down : 396   
## >8 : 5712 No :53029 No :63754 No :58588 No :59828   
## None:55175 Steady:13065 Steady: 3192 Steady: 7789 Steady: 6479   
## Norm: 3634 Up : 793 Up : 223 Up : 563 Up : 597   
##   
##   
##   
## pioglitazone rosiglitazone insulin readmitted readmitted\_enc  
## Down : 79 Down : 72 Down : 7083 <30: 6090 0:39671   
## No :62223 No :62797 No :33183 >30:21539 1:27629   
## Steady: 4827 Steady: 4302 Steady:20547 NO :39671   
## Up : 171 Up : 129 Up : 6487   
##   
##   
##   
## age\_enc   
## Middle-aged:18326   
## Old :32457   
## Older :12629   
## Young : 3888   
##   
##   
##

medical\_ds\_3$gender <- factor(medical\_ds\_3$gender)

medical\_ds\_3$race <- factor(medical\_ds\_3$race)

medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id <= 3] <- "Referral"  
  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 4] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 5] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 6] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 10] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 18] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 22] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 25] <- "Transfer"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 26] <- "Transfer"  
  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 11] <- "Birth"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 12] <- "Birth"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 13] <- "Birth"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 14] <- "Birth"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 23] <- "Birth"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 24] <- "Birth"  
  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 7] <- "Misc"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 8] <- "Misc"  
  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 9] <- "Unknown"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 15] <- "Unknown"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 17] <- "Unknown"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 19] <- "Unknown"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 20] <- "Unknown"  
medical\_ds\_3$admission\_source\_id\_enc[medical\_ds\_3$admission\_source\_id == 21] <- "Unknown"  
medical\_ds\_3$admission\_source\_id\_enc <- factor(medical\_ds\_3$admission\_source\_id\_enc)

medical\_ds\_3$admission\_type\_id\_enc[medical\_ds\_3$admission\_type\_id == 1] <- "Emergency"  
medical\_ds\_3$admission\_type\_id\_enc[medical\_ds\_3$admission\_type\_id == 2] <- "Urgent"  
medical\_ds\_3$admission\_type\_id\_enc[medical\_ds\_3$admission\_type\_id == 3] <- "Elective"  
medical\_ds\_3$admission\_type\_id\_enc[medical\_ds\_3$admission\_type\_id >= 4] <- "Other"  
medical\_ds\_3$admission\_type\_id\_enc <- factor(medical\_ds\_3$admission\_type\_id\_enc)

medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 6] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 8] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 15] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 16] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 17] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 22] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 23] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 24] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 27] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 28] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 29] <- "Discharged"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 30] <- "Discharged"  
  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 13] <- "Hospice"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 14] <- "Hospice"  
  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 7] <- "Misc"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 9] <- "Misc"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 10] <- "Misc"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 12] <- "Misc"  
  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 18] <- "Unknown"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 25] <- "Unknown"  
medical\_ds\_3$discharge\_disposition\_id\_enc[medical\_ds\_3$discharge\_disposition\_id <= 26] <- "Unknown"  
medical\_ds\_3$discharge\_disposition\_id\_enc <- factor(medical\_ds\_3$discharge\_disposition\_id\_enc)

medical\_ds\_3$max\_glu\_serum <- factor(medical\_ds\_3$max\_glu\_serum)  
medical\_ds\_3$A1Cresult <- factor(medical\_ds\_3$A1Cresult)  
medical\_ds\_3$change <- factor(medical\_ds\_3$change)  
medical\_ds\_3$metformin <- factor(medical\_ds\_3$metformin)  
medical\_ds\_3$insulin <- factor(medical\_ds\_3$insulin)

medical\_ds\_3$diag\_1 <- as.numeric(medical\_ds\_3$diag\_1)  
#medical\_ds\_3$diag\_1\_enc <- 0  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 390 & medical\_ds\_3$diag\_1 <= 459] <- "Circulatory"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 == 785] <- "Circulatory"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 460 & medical\_ds\_3$diag\_1 <= 519] <- "Respiratory"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 == 786] <- "Respiratory"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 520 & medical\_ds\_3$diag\_1 <= 579] <- "Digestive"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 == 787] <- "Digestive"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 == 250] <- "Diabetes"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 250.00 & medical\_ds\_3$diag\_1 <= 250.99] <- "Diabetes"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 800 & medical\_ds\_3$diag\_1 <= 999] <- "Injury"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 710 & medical\_ds\_3$diag\_1 <= 739] <- "Musculoskeletal"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 580 & medical\_ds\_3$diag\_1 <= 629] <- "Genitourinary"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 == 788] <- "Genitourinary"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 140 & medical\_ds\_3$diag\_1 <= 239] <- "Neoplasms"  
  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 == 780 | medical\_ds\_3$diag\_1 == 782 | medical\_ds\_3$diag\_1 == 781 | medical\_ds\_3$diag\_1 == 784] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 790 & medical\_ds\_3$diag\_1 <= 799] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 240 & medical\_ds\_3$diag\_1 <= 249] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 251 & medical\_ds\_3$diag\_1 <= 279] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 680 & medical\_ds\_3$diag\_1 <= 709] <- "Other"  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 1 & medical\_ds\_3$diag\_1 <= 139] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 290 & medical\_ds\_3$diag\_1 <= 319] <- "Other"  
  
  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 280 & medical\_ds\_3$diag\_1 <= 289] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 320 & medical\_ds\_3$diag\_1 <= 359] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 630 & medical\_ds\_3$diag\_1 <= 679] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 360 & medical\_ds\_3$diag\_1 <= 389] <- "Other"  
medical\_ds\_3$diag\_1\_enc[medical\_ds\_3$diag\_1 >= 740 & medical\_ds\_3$diag\_1 <= 759] <- "Other"  
medical\_ds\_3$diag\_1\_enc <- factor(medical\_ds\_3$diag\_1\_enc)  
levels(medical\_ds\_3$diag\_1\_enc)

## [1] "Circulatory" "Diabetes" "Digestive" "Genitourinary"  
## [5] "Neoplasms" "Other" "Respiratory"

summary(medical\_ds\_3$diag\_1)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.0 254.0 293.0 331.4 453.0 696.0

medical\_ds\_3$diag\_2 <- as.numeric(medical\_ds\_3$diag\_2)  
#medical\_ds\_3$diag\_2\_enc <- 0  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 390 & medical\_ds\_3$diag\_2 <= 459] <- "Circulatory"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 == 785] <- "Circulatory"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 460 & medical\_ds\_3$diag\_2 <= 519] <- "Respiratory"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 == 786] <- "Respiratory"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 520 & medical\_ds\_3$diag\_2 <= 579] <- "Digestive"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 == 787] <- "Digestive"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 == 250] <- "Diabetes"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 250.00 & medical\_ds\_3$diag\_2 <= 250.99] <- "Diabetes"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 800 & medical\_ds\_3$diag\_2 <= 999] <- "Injury"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 710 & medical\_ds\_3$diag\_2 <= 739] <- "Musculoskeletal"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 580 & medical\_ds\_3$diag\_2 <= 629] <- "Genitourinary"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 == 788] <- "Genitourinary"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 140 & medical\_ds\_3$diag\_2 <= 239] <- "Neoplasms"  
  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 == 780 | medical\_ds\_3$diag\_2 == 782 | medical\_ds\_3$diag\_2 == 781 | medical\_ds\_3$diag\_2 == 784] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 790 & medical\_ds\_3$diag\_2 <= 799] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 240 & medical\_ds\_3$diag\_2 <= 249] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 251 & medical\_ds\_3$diag\_2 <= 279] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 680 & medical\_ds\_3$diag\_2 <= 709] <- "Other"  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 1 & medical\_ds\_3$diag\_2 <= 139] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 290 & medical\_ds\_3$diag\_2 <= 319] <- "Other"  
  
  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 280 & medical\_ds\_3$diag\_2 <= 289] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 320 & medical\_ds\_3$diag\_2 <= 359] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 630 & medical\_ds\_3$diag\_2 <= 679] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 360 & medical\_ds\_3$diag\_2 <= 389] <- "Other"  
medical\_ds\_3$diag\_2\_enc[medical\_ds\_3$diag\_2 >= 740 & medical\_ds\_3$diag\_2 <= 759] <- "Other"  
medical\_ds\_3$diag\_2\_enc <- factor(medical\_ds\_3$diag\_2\_enc)  
levels(medical\_ds\_3$diag\_2\_enc)

## [1] "Circulatory" "Diabetes" "Digestive" "Genitourinary"   
## [5] "Musculoskeletal" "Neoplasms" "Other" "Respiratory"

summary(medical\_ds\_3$diag\_2)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.0 138.0 251.0 267.7 364.0 725.0

medical\_ds\_3$diag\_3 <- as.numeric(medical\_ds\_3$diag\_3)  
#medical\_ds\_3$diag\_3\_enc <- 0  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 390 & medical\_ds\_3$diag\_3 <= 459] <- "Circulatory"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 == 785] <- "Circulatory"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 460 & medical\_ds\_3$diag\_3 <= 519] <- "Respiratory"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 == 786] <- "Respiratory"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 520 & medical\_ds\_3$diag\_3 <= 579] <- "Digestive"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 == 787] <- "Digestive"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 == 250] <- "Diabetes"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 250.00 & medical\_ds\_3$diag\_3 <= 250.99] <- "Diabetes"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 800 & medical\_ds\_3$diag\_3 <= 999] <- "Injury"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 710 & medical\_ds\_3$diag\_3 <= 739] <- "Musculoskeletal"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 580 & medical\_ds\_3$diag\_3 <= 629] <- "Genitourinary"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 == 788] <- "Genitourinary"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 140 & medical\_ds\_3$diag\_3 <= 239] <- "Neoplasms"  
  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 == 780 | medical\_ds\_3$diag\_3 == 782 | medical\_ds\_3$diag\_3 == 781 | medical\_ds\_3$diag\_3 == 784] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 790 & medical\_ds\_3$diag\_3 <= 799] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 240 & medical\_ds\_3$diag\_3 <= 249] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 251 & medical\_ds\_3$diag\_3 <= 279] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 680 & medical\_ds\_3$diag\_3 <= 709] <- "Other"  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 1 & medical\_ds\_3$diag\_3 <= 139] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 290 & medical\_ds\_3$diag\_3 <= 319] <- "Other"  
  
  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 280 & medical\_ds\_3$diag\_3 <= 289] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 320 & medical\_ds\_3$diag\_3 <= 359] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 630 & medical\_ds\_3$diag\_3 <= 679] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 360 & medical\_ds\_3$diag\_3 <= 389] <- "Other"  
medical\_ds\_3$diag\_3\_enc[medical\_ds\_3$diag\_3 >= 740 & medical\_ds\_3$diag\_3 <= 759] <- "Other"  
medical\_ds\_3$diag\_3\_enc <- factor(medical\_ds\_3$diag\_3\_enc)  
levels(medical\_ds\_3$diag\_3\_enc)

## [1] "Circulatory" "Diabetes" "Digestive" "Genitourinary"   
## [5] "Musculoskeletal" "Neoplasms" "Other" "Respiratory"

summary(medical\_ds\_3$diag\_3)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.0 131.0 242.0 266.4 344.0 758.0

final\_medical\_ds\_1 <- medical\_ds\_3  
summary(final\_medical\_ds\_1)

## age race gender admission\_type\_id  
## [70-80):17275 AfricanAmerican:12416 Female:35896 Min. :1.000   
## [60-70):15182 Asian : 477 Male :31404 1st Qu.:1.000   
## [50-60):11864 Caucasian :51810 Median :1.000   
## [80-90):10886 Hispanic : 1458 Mean :2.109   
## [40-50): 6462 Other : 1139 3rd Qu.:3.000   
## [30-40): 2498 Max. :8.000   
## (Other): 3133   
## discharge\_disposition\_id admission\_source\_id time\_in\_hospital  
## Min. : 1.00 Min. : 1.000 Min. : 1.000   
## 1st Qu.: 1.00 1st Qu.: 1.000 1st Qu.: 2.000   
## Median : 1.00 Median : 7.000 Median : 4.000   
## Mean : 3.52 Mean : 5.665 Mean : 4.313   
## 3rd Qu.: 3.00 3rd Qu.: 7.000 3rd Qu.: 6.000   
## Max. :28.00 Max. :25.000 Max. :14.000   
##   
## num\_lab\_procedures num\_procedures num\_medications number\_outpatient  
## Min. : 1.00 Min. :0.000 Min. : 1.00 Min. : 0.0000   
## 1st Qu.: 31.00 1st Qu.:0.000 1st Qu.:10.00 1st Qu.: 0.0000   
## Median : 44.00 Median :1.000 Median :14.00 Median : 0.0000   
## Mean : 42.98 Mean :1.437 Mean :15.78 Mean : 0.2862   
## 3rd Qu.: 57.00 3rd Qu.:2.000 3rd Qu.:20.00 3rd Qu.: 0.0000   
## Max. :132.00 Max. :6.000 Max. :81.00 Max. :42.0000   
##   
## number\_emergency number\_inpatient diag\_1 diag\_2   
## Min. : 0.0000 Min. : 0.0000 Min. : 1.0 Min. : 1.0   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.:254.0 1st Qu.:138.0   
## Median : 0.0000 Median : 0.0000 Median :293.0 Median :251.0   
## Mean : 0.1063 Mean : 0.1804 Mean :331.4 Mean :267.7   
## 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.:453.0 3rd Qu.:364.0   
## Max. :42.0000 Max. :12.0000 Max. :696.0 Max. :725.0   
##   
## diag\_3 number\_diagnoses change max\_glu\_serum A1Cresult   
## Min. : 1.0 Min. : 3.000 Ch:30225 >200: 913 >7 : 2779   
## 1st Qu.:131.0 1st Qu.: 6.000 No:37075 >300: 691 >8 : 5712   
## Median :242.0 Median : 8.000 None:64038 None:55175   
## Mean :266.4 Mean : 7.336 Norm: 1658 Norm: 3634   
## 3rd Qu.:344.0 3rd Qu.: 9.000   
## Max. :758.0 Max. :16.000   
##   
## metformin glimepiride glipizide glyburide pioglitazone   
## Down : 413 Down : 131 Down : 360 Down : 396 Down : 79   
## No :53029 No :63754 No :58588 No :59828 No :62223   
## Steady:13065 Steady: 3192 Steady: 7789 Steady: 6479 Steady: 4827   
## Up : 793 Up : 223 Up : 563 Up : 597 Up : 171   
##   
##   
##   
## rosiglitazone insulin readmitted readmitted\_enc age\_enc   
## Down : 72 Down : 7083 <30: 6090 0:39671 Middle-aged:18326   
## No :62797 No :33183 >30:21539 1:27629 Old :32457   
## Steady: 4302 Steady:20547 NO :39671 Older :12629   
## Up : 129 Up : 6487 Young : 3888   
##   
##   
##   
## admission\_source\_id\_enc admission\_type\_id\_enc discharge\_disposition\_id\_enc  
## Birth : 4 Elective :13259 Discharged: 92   
## Misc :36320 Emergency:34293 Unknown :67208   
## Referral:21764 Other : 7697   
## Transfer: 4328 Urgent :12051   
## Unknown : 4884   
##   
##   
## diag\_1\_enc diag\_2\_enc diag\_3\_enc   
## Circulatory : 4293 Other :46260 Other :44733   
## Diabetes : 304 Neoplasms :10999 Neoplasms :12840   
## Digestive : 7591 Respiratory : 4359 Respiratory : 3698   
## Genitourinary: 409 Circulatory : 3101 Circulatory : 2771   
## Neoplasms : 5511 Diabetes : 859 Digestive : 1903   
## Other :43567 Genitourinary: 820 Musculoskeletal: 1076   
## Respiratory : 5625 (Other) : 902 (Other) : 279

# split the data into training and (held-out) test sets  
training\_ind <- createDataPartition(final\_medical\_ds\_1$readmitted\_enc,  
p = 0.75,  
list = FALSE,  
times = 1)  
training\_set <- final\_medical\_ds\_1[training\_ind, ]  
test\_set <- final\_medical\_ds\_1[-training\_ind, ]

summary(training\_set)

## age race gender admission\_type\_id  
## [70-80):12940 AfricanAmerican: 9254 Female:26947 Min. :1.000   
## [60-70):11351 Asian : 362 Male :23529 1st Qu.:1.000   
## [50-60): 8928 Caucasian :38876 Median :1.000   
## [80-90): 8157 Hispanic : 1103 Mean :2.112   
## [40-50): 4867 Other : 881 3rd Qu.:3.000   
## [30-40): 1886 Max. :8.000   
## (Other): 2347   
## discharge\_disposition\_id admission\_source\_id time\_in\_hospital  
## Min. : 1.000 Min. : 1.000 Min. : 1.000   
## 1st Qu.: 1.000 1st Qu.: 1.000 1st Qu.: 2.000   
## Median : 1.000 Median : 7.000 Median : 4.000   
## Mean : 3.536 Mean : 5.658 Mean : 4.322   
## 3rd Qu.: 3.000 3rd Qu.: 7.000 3rd Qu.: 6.000   
## Max. :28.000 Max. :25.000 Max. :14.000   
##   
## num\_lab\_procedures num\_procedures num\_medications number\_outpatient  
## Min. : 1.00 Min. :0.000 Min. : 1.00 Min. : 0.0000   
## 1st Qu.: 31.00 1st Qu.:0.000 1st Qu.:10.00 1st Qu.: 0.0000   
## Median : 44.00 Median :1.000 Median :14.00 Median : 0.0000   
## Mean : 43.03 Mean :1.442 Mean :15.79 Mean : 0.2851   
## 3rd Qu.: 57.00 3rd Qu.:2.000 3rd Qu.:20.00 3rd Qu.: 0.0000   
## Max. :132.00 Max. :6.000 Max. :75.00 Max. :36.0000   
##   
## number\_emergency number\_inpatient diag\_1 diag\_2   
## Min. : 0.0000 Min. : 0.0000 Min. : 1.0 Min. : 1.0   
## 1st Qu.: 0.0000 1st Qu.: 0.0000 1st Qu.:254.0 1st Qu.:138.0   
## Median : 0.0000 Median : 0.0000 Median :293.0 Median :251.0   
## Mean : 0.1062 Mean : 0.1826 Mean :331.3 Mean :267.2   
## 3rd Qu.: 0.0000 3rd Qu.: 0.0000 3rd Qu.:451.0 3rd Qu.:362.0   
## Max. :42.0000 Max. :12.0000 Max. :696.0 Max. :725.0   
##   
## diag\_3 number\_diagnoses change max\_glu\_serum A1Cresult   
## Min. : 1.0 Min. : 3.000 Ch:22664 >200: 672 >7 : 2081   
## 1st Qu.:131.0 1st Qu.: 6.000 No:27812 >300: 518 >8 : 4311   
## Median :242.0 Median : 8.000 None:48078 None:41348   
## Mean :266.7 Mean : 7.337 Norm: 1208 Norm: 2736   
## 3rd Qu.:344.0 3rd Qu.: 9.000   
## Max. :758.0 Max. :16.000   
##   
## metformin glimepiride glipizide glyburide pioglitazone   
## Down : 301 Down : 98 Down : 268 Down : 291 Down : 53   
## No :39801 No :47836 No :43889 No :44880 No :46701   
## Steady: 9773 Steady: 2373 Steady: 5887 Steady: 4851 Steady: 3593   
## Up : 601 Up : 169 Up : 432 Up : 454 Up : 129   
##   
##   
##   
## rosiglitazone insulin readmitted readmitted\_enc age\_enc   
## Down : 53 Down : 5296 <30: 4567 0:29754 Middle-aged:13795   
## No :47114 No :24801 >30:16155 1:20722 Old :24291   
## Steady: 3213 Steady:15488 NO :29754 Older : 9464   
## Up : 96 Up : 4891 Young : 2926   
##   
##   
##   
## admission\_source\_id\_enc admission\_type\_id\_enc discharge\_disposition\_id\_enc  
## Birth : 3 Elective : 9952 Discharged: 70   
## Misc :27164 Emergency:25649 Unknown :50406   
## Referral:16360 Other : 5779   
## Transfer: 3292 Urgent : 9096   
## Unknown : 3657   
##   
##   
## diag\_1\_enc diag\_2\_enc diag\_3\_enc   
## Circulatory : 3254 Other :34731 Other :33585   
## Diabetes : 227 Neoplasms : 8249 Neoplasms : 9593   
## Digestive : 5691 Respiratory : 3243 Respiratory : 2768   
## Genitourinary: 309 Circulatory : 2314 Circulatory : 2082   
## Neoplasms : 4173 Diabetes : 649 Digestive : 1421   
## Other :32627 Genitourinary: 613 Musculoskeletal: 813   
## Respiratory : 4195 (Other) : 677 (Other) : 214

threshold <- 250  
target\_enc\_train <- function(variable, level) {  
 training\_set$readmitted\_enc <- as.numeric(as.vector(training\_set$readmitted\_enc))  
 train\_avg\_target <- mean(training\_set[, "readmitted\_enc"])  
 if (nrow(training\_set[training\_set[, variable]==level, ])==0) {  
 return(train\_avg\_target)  
 } else {  
 level\_num\_obs <- nrow(training\_set[training\_set[, variable]==level,])  
 level\_avg\_target <- mean(training\_set[training\_set[, variable]==level,  
 "readmitted\_enc"])  
 return((level\_num\_obs\*level\_avg\_target+threshold\*train\_avg\_target)/(level\_num\_obs+threshold))  
 }  
}  
age\_target <- mapply(target\_enc\_train, variable = "age\_enc", level = levels(training\_set$age\_enc), USE.NAMES = FALSE)  
names(age\_target) <- levels(training\_set$age\_enc)  
training\_set$age\_target <- 0  
for (level in levels(training\_set$age\_enc)) {  
 training\_set[training\_set[, "age\_enc"]==level, "age\_target"] <- age\_target[level]  
}  
  
test\_set$age\_target <- 0  
for (level in levels(training\_set$age\_enc)) {  
 test\_set[test\_set[, "age\_enc"]==level, "age\_target"] <- age\_target[level]  
}  
  
  
#gender\_target <- mapply(target\_enc\_train, variable = "gender", level = levels(training\_set$gender), USE.NAMES = FALSE)  
#names(gender\_target) <- levels(training\_set$gender)  
#training\_set$gender\_target <- 0  
#for (level in levels(training\_set$gender)) {  
# training\_set[training\_set[, "gender"]==level, "gender\_target"] <- gender\_target[level]  
#}  
  
#test\_set$gender\_target <- 0  
#for (level in levels(training\_set$gender)) {  
# test\_set[test\_set[, "gender"]==level, "gender\_target"] <- gender\_target[level]  
#}  
  
  
race\_target <- mapply(target\_enc\_train, variable = "race", level = levels(training\_set$race), USE.NAMES = FALSE)  
names(race\_target) <- levels(training\_set$race)  
training\_set$race\_target <- 0  
for (level in levels(training\_set$race)) {  
 training\_set[training\_set[, "race"]==level, "race\_target"] <- race\_target[level]  
}  
  
test\_set$race\_target <- 0  
for (level in levels(training\_set$race)) {  
 test\_set[test\_set[, "race"]==level, "race\_target"] <- race\_target[level]  
}  
  
  
admission\_source\_id\_target <- mapply(target\_enc\_train, variable = "admission\_source\_id\_enc", level = levels(training\_set$admission\_source\_id\_enc), USE.NAMES = FALSE)  
names(admission\_source\_id\_target) <- levels(training\_set$admission\_source\_id\_enc)  
training\_set$admission\_source\_id\_target <- 0  
for (level in levels(training\_set$admission\_source\_id\_enc)) {  
 training\_set[training\_set[, "admission\_source\_id\_enc"]==level, "admission\_source\_id\_target"] <- admission\_source\_id\_target[level]  
}  
  
test\_set$admission\_source\_id\_target <- 0  
for (level in levels(training\_set$admission\_source\_id\_enc)) {  
 test\_set[test\_set[, "admission\_source\_id\_enc"]==level, "admission\_source\_id\_target"] <- admission\_source\_id\_target[level]  
}  
  
admission\_type\_id\_target <- mapply(target\_enc\_train, variable = "admission\_type\_id\_enc", level = levels(training\_set$admission\_type\_id\_enc), USE.NAMES = FALSE)  
names(admission\_type\_id\_target) <- levels(training\_set$admission\_type\_id\_enc)  
training\_set$admission\_type\_id\_target <- 0  
for (level in levels(training\_set$admission\_type\_id\_enc)) {  
 training\_set[training\_set[, "admission\_type\_id\_enc"]==level, "admission\_type\_id\_target"] <- admission\_type\_id\_target[level]  
}  
  
test\_set$admission\_type\_id\_target <- 0  
for (level in levels(training\_set$admission\_type\_id\_enc)) {  
 test\_set[test\_set[, "admission\_type\_id\_enc"]==level, "admission\_type\_id\_target"] <- admission\_type\_id\_target[level]  
}  
  
discharge\_disposition\_id\_target <- mapply(target\_enc\_train,   
 variable = "discharge\_disposition\_id\_enc", level = levels(training\_set$discharge\_disposition\_id\_enc), USE.NAMES = FALSE)  
names(discharge\_disposition\_id\_target) <- levels(training\_set$discharge\_disposition\_id\_enc)  
training\_set$discharge\_disposition\_id\_target <- 0  
for (level in levels(training\_set$discharge\_disposition\_id\_enc)) {  
 training\_set[training\_set[, "discharge\_disposition\_id\_enc"]==level, "discharge\_disposition\_id\_target"] <- discharge\_disposition\_id\_target[level]  
}  
  
test\_set$discharge\_disposition\_id\_target <- 0  
for (level in levels(training\_set$discharge\_disposition\_id\_enc)) {  
 test\_set[test\_set[, "discharge\_disposition\_id\_enc"]==level, "discharge\_disposition\_id\_target"] <- discharge\_disposition\_id\_target[level]  
}  
  
  
max\_glu\_serum\_target <- mapply(target\_enc\_train, variable = "max\_glu\_serum", level = levels(training\_set$max\_glu\_serum), USE.NAMES = FALSE)  
names(max\_glu\_serum\_target) <- levels(training\_set$max\_glu\_serum)  
training\_set$max\_glu\_serum\_target <- 0  
for (level in levels(training\_set$max\_glu\_serum)) {  
 training\_set[training\_set[, "max\_glu\_serum"]==level, "max\_glu\_serum\_target"] <- max\_glu\_serum\_target[level]  
}  
  
test\_set$max\_glu\_serum\_target <- 0  
for (level in levels(training\_set$max\_glu\_serum)) {  
 test\_set[test\_set[, "max\_glu\_serum"]==level, "max\_glu\_serum\_target"] <- max\_glu\_serum\_target[level]  
}  
  
A1Cresult\_target <- mapply(target\_enc\_train, variable = "A1Cresult", level = levels(training\_set$A1Cresult), USE.NAMES = FALSE)  
names(A1Cresult\_target) <- levels(training\_set$A1Cresult)  
training\_set$A1Cresult\_target <- 0  
for (level in levels(training\_set$A1Cresult)) {  
 training\_set[training\_set[, "A1Cresult"]==level, "A1Cresult\_target"] <- A1Cresult\_target[level]  
}  
  
test\_set$A1Cresult\_target <- 0  
for (level in levels(training\_set$A1Cresult)) {  
 test\_set[test\_set[, "A1Cresult"]==level, "A1Cresult\_target"] <- A1Cresult\_target[level]  
}  
  
#change\_target <- mapply(target\_enc\_train, variable = "change", level = levels(training\_set$change), USE.NAMES = FALSE)  
#names(change\_target) <- levels(training\_set$change)  
#training\_set$change\_target <- 0  
#for (level in levels(training\_set$change)) {  
# training\_set[training\_set[, "change"]==level, "change\_target"] <- change\_target[level]  
#}  
  
#test\_set$change\_target <- 0  
#for (level in levels(training\_set$change)) {  
# test\_set[test\_set[, "change"]==level, "change\_target"] <- change\_target[level]  
#}  
  
metformin\_target <- mapply(target\_enc\_train, variable = "metformin", level = levels(training\_set$metformin), USE.NAMES = FALSE)  
names(metformin\_target) <- levels(training\_set$metformin)  
training\_set$metformin\_target <- 0  
for (level in levels(training\_set$metformin)) {  
 training\_set[training\_set[, "metformin"]==level, "metformin\_target"] <- metformin\_target[level]  
}  
  
test\_set$metformin\_target <- 0  
for (level in levels(training\_set$metformin)) {  
 test\_set[test\_set[, "metformin"]==level, "metformin\_target"] <- metformin\_target[level]  
}  
  
insulin\_target <- mapply(target\_enc\_train, variable = "insulin", level = levels(training\_set$insulin), USE.NAMES = FALSE)  
names(insulin\_target) <- levels(training\_set$insulin)  
training\_set$insulin\_target <- 0  
for (level in levels(training\_set$insulin)) {  
 training\_set[training\_set[, "insulin"]==level, "insulin\_target"] <- insulin\_target[level]  
}  
  
test\_set$insulin\_target <- 0  
for (level in levels(training\_set$insulin)) {  
 test\_set[test\_set[, "insulin"]==level, "insulin\_target"] <- insulin\_target[level]  
}  
  
  
diag\_1\_enc\_target <- mapply(target\_enc\_train, variable = "diag\_1\_enc", level = levels(training\_set$diag\_1\_enc), USE.NAMES = FALSE)  
names(diag\_1\_enc\_target) <- levels(training\_set$diag\_1\_enc)  
training\_set$diag\_1\_enc\_target <- 0  
for (level in levels(training\_set$diag\_1\_enc)) {  
 training\_set[training\_set[, "diag\_1\_enc"]==level, "diag\_1\_enc\_target"] <- diag\_1\_enc\_target[level]  
}  
  
test\_set$diag\_1\_enc\_target <- 0  
for (level in levels(training\_set$diag\_1\_enc)) {  
 test\_set[test\_set[, "diag\_1\_enc"]==level, "diag\_1\_enc\_target"] <- diag\_1\_enc\_target[level]  
}  
  
diag\_2\_enc\_target <- mapply(target\_enc\_train, variable = "diag\_2\_enc", level = levels(training\_set$diag\_2\_enc), USE.NAMES = FALSE)  
names(diag\_2\_enc\_target) <- levels(training\_set$diag\_2\_enc)  
training\_set$diag\_2\_enc\_target <- 0  
for (level in levels(training\_set$diag\_2\_enc)) {  
 training\_set[training\_set[, "diag\_2\_enc"]==level, "diag\_2\_enc\_target"] <- diag\_2\_enc\_target[level]  
}  
  
test\_set$diag\_2\_enc\_target <- 0  
for (level in levels(training\_set$diag\_2\_enc)) {  
 test\_set[test\_set[, "diag\_2\_enc"]==level, "diag\_2\_enc\_target"] <- diag\_2\_enc\_target[level]  
}  
  
diag\_3\_enc\_target <- mapply(target\_enc\_train, variable = "diag\_3\_enc", level = levels(training\_set$diag\_3\_enc), USE.NAMES = FALSE)  
names(diag\_3\_enc\_target) <- levels(training\_set$diag\_3\_enc)  
training\_set$diag\_3\_enc\_target <- 0  
for (level in levels(training\_set$diag\_3\_enc)) {  
 training\_set[training\_set[, "diag\_3\_enc"]==level, "diag\_3\_enc\_target"] <- diag\_3\_enc\_target[level]  
}  
  
test\_set$diag\_3\_enc\_target <- 0  
for (level in levels(training\_set$diag\_3\_enc)) {  
 test\_set[test\_set[, "diag\_3\_enc"]==level, "diag\_3\_enc\_target"] <- diag\_3\_enc\_target[level]  
}

# onehot\_encoder <- dummyVars(~ gender + change + diag\_1\_enc + diag\_2\_enc + diag\_3\_enc,   
# final\_medical\_ds\_1[, c("gender", "change","diag\_1\_enc", "diag\_2\_enc", "diag\_3\_enc")])  
# onehot\_enc\_training <- predict(onehot\_encoder, training\_set[, c("gender", "change","diag\_1\_enc", "diag\_2\_enc", "diag\_3\_enc")])  
# training\_set <- cbind(training\_set, onehot\_enc\_training)  
# onehot\_enc\_test <- predict(onehot\_encoder, test\_set[, c("gender", "change","diag\_1\_enc", "diag\_2\_enc", "diag\_3\_enc")])  
# test\_set <- cbind(test\_set, onehot\_enc\_test)

onehot\_encoder <- dummyVars(~ gender + change,  
 final\_medical\_ds\_1[, c("gender", "change")])  
onehot\_enc\_training <- predict(onehot\_encoder, training\_set[, c("gender", "change")])  
training\_set <- cbind(training\_set, onehot\_enc\_training)  
onehot\_enc\_test <- predict(onehot\_encoder, test\_set[, c("gender", "change")])  
test\_set <- cbind(test\_set, onehot\_enc\_test)

test\_sample\_size <- 15000  
train\_sample\_size <- test\_sample\_size \* 3  
training\_subset\_ds <- training\_set[sample(nrow(training\_set), train\_sample\_size),]  
nrow(training\_subset\_ds)

## [1] 45000

test\_subset\_ds <- test\_set[sample(nrow(test\_set), test\_sample\_size),]  
nrow(test\_subset\_ds)

## [1] 15000

head(training\_subset\_ds)

## age race gender admission\_type\_id discharge\_disposition\_id  
## 6056 [80-90) AfricanAmerican Female 1 6  
## 58809 [40-50) Caucasian Female 8 1  
## 46865 [80-90) Caucasian Female 3 1  
## 27798 [80-90) Caucasian Female 1 1  
## 18628 [70-80) AfricanAmerican Female 1 1  
## 32447 [40-50) Caucasian Male 2 1  
## admission\_source\_id time\_in\_hospital num\_lab\_procedures num\_procedures  
## 6056 7 4 42 0  
## 58809 7 1 68 2  
## 46865 1 3 18 1  
## 27798 7 2 49 0  
## 18628 7 4 47 1  
## 32447 7 4 72 1  
## num\_medications number\_outpatient number\_emergency number\_inpatient  
## 6056 6 0 0 0  
## 58809 11 0 0 1  
## 46865 6 2 0 0  
## 27798 11 0 0 0  
## 18628 20 0 2 0  
## 32447 12 0 0 0  
## diag\_1 diag\_2 diag\_3 number\_diagnoses change max\_glu\_serum A1Cresult  
## 6056 372 44 725 5 Ch None None  
## 58809 529 241 237 6 Ch None None  
## 46865 424 630 666 4 No None None  
## 27798 320 77 740 4 No None None  
## 18628 105 129 131 9 Ch None None  
## 32447 342 325 381 5 No None Norm  
## metformin glimepiride glipizide glyburide pioglitazone rosiglitazone  
## 6056 Steady No No Up No No  
## 58809 No Steady No No No No  
## 46865 No No No No No No  
## 27798 No No No No No Steady  
## 18628 No No No No No No  
## 32447 No No No No No No  
## insulin readmitted readmitted\_enc age\_enc admission\_source\_id\_enc  
## 6056 No NO 0 Older Misc  
## 58809 No NO 0 Middle-aged Misc  
## 46865 No >30 1 Older Referral  
## 27798 No NO 0 Older Misc  
## 18628 Up >30 1 Old Misc  
## 32447 No NO 0 Middle-aged Misc  
## admission\_type\_id\_enc discharge\_disposition\_id\_enc diag\_1\_enc diag\_2\_enc  
## 6056 Emergency Unknown Other Other  
## 58809 Other Unknown Digestive Other  
## 46865 Elective Unknown Circulatory Other  
## 27798 Emergency Unknown Other Other  
## 18628 Emergency Unknown Other Other  
## 32447 Urgent Unknown Other Other  
## diag\_3\_enc age\_target race\_target admission\_source\_id\_target  
## 6056 Musculoskeletal 0.4382986 0.3906390 0.4349468  
## 58809 Neoplasms 0.3739860 0.4193793 0.4349468  
## 46865 Other 0.4382986 0.4193793 0.3850471  
## 27798 Other 0.4382986 0.4193793 0.4349468  
## 18628 Other 0.4295926 0.3906390 0.4349468  
## 32447 Other 0.3739860 0.4193793 0.4349468  
## admission\_type\_id\_target discharge\_disposition\_id\_target  
## 6056 0.4155617 0.4103489  
## 58809 0.4690053 0.4103489  
## 46865 0.3551885 0.4103489  
## 27798 0.4155617 0.4103489  
## 18628 0.4155617 0.4103489  
## 32447 0.4192845 0.4103489  
## max\_glu\_serum\_target A1Cresult\_target metformin\_target insulin\_target  
## 6056 0.4085547 0.4146025 0.3869733 0.3947001  
## 58809 0.4085547 0.4146025 0.4170341 0.3947001  
## 46865 0.4085547 0.4146025 0.4170341 0.3947001  
## 27798 0.4085547 0.4146025 0.4170341 0.3947001  
## 18628 0.4085547 0.4146025 0.4170341 0.4442001  
## 32447 0.4085547 0.3652488 0.4170341 0.3947001  
## diag\_1\_enc\_target diag\_2\_enc\_target diag\_3\_enc\_target gender.Female  
## 6056 0.4231114 0.4149862 0.3966443 1  
## 58809 0.3877517 0.4149862 0.3876494 1  
## 46865 0.3711852 0.4149862 0.4184316 1  
## 27798 0.4231114 0.4149862 0.4184316 1  
## 18628 0.4231114 0.4149862 0.4184316 1  
## 32447 0.4231114 0.4149862 0.4184316 0  
## gender.Male change.Ch change.No  
## 6056 0 1 0  
## 58809 0 1 0  
## 46865 0 0 1  
## 27798 0 0 1  
## 18628 0 1 0  
## 32447 1 0 1

head(test\_subset\_ds)

## age race gender admission\_type\_id discharge\_disposition\_id  
## 20919 [50-60) AfricanAmerican Female 1 2  
## 32203 [60-70) Caucasian Female 1 1  
## 53503 [50-60) Caucasian Male 1 1  
## 41538 [70-80) Caucasian Male 3 1  
## 64115 [60-70) Hispanic Female 6 1  
## 12700 [80-90) Caucasian Male 2 18  
## admission\_source\_id time\_in\_hospital num\_lab\_procedures num\_procedures  
## 20919 7 4 40 0  
## 32203 7 3 64 1  
## 53503 7 2 51 0  
## 41538 1 4 3 0  
## 64115 7 1 41 0  
## 12700 6 3 29 0  
## num\_medications number\_outpatient number\_emergency number\_inpatient  
## 20919 18 1 0 0  
## 32203 16 0 0 0  
## 53503 9 0 0 0  
## 41538 9 0 0 0  
## 64115 4 0 0 0  
## 12700 7 0 0 1  
## diag\_1 diag\_2 diag\_3 number\_diagnoses change max\_glu\_serum A1Cresult  
## 20919 166 156 368 9 No None None  
## 32203 554 591 673 9 Ch None None  
## 53503 528 388 78 9 No None >8  
## 41538 293 79 127 7 No None None  
## 64115 529 706 78 5 No None None  
## 12700 270 249 742 8 Ch None None  
## metformin glimepiride glipizide glyburide pioglitazone rosiglitazone  
## 20919 No No No No No No  
## 32203 Steady Steady No No Steady No  
## 53503 No No Steady No No No  
## 41538 No No No No No No  
## 64115 No No No No No No  
## 12700 No No No Down No Steady  
## insulin readmitted readmitted\_enc age\_enc admission\_source\_id\_enc  
## 20919 Steady >30 1 Middle-aged Misc  
## 32203 No NO 0 Old Misc  
## 53503 No NO 0 Middle-aged Misc  
## 41538 Steady NO 0 Old Referral  
## 64115 No NO 0 Old Misc  
## 12700 No <30 1 Older Transfer  
## admission\_type\_id\_enc discharge\_disposition\_id\_enc diag\_1\_enc  
## 20919 Emergency Unknown Neoplasms  
## 32203 Emergency Unknown Digestive  
## 53503 Emergency Unknown Digestive  
## 41538 Elective Unknown Other  
## 64115 Other Unknown Digestive  
## 12700 Urgent Unknown Other  
## diag\_2\_enc diag\_3\_enc age\_target race\_target  
## 20919 Neoplasms Other 0.3739860 0.3906390  
## 32203 Genitourinary Other 0.4295926 0.4193793  
## 53503 Other Other 0.3739860 0.4193793  
## 41538 Other Other 0.4295926 0.4193793  
## 64115 Other Other 0.4295926 0.3714951  
## 12700 Other Other 0.4382986 0.4193793  
## admission\_source\_id\_target admission\_type\_id\_target  
## 20919 0.4349468 0.4155617  
## 32203 0.4349468 0.4155617  
## 53503 0.4349468 0.4155617  
## 41538 0.3850471 0.3551885  
## 64115 0.4349468 0.4690053  
## 12700 0.3000093 0.4192845  
## discharge\_disposition\_id\_target max\_glu\_serum\_target A1Cresult\_target  
## 20919 0.4103489 0.4085547 0.4146025  
## 32203 0.4103489 0.4085547 0.4146025  
## 53503 0.4103489 0.4085547 0.4127676  
## 41538 0.4103489 0.4085547 0.4146025  
## 64115 0.4103489 0.4085547 0.4146025  
## 12700 0.4103489 0.4085547 0.4146025  
## metformin\_target insulin\_target diag\_1\_enc\_target diag\_2\_enc\_target  
## 20919 0.4170341 0.4104481 0.4091415 0.4023571  
## 32203 0.3869733 0.3947001 0.3877517 0.4213591  
## 53503 0.4170341 0.3947001 0.3877517 0.4149862  
## 41538 0.4170341 0.4104481 0.4231114 0.4149862  
## 64115 0.4170341 0.3947001 0.3877517 0.4149862  
## 12700 0.4170341 0.3947001 0.4231114 0.4149862  
## diag\_3\_enc\_target gender.Female gender.Male change.Ch change.No  
## 20919 0.4184316 1 0 0 1  
## 32203 0.4184316 1 0 1 0  
## 53503 0.4184316 0 1 0 1  
## 41538 0.4184316 0 1 0 1  
## 64115 0.4184316 1 0 0 1  
## 12700 0.4184316 0 1 1 0

training\_subset\_ds\_final <- training\_subset\_ds[, -which(names(training\_subset\_ds) %in%   
 c("age", "age\_enc", "race",   
 "admission\_type\_id",  
 "discharge\_disposition\_id",  
 "admission\_source\_id",  
 "max\_glu\_serum",  
 "A1Cresult",  
 "metformin","insulin","glimepiride","glipizide" ,"glyburide","pioglitazone","rosiglitazone",  
 "gender", "change",  
 "diag\_1","diag\_2","diag\_3",  
 "diag\_1\_enc","diag\_2\_enc","diag\_3\_enc", "readmitted"))]  
  
test\_subset\_ds\_final <- test\_subset\_ds[, -which(names(training\_subset\_ds) %in%   
 c("age", "age\_enc", "race",   
 "admission\_type\_id",  
 "discharge\_disposition\_id",  
 "admission\_source\_id",  
 "max\_glu\_serum",  
 "A1Cresult",  
 "metformin","insulin","glimepiride","glipizide" ,"glyburide","pioglitazone","rosiglitazone",  
 "gender", "change",  
 "diag\_1","diag\_2","diag\_3",  
 "diag\_1\_enc","diag\_2\_enc","diag\_3\_enc", "readmitted"))]

colnames(training\_subset\_ds\_final)

## [1] "time\_in\_hospital" "num\_lab\_procedures"   
## [3] "num\_procedures" "num\_medications"   
## [5] "number\_outpatient" "number\_emergency"   
## [7] "number\_inpatient" "number\_diagnoses"   
## [9] "readmitted\_enc" "admission\_source\_id\_enc"   
## [11] "admission\_type\_id\_enc" "discharge\_disposition\_id\_enc"   
## [13] "age\_target" "race\_target"   
## [15] "admission\_source\_id\_target" "admission\_type\_id\_target"   
## [17] "discharge\_disposition\_id\_target" "max\_glu\_serum\_target"   
## [19] "A1Cresult\_target" "metformin\_target"   
## [21] "insulin\_target" "diag\_1\_enc\_target"   
## [23] "diag\_2\_enc\_target" "diag\_3\_enc\_target"   
## [25] "gender.Female" "gender.Male"   
## [27] "change.Ch" "change.No"

num\_var\_start\_index <- 1  
num\_var\_end\_index <- 8  
target\_var\_index <- 9  
test\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index] <- scale(test\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index],   
 center = apply(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index], 2, mean),   
 scale = apply(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index], 2, sd))  
training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index] <- scale(training\_subset\_ds\_final[, num\_var\_start\_index:num\_var\_end\_index])  
levels(training\_subset\_ds\_final$readmitted\_enc)[levels(training\_subset\_ds\_final$readmitted\_enc) == 1] <- "Yes"  
levels(training\_subset\_ds\_final$readmitted\_enc)[levels(training\_subset\_ds\_final$readmitted\_enc) == 0] <- "No"

head(training\_subset\_ds\_final)

## time\_in\_hospital num\_lab\_procedures num\_procedures num\_medications  
## 6056 -0.1079482 -0.05310131 -0.8186237 -1.1809420  
## 58809 -1.1204553 1.24777464 0.3163045 -0.5776750  
## 46865 -0.4454506 -1.25390988 -0.2511596 -1.1809420  
## 27798 -0.7829529 0.29713452 -0.8186237 -0.5776750  
## 18628 -0.1079482 0.19706714 -0.2511596 0.5082055  
## 32447 -0.1079482 1.44790940 -0.2511596 -0.4570216  
## number\_outpatient number\_emergency number\_inpatient number\_diagnoses  
## 6056 -0.2619965 -0.2008944 -0.2994909 -1.2376194  
## 58809 -0.2619965 -0.2008944 1.3366741 -0.7091939  
## 46865 1.5827604 -0.2008944 -0.2994909 -1.7660449  
## 27798 -0.2619965 -0.2008944 -0.2994909 -1.7660449  
## 18628 -0.2619965 3.5887721 -0.2994909 0.8760824  
## 32447 -0.2619965 -0.2008944 -0.2994909 -1.2376194  
## readmitted\_enc admission\_source\_id\_enc admission\_type\_id\_enc  
## 6056 No Misc Emergency  
## 58809 No Misc Other  
## 46865 Yes Referral Elective  
## 27798 No Misc Emergency  
## 18628 Yes Misc Emergency  
## 32447 No Misc Urgent  
## discharge\_disposition\_id\_enc age\_target race\_target  
## 6056 Unknown 0.4382986 0.3906390  
## 58809 Unknown 0.3739860 0.4193793  
## 46865 Unknown 0.4382986 0.4193793  
## 27798 Unknown 0.4382986 0.4193793  
## 18628 Unknown 0.4295926 0.3906390  
## 32447 Unknown 0.3739860 0.4193793  
## admission\_source\_id\_target admission\_type\_id\_target  
## 6056 0.4349468 0.4155617  
## 58809 0.4349468 0.4690053  
## 46865 0.3850471 0.3551885  
## 27798 0.4349468 0.4155617  
## 18628 0.4349468 0.4155617  
## 32447 0.4349468 0.4192845  
## discharge\_disposition\_id\_target max\_glu\_serum\_target A1Cresult\_target  
## 6056 0.4103489 0.4085547 0.4146025  
## 58809 0.4103489 0.4085547 0.4146025  
## 46865 0.4103489 0.4085547 0.4146025  
## 27798 0.4103489 0.4085547 0.4146025  
## 18628 0.4103489 0.4085547 0.4146025  
## 32447 0.4103489 0.4085547 0.3652488  
## metformin\_target insulin\_target diag\_1\_enc\_target diag\_2\_enc\_target  
## 6056 0.3869733 0.3947001 0.4231114 0.4149862  
## 58809 0.4170341 0.3947001 0.3877517 0.4149862  
## 46865 0.4170341 0.3947001 0.3711852 0.4149862  
## 27798 0.4170341 0.3947001 0.4231114 0.4149862  
## 18628 0.4170341 0.4442001 0.4231114 0.4149862  
## 32447 0.4170341 0.3947001 0.4231114 0.4149862  
## diag\_3\_enc\_target gender.Female gender.Male change.Ch change.No  
## 6056 0.3966443 1 0 1 0  
## 58809 0.3876494 1 0 1 0  
## 46865 0.4184316 1 0 0 1  
## 27798 0.4184316 1 0 0 1  
## 18628 0.4184316 1 0 1 0  
## 32447 0.4184316 0 1 0 1

head(test\_subset\_ds\_final)

## time\_in\_hospital num\_lab\_procedures num\_procedures num\_medications  
## 20919 -0.1079482 -0.1531687 -0.8186237 0.26689871  
## 32203 -0.4454506 1.0476399 -0.2511596 0.02559193  
## 53503 -0.7829529 0.3972019 -0.8186237 -0.81898182  
## 41538 -0.1079482 -2.0044152 -0.8186237 -0.81898182  
## 64115 -1.1204553 -0.1031350 -0.8186237 -1.42224878  
## 12700 -0.4454506 -0.7035393 -0.8186237 -1.06028861  
## number\_outpatient number\_emergency number\_inpatient number\_diagnoses  
## 20919 0.6603819 -0.2008944 -0.2994909 0.8760824  
## 32203 -0.2619965 -0.2008944 -0.2994909 0.8760824  
## 53503 -0.2619965 -0.2008944 -0.2994909 0.8760824  
## 41538 -0.2619965 -0.2008944 -0.2994909 -0.1807685  
## 64115 -0.2619965 -0.2008944 -0.2994909 -1.2376194  
## 12700 -0.2619965 -0.2008944 1.3366741 0.3476570  
## readmitted\_enc admission\_source\_id\_enc admission\_type\_id\_enc  
## 20919 1 Misc Emergency  
## 32203 0 Misc Emergency  
## 53503 0 Misc Emergency  
## 41538 0 Referral Elective  
## 64115 0 Misc Other  
## 12700 1 Transfer Urgent  
## discharge\_disposition\_id\_enc age\_target race\_target  
## 20919 Unknown 0.3739860 0.3906390  
## 32203 Unknown 0.4295926 0.4193793  
## 53503 Unknown 0.3739860 0.4193793  
## 41538 Unknown 0.4295926 0.4193793  
## 64115 Unknown 0.4295926 0.3714951  
## 12700 Unknown 0.4382986 0.4193793  
## admission\_source\_id\_target admission\_type\_id\_target  
## 20919 0.4349468 0.4155617  
## 32203 0.4349468 0.4155617  
## 53503 0.4349468 0.4155617  
## 41538 0.3850471 0.3551885  
## 64115 0.4349468 0.4690053  
## 12700 0.3000093 0.4192845  
## discharge\_disposition\_id\_target max\_glu\_serum\_target A1Cresult\_target  
## 20919 0.4103489 0.4085547 0.4146025  
## 32203 0.4103489 0.4085547 0.4146025  
## 53503 0.4103489 0.4085547 0.4127676  
## 41538 0.4103489 0.4085547 0.4146025  
## 64115 0.4103489 0.4085547 0.4146025  
## 12700 0.4103489 0.4085547 0.4146025  
## metformin\_target insulin\_target diag\_1\_enc\_target diag\_2\_enc\_target  
## 20919 0.4170341 0.4104481 0.4091415 0.4023571  
## 32203 0.3869733 0.3947001 0.3877517 0.4213591  
## 53503 0.4170341 0.3947001 0.3877517 0.4149862  
## 41538 0.4170341 0.4104481 0.4231114 0.4149862  
## 64115 0.4170341 0.3947001 0.3877517 0.4149862  
## 12700 0.4170341 0.3947001 0.4231114 0.4149862  
## diag\_3\_enc\_target gender.Female gender.Male change.Ch change.No  
## 20919 0.4184316 1 0 0 1  
## 32203 0.4184316 1 0 1 0  
## 53503 0.4184316 0 1 0 1  
## 41538 0.4184316 0 1 0 1  
## 64115 0.4184316 1 0 0 1  
## 12700 0.4184316 0 1 1 0

# Calculate the number of cores  
no\_cores <- detectCores() - 1  
  
library(doParallel)

## Warning: package 'doParallel' was built under R version 3.6.3

## Loading required package: foreach

## Warning: package 'foreach' was built under R version 3.6.3

##   
## Attaching package: 'foreach'

## The following objects are masked from 'package:purrr':  
##   
## accumulate, when

## Loading required package: iterators

## Warning: package 'iterators' was built under R version 3.6.3

# create the cluster for caret to use  
cl <- makePSOCKcluster(no\_cores)  
registerDoParallel(cl)

modelLookup("rf")

## model parameter label forReg forClass probModel  
## 1 rf mtry #Randomly Selected Predictors TRUE TRUE TRUE

recommended\_mtry <- floor(sqrt(ncol(training\_subset\_ds\_final[,-1\*c(target\_var\_index:target\_var\_index)])))  
rfGrid <- expand.grid(mtry = c(recommended\_mtry-2, recommended\_mtry, recommended\_mtry+2))

rfControl <- trainControl(method = "oob", classProbs = TRUE)  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)

test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes

rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf <- rocr\_auc@y.values[[1]]  
auc\_rf

## [1] 0.6215247

calibration\_curve <- calibration(readmitted\_enc ~ class\_probabilities\_onehot,  
data = test\_subset\_ds\_final,  
class = 1)  
plot(calibration\_curve)
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rf\_varImp <- varImp(rf\_onehot\_model, type = 2)  
plot(rf\_varImp, top = 25)
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rf\_varImp

## rf variable importance  
##   
## only 20 most important variables shown (out of 27)  
##   
## Overall  
## num\_lab\_procedures 100.00  
## num\_medications 87.11  
## time\_in\_hospital 63.19  
## number\_diagnoses 46.41  
## num\_procedures 43.80  
## diag\_2\_enc\_target 37.16  
## diag\_1\_enc\_target 34.87  
## diag\_3\_enc\_target 33.54  
## age\_target 32.70  
## insulin\_target 30.02  
## number\_inpatient 28.38  
## race\_target 22.88  
## A1Cresult\_target 21.71  
## number\_outpatient 21.07  
## admission\_type\_id\_enc 17.98  
## admission\_type\_id\_target 16.38  
## metformin\_target 15.42  
## admission\_source\_id\_enc 14.93  
## admission\_source\_id\_target 14.09  
## number\_emergency 13.88

modelLookup("nnet")

## model parameter label forReg forClass probModel  
## 1 nnet size #Hidden Units TRUE TRUE TRUE  
## 2 nnet decay Weight Decay TRUE TRUE TRUE

nnGrid <- expand.grid(size = 8:10, decay = 0.2)  
nnControl <- trainControl(method = "repeatedcv",  
 repeats = 5,  
 number=10,  
 classProbs = TRUE)

nn\_target\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "nnet",  
 tuneGrid = nnGrid,  
 trControl = nnControl,  
 importance = TRUE,  
 trace = FALSE,  
 MaxNWts = 800)

test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes

rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)
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rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_nn <- rocr\_auc@y.values[[1]]  
auc\_nn

## [1] 0.6321121

calibration\_curve <- calibration(readmitted\_enc ~ class\_probabilities\_target,  
data = test\_subset\_ds\_final,  
class = 1)  
plot(calibration\_curve)
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levels(test\_subset\_ds\_final$readmitted\_enc)[levels(test\_subset\_ds\_final$readmitted\_enc) == 1] <- "Yes"  
 levels(test\_subset\_ds\_final$readmitted\_enc)[levels(test\_subset\_ds\_final$readmitted\_enc) == 0] <- "No"  
 test\_subset\_ds\_final$readmitted\_enc <- factor(test\_subset\_ds\_final$readmitted\_enc)  
 rf\_confusion\_matrix <- confusionMatrix(test\_subset\_ds\_final$prediction\_target, test\_subset\_ds\_final$readmitted\_enc, positive = "Yes")  
 rf\_confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 7512 4429  
## Yes 1310 1749  
##   
## Accuracy : 0.6174   
## 95% CI : (0.6096, 0.6252)  
## No Information Rate : 0.5881   
## P-Value [Acc > NIR] : 1.415e-13   
##   
## Kappa : 0.1456   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.2831   
## Specificity : 0.8515   
## Pos Pred Value : 0.5718   
## Neg Pred Value : 0.6291   
## Prevalence : 0.4119   
## Detection Rate : 0.1166   
## Detection Prevalence : 0.2039   
## Balanced Accuracy : 0.5673   
##   
## 'Positive' Class : Yes   
##

## Logistic Regression

logistic\_regression\_model <- glm(readmitted\_enc ~   
 num\_medications +   
 time\_in\_hospital +  
 number\_diagnoses +  
 num\_procedures +   
 age\_target +  
 number\_inpatient +  
 insulin\_target +  
 race\_target +   
 A1Cresult\_target +  
 number\_outpatient +  
 admission\_type\_id\_enc +  
 admission\_source\_id\_enc +  
 metformin\_target +   
 number\_emergency +   
 diag\_3\_enc\_target +   
 diag\_2\_enc\_target +   
 diag\_1\_enc\_target   
 ,data = training\_subset\_ds\_final, family = binomial)  
  
test\_subset\_ds\_final$prediction\_target <- predict(logistic\_regression\_model,newdata = test\_subset\_ds\_final[,-1\*c(target\_var\_index:target\_var\_index)],type="response")  
test\_subset\_ds\_final$prediction\_target <- ifelse(test\_subset\_ds\_final$prediction\_target > 0.5, 1, 0)

rocr\_pred <- prediction(test\_subset\_ds\_final$prediction\_target, test\_subset\_ds\_final$readmitted\_enc)  
 rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
 plot(rocr\_roc,  
 colorize = TRUE,  
 print.cutoffs.at = seq(0, 1, by = 0.1),  
 text.adj = c(-0.5, 1),  
 lwd = 2)  
 abline(a = 0, b = 1)
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rocr\_auc <- performance(rocr\_pred, measure = "auc")  
 auc\_glm <- rocr\_auc@y.values[[1]]  
 auc\_glm

## [1] 0.5570181

gbmControl <- trainControl(method = "repeatedcv", number = 10, repeats = 10)  
gbm\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "gbm",  
 trControl = gbmControl,  
 verbose = FALSE)

test\_subset\_ds\_final$prediction\_onehot <- predict(gbm\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(gbm\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes

rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
plot(rocr\_roc,  
colorize = TRUE,  
print.cutoffs.at = seq(0, 1, by = 0.1),  
text.adj = c(-0.5, 1),  
lwd = 2)  
abline(a = 0, b = 1)

![](data:image/png;base64,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)

rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_gbm <- rocr\_auc@y.values[[1]]  
auc\_gbm

## [1] 0.6357168

table(training\_subset\_ds\_final$readmitted\_enc)

##   
## No Yes   
## 26506 18494

training\_subset\_ds\_final\_no <- training\_subset\_ds\_final %>%  
 filter(readmitted\_enc == 'No')  
no\_count <- nrow(training\_subset\_ds\_final\_no)  
  
training\_subset\_ds\_final\_yes <- training\_subset\_ds\_final %>%  
 filter(readmitted\_enc == 'Yes')  
yes\_count <- nrow(training\_subset\_ds\_final\_yes)  
no\_count

## [1] 26506

yes\_count

## [1] 18494

training\_subset\_ds\_final\_over <- ovun.sample(readmitted\_enc ~., data = training\_subset\_ds\_final, method = "over", N = no\_count\*2)$data  
table(training\_subset\_ds\_final\_over$readmitted\_enc)

##   
## No Yes   
## 26506 26506

rfControl <- trainControl(method = "oob", classProbs = TRUE)  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final\_over[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final\_over[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)  
  
test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf\_over <- rocr\_auc@y.values[[1]]  
auc\_rf\_over

## [1] 0.6090756

nn\_target\_model <- train(x = training\_subset\_ds\_final\_over[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final\_over[, target\_var\_index],  
 method = "nnet",  
 tuneGrid = nnGrid,  
 trControl = nnControl,  
 importance = TRUE,  
 trace = FALSE,  
 MaxNWts = 800)  
  
test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes  
  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_nn\_over <- rocr\_auc@y.values[[1]]  
auc\_nn\_over

## [1] 0.6317249

training\_subset\_ds\_final\_under <- ovun.sample(readmitted\_enc ~., data = training\_subset\_ds\_final, method = "under", N = yes\_count\*2)$data  
table(training\_subset\_ds\_final\_under$readmitted\_enc)

##   
## No Yes   
## 18494 18494

rfControl <- trainControl(method = "oob", classProbs = TRUE)  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final\_under[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final\_under[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)  
test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf\_under <- rocr\_auc@y.values[[1]]  
auc\_rf\_under

## [1] 0.6186688

nn\_target\_model <- train(x = training\_subset\_ds\_final\_under[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final\_under[, target\_var\_index],  
 method = "nnet",  
 tuneGrid = nnGrid,  
 trControl = nnControl,  
 importance = TRUE,  
 trace = FALSE,  
 MaxNWts = 800)  
  
test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes  
  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_nn\_under <- rocr\_auc@y.values[[1]]  
auc\_nn\_under

## [1] 0.6266792

training\_subset\_ds\_final\_both <- ovun.sample(readmitted\_enc ~., data = training\_subset\_ds\_final, method = "both", N = no\_count + yes\_count,  
 p = 0.5, seed = 222)$data  
table(training\_subset\_ds\_final\_both$readmitted\_enc)

##   
## No Yes   
## 22533 22467

rfControl <- trainControl(method = "oob", classProbs = TRUE)  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final\_both[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final\_both[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)  
  
test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf\_both <- rocr\_auc@y.values[[1]]  
auc\_rf\_both

## [1] 0.6064393

nn\_target\_model <- train(x = training\_subset\_ds\_final\_both[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final\_both[, target\_var\_index],  
 method = "nnet",  
 tuneGrid = nnGrid,  
 trControl = nnControl,  
 importance = TRUE,  
 trace = FALSE,  
 MaxNWts = 800)  
  
test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes  
  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_nn\_both <- rocr\_auc@y.values[[1]]  
auc\_nn\_both

## [1] 0.6209691

rfControl <- trainControl(method = "oob", classProbs = TRUE, sampling = "smote")  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)

## Warning: package 'DMwR' was built under R version 3.6.3

## Loading required package: grid

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf\_smote <- rocr\_auc@y.values[[1]]  
auc\_rf\_smote

## [1] 0.6063941

rfControl <- trainControl(method = "oob", classProbs = TRUE, sampling = "up")  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)  
  
test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf\_up\_caret <- rocr\_auc@y.values[[1]]  
auc\_rf\_up\_caret

## [1] 0.6068535

rfControl <- trainControl(method = "oob", classProbs = TRUE, sampling = "down")  
rf\_onehot\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "rf",  
 tuneGrid = rfGrid,  
 trControl = rfControl,  
 ntree = 50,  
 importance = TRUE,  
 trace = FALSE)  
  
test\_subset\_ds\_final$prediction\_onehot <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(rf\_onehot\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_onehot <- class\_probabilities$Yes  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_onehot, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_rf\_down\_caret <- rocr\_auc@y.values[[1]]  
auc\_rf\_down\_caret

## [1] 0.6193377

nnControl$sampling <- "up"  
nn\_target\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "nnet",  
 tuneGrid = nnGrid,  
 trControl = nnControl,  
 importance = TRUE,  
 trace = FALSE,  
 MaxNWts = 800)  
  
test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes  
  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_nn\_up\_caret <- rocr\_auc@y.values[[1]]  
auc\_nn\_up\_caret

## [1] 0.6335705

nnControl$sampling <- "down"  
nn\_target\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
 method = "nnet",  
 tuneGrid = nnGrid,  
 trControl = nnControl,  
 importance = TRUE,  
 trace = FALSE,  
 MaxNWts = 800)  
  
test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes  
  
rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
rocr\_auc <- performance(rocr\_pred, measure = "auc")  
auc\_nn\_down\_caret <- rocr\_auc@y.values[[1]]  
auc\_nn\_down\_caret

## [1] 0.6307908

# nnControl$sampling <- "smote"  
# nn\_target\_model <- train(x = training\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], y = training\_subset\_ds\_final[, target\_var\_index],  
# method = "nnet",  
# tuneGrid = nnGrid,  
# trControl = nnControl,  
# importance = TRUE,  
# trace = FALSE,  
# MaxNWts = 800)  
#   
# test\_subset\_ds\_final$prediction\_target <- predict(nn\_target\_model,newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)])  
# class\_probabilities <- predict(nn\_target\_model, newdata = test\_subset\_ds\_final[, -1\*c(target\_var\_index:target\_var\_index)], type = "prob")  
# test\_subset\_ds\_final$class\_probabilities\_target <- class\_probabilities$Yes  
#   
# rocr\_pred <- prediction(test\_subset\_ds\_final$class\_probabilities\_target, test\_subset\_ds\_final$readmitted\_enc)  
# rocr\_roc <- performance(rocr\_pred, measure = "tpr", x.measure = "fpr")  
# rocr\_auc <- performance(rocr\_pred, measure = "auc")  
# auc\_nn\_smote\_caret <- rocr\_auc@y.values[[1]]  
# auc\_nn\_smote\_caret

stopCluster(cl)  
registerDoSEQ()

auc\_df <- data.frame("algorithm\_method" = c("rf"), "auc" = c(auc\_rf))  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("nn"), "auc" = c(auc\_nn))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_over\_rose"), "auc" = c(auc\_rf\_over))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_under\_rose"), "auc" = c(auc\_rf\_under))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_both\_rose"), "auc" = c(auc\_rf\_both))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_up\_caret"), "auc" = c(auc\_rf\_up\_caret))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_down\_caret"), "auc" = c(auc\_rf\_down\_caret))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("rf\_smote\_caret"), "auc" = c(auc\_rf\_smote))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("nn\_over\_rose"), "auc" = c(auc\_nn\_over))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("nn\_under\_rose"), "auc" = c(auc\_nn\_under))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("nn\_both\_rose"), "auc" = c(auc\_nn\_both))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("nn\_up\_caret"), "auc" = c(auc\_nn\_up\_caret))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
auc\_df\_temp <- data.frame("algorithm\_method" = c("nn\_down\_caret"), "auc" = c(auc\_nn\_down\_caret))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("glm"), "auc" = c(auc\_glm))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
auc\_df\_temp <- data.frame("algorithm\_method" = c("gbm"), "auc" = c(auc\_gbm))  
auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
  
# auc\_df\_temp <- data.frame("algorithm\_method" = c("nn\_smote\_caret"), "auc" = c(auc\_nn\_smote\_caret))  
# auc\_df <- rbind(auc\_df,auc\_df\_temp)  
  
  
auc\_df

## algorithm\_method auc  
## 1 rf 0.6215247  
## 2 nn 0.6321121  
## 3 rf\_over\_rose 0.6090756  
## 4 rf\_under\_rose 0.6186688  
## 5 rf\_both\_rose 0.6064393  
## 6 rf\_up\_caret 0.6068535  
## 7 rf\_down\_caret 0.6193377  
## 8 rf\_smote\_caret 0.6063941  
## 9 nn\_over\_rose 0.6317249  
## 10 nn\_under\_rose 0.6266792  
## 11 nn\_both\_rose 0.6209691  
## 12 nn\_up\_caret 0.6335705  
## 13 nn\_down\_caret 0.6307908  
## 14 glm 0.5570181  
## 15 gbm 0.6357168

ggplot(data=auc\_df, aes(x=algorithm\_method, y=auc)) +  
 geom\_bar(colour="black", stat="identity", fill = "darkred") +  
 ylab("Auc value") +  
 xlab("Algorithm methods") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle =50, hjust=0.75))
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#detach(package:plyr)

library(dplyr)  
post\_model\_ds <- medical\_ds\_3  
post\_model\_ds$readmitted\_flag[post\_model\_ds$readmitted == '<30'] <- "Yes"  
post\_model\_ds$readmitted\_flag[post\_model\_ds$readmitted == '>30'] <- "Yes"  
post\_model\_ds$readmitted\_flag[post\_model\_ds$readmitted == 'NO'] <- "No"  
  
grouped\_data <- post\_model\_ds %>%  
 group\_by(readmitted\_flag) %>%  
 summarise(  
 mean\_num\_lab\_procedures = mean(num\_lab\_procedures),  
 median\_num\_lab\_procedures = median(num\_lab\_procedures),  
 mean\_num\_medications = mean(num\_medications),  
 median\_num\_medications = median(num\_medications),  
 mean\_time\_in\_hospital = mean(time\_in\_hospital),  
 median\_time\_in\_hospital = median(time\_in\_hospital),  
 mean\_number\_diagnoses = mean(number\_diagnoses),  
 median\_number\_diagnoses = median(number\_diagnoses)  
 )

## `summarise()` ungrouping output (override with `.groups` argument)

grouped\_data

## Warning: `...` is not empty.  
##   
## We detected these problematic arguments:  
## \* `needs\_dots`  
##   
## These dots only exist to allow future extensions and should be empty.  
## Did you misspecify an argument?

## # A tibble: 2 x 9  
## readmitted\_flag mean\_num\_lab\_pr~ median\_num\_lab\_~ mean\_num\_medica~  
## <chr> <dbl> <int> <dbl>  
## 1 No 42.1 43 15.5  
## 2 Yes 44.2 45 16.1  
## # ... with 5 more variables: median\_num\_medications <int>,  
## # mean\_time\_in\_hospital <dbl>, median\_time\_in\_hospital <int>,  
## # mean\_number\_diagnoses <dbl>, median\_number\_diagnoses <int>

num\_lab\_procedures <- ggplot(data=post\_model\_ds, aes(x=readmitted\_flag, y=num\_lab\_procedures)) +   
 geom\_boxplot() +  
 xlab("Re-admitted") +  
 ylab("Number of lab procedures") +  
 theme\_minimal()  
  
num\_medications <- ggplot(data=post\_model\_ds, aes(x=readmitted\_flag, y=num\_medications)) +   
 geom\_boxplot() +  
 xlab("Re-admitted") +  
 ylab("Number of medications") +  
 theme\_minimal()  
  
time\_in\_hospital <- ggplot(data=post\_model\_ds, aes(x=readmitted\_flag, y=time\_in\_hospital)) +   
 geom\_boxplot() +  
 xlab("Re-admitted") +  
 ylab("Time in hospital (# days)") +  
 theme\_minimal()  
  
number\_diagnoses <- ggplot(data=post\_model\_ds, aes(x=readmitted\_flag, y=number\_diagnoses)) +   
 geom\_boxplot() +  
 xlab("Re-admitted") +  
 ylab("Number of diagnosis") +  
 theme\_minimal()  
  
grid.arrange(num\_lab\_procedures, num\_medications,time\_in\_hospital,number\_diagnoses, ncol=2)

![](data:image/png;base64,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)

ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = age), fill = "#0073c2ff") +  
 xlab("age segments") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = diag\_2\_enc), fill = "#0073c2ff") +  
 xlab("diagnosis 2") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = diag\_1\_enc), fill = "#0073c2ff") +  
 xlab("diagnosis 1") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = diag\_3\_enc), fill = "#0073c2ff") +  
 xlab("diagnosis 3") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = insulin), fill = "#0073c2ff") +  
 xlab("insulin") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = A1Cresult), fill = "#0073C2FF") +  
 xlab("A1Cresult") +  
 ylab("Number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = admission\_type\_id\_enc), fill = "#0073c2ff") +  
 xlab("Admission type") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = admission\_source\_id\_enc), fill = "#0073c2ff") +  
 xlab("Admission type") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = race), fill = "#0073c2ff") +  
 xlab("Race") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = metformin), fill = "#0073c2ff") +  
 xlab("Metformin") +  
 ylab("number of patients") +  
 facet\_grid(readmitted\_flag ~ .) +  
 theme\_minimal()
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ggplot(data=post\_model\_ds, aes(x=readmitted\_flag, y=number\_emergency)) +   
 geom\_boxplot() +  
 xlab("Re-admitted") +  
 ylab("Number of emergencies") +  
 theme\_minimal()
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diag\_1\_dist\_plot <- ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = diag\_1\_enc), fill = "brown") +  
 xlab("diagnosis 1") +  
 ylab("number of patients") +  
 theme\_minimal()  
  
diag\_2\_dist\_plot <- ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = diag\_2\_enc), fill = "forestgreen") +  
 xlab("diagnosis 2") +  
 ylab("number of patients") +  
 theme\_minimal()  
  
  
diag\_3\_dist\_plot <- ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = diag\_3\_enc), fill = "darkslategrey") +  
 xlab("diagnosis 3") +  
 ylab("number of patients") +  
 theme\_minimal()  
  
grid.arrange(diag\_1\_dist\_plot, diag\_2\_dist\_plot,diag\_3\_dist\_plot, ncol=1)
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admission\_source\_id\_dist\_plot <- ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = admission\_source\_id\_enc), fill = "#0073c2ff") +  
 xlab("Admission source distribution") +  
 ylab("Number of patients") +  
 theme\_minimal()  
  
  
admission\_type\_id\_dist\_plot <- ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = admission\_type\_id\_enc), fill = "darkmagenta") +  
 xlab("Admission type distribution") +  
 ylab("Number of patients") +  
 theme\_minimal()  
  
age\_distribution\_plot <- ggplot(data = post\_model\_ds)+  
 geom\_bar(aes(x = age\_enc), fill = "deepskyblue4") +  
 xlab("Age distribution") +  
 ylab("Number of patients") +  
 theme\_minimal()  
  
  
grid.arrange(admission\_source\_id\_dist\_plot, admission\_type\_id\_dist\_plot,age\_distribution\_plot,ncol=2)
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