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# Problem 9 In this exercise, we will predict the number of applications received using the other variables in the College data set.

# 9a Split the data set into a training set and a test set.

training\_college\_subset <- sample(nrow(College) \* 0.75)  
training\_college\_ds = College[training\_college\_subset, ]  
test\_college\_ds = College[-training\_college\_subset, ]  
nrow(training\_college\_ds)

## [1] 582

nrow(test\_college\_ds)

## [1] 195

test\_college\_mean <- mean(test\_college\_ds[, "Apps"])  
test\_college\_mse <- mean((test\_college\_ds[, "Apps"] - test\_college\_mean)^2)

# 9b Fit a linear model using least squares on the training set, and report the test error obtained.

lm\_fit <- lm(Apps ~ . , data = training\_college\_ds)  
lm\_predictions <- predict(lm\_fit, test\_college\_ds)  
lm\_mse <- round(mean((test\_college\_ds[,"Apps"] - lm\_predictions)^2))  
lm\_rmse <- sqrt(mean((test\_college\_ds[,"Apps"] - lm\_predictions)^2))  
lm\_mse <- round(mean((test\_college\_ds[,"Apps"] - test\_college\_mean)^2))  
cat("MSE: ", lm\_mse, "\n")

## MSE: 17299662

cat("RMSE: ", lm\_rmse, "\n")

## RMSE: 1209.721

# 9c Fit a ridge regression model on the training set, with λ chosen by cross-validation. Report the test error obtained.

train\_ds\_matrix <- model.matrix(Apps ~ ., data = training\_college\_ds)  
test\_ds\_matrix <- model.matrix(Apps ~ ., data = test\_college\_ds)  
  
grid <- 10 ^ seq(4, -2, length = 100)  
  
ridge\_reg\_model <- cv.glmnet(train\_ds\_matrix, training\_college\_ds[,"Apps"], alpha = 0, lambda = grid, thresh = 1e-12)  
ridge\_reg\_predictions <- predict(ridge\_reg\_model, test\_ds\_matrix, s = ridge\_reg\_model$lambda.min)  
  
ridge\_mse <- round(mean((test\_college\_ds[,"Apps"] - ridge\_reg\_predictions)^2))  
ridge\_rmse <- sqrt(mean((test\_college\_ds[,"Apps"] - ridge\_reg\_predictions)^2))  
cat("MSE: ", ridge\_mse, "\n")

## MSE: 1463367

cat("RMSE: ", ridge\_rmse, "\n")

## RMSE: 1209.697

# 9d Fit a lasso model on the training set, with λ chosen by crossvalidation. Report the test error obtained, along with the number of non-zero coefficient estimates.

lasso\_model <- cv.glmnet(train\_ds\_matrix, training\_college\_ds[,"Apps"], alpha = 1, lambda = grid, thresh = 1e-12)  
  
lasso\_predictions <- predict(lasso\_model, test\_ds\_matrix, s = lasso\_model$lambda.min)  
  
lasso\_mse <- round(mean((test\_college\_ds[,"Apps"] - lasso\_predictions)^2))  
lasso\_rmse <- sqrt(mean((test\_college\_ds[,"Apps"] - lasso\_predictions)^2))  
cat("MSE: ", lasso\_mse, "\n")

## MSE: 1463310

cat("RMSE: ", lasso\_rmse, "\n")

## RMSE: 1209.674

predict(lasso\_model, s = lasso\_model$lambda.min, type = "coefficients")

## 19 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) -558.09214464  
## (Intercept) .   
## PrivateYes -440.71634648  
## Accept 1.74450119  
## Enroll -1.42284478  
## Top10perc 44.66765420  
## Top25perc -13.52700930  
## F.Undergrad 0.09396717  
## P.Undergrad -0.01247536  
## Outstate -0.10714181  
## Room.Board 0.14255438  
## Books 0.06887074  
## Personal 0.03277755  
## PhD -6.34959328  
## Terminal -3.24945429  
## S.F.Ratio 20.84080014  
## perc.alumni 0.49629003  
## Expend 0.10557613  
## Grad.Rate 7.57758378

# 9e Fit a PCR model on the training set, with M chosen by crossvalidation. Report the test error obtained, along with the value of M selected by cross-validation.

pcr\_model <- pcr(Apps ~ . , data = training\_college\_ds, scale=T, validation="CV")  
validationplot(pcr\_model, val.type = "MSEP")
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pcr\_predictions <- predict(pcr\_model, test\_college\_ds, ncomp = 10)  
pcr\_mse <- round(mean((test\_college\_ds[,"Apps"] - pcr\_predictions)^2))  
pcr\_rmse <- sqrt(mean((test\_college\_ds[,"Apps"] - pcr\_predictions)^2))  
cat("MSE: ", pcr\_mse, "\n")

## MSE: 1776089

cat("RMSE: ", pcr\_rmse, "\n")

## RMSE: 1332.7

# 9f Fit a PLS model on the training set, with M chosen by crossvalidation. Report the test error obtained, along with the value of M selected by cross-validation.

pls\_model <- plsr(Apps ~ . , data = training\_college\_ds, scale=T, validation="CV")  
validationplot(pls\_model, val.type = "MSEP")
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pls\_predictions <- predict(pls\_model, test\_college\_ds, ncomp = 10)  
pls\_mse <- round(mean((test\_college\_ds[,"Apps"] - pls\_predictions)^2))  
pls\_rmse <- sqrt(mean((test\_college\_ds[,"Apps"] - pls\_predictions)^2))  
cat("MSE: ", pls\_mse, "\n")

## MSE: 1423707

cat("RMSE: ", pls\_rmse, "\n")

## RMSE: 1193.192

# 9g Comment on the results obtained. How accurately can we predict the number of college applications received? Is there much difference among the test errors resulting from these five approaches?

lm\_test\_r2 <- (1 - (lm\_mse/test\_college\_mse))  
ridge\_test\_r2 <- (1 - (ridge\_mse/test\_college\_mse))  
lasso\_test\_r2 <- (1 - (lasso\_mse/test\_college\_mse))  
pcr\_test\_r2 <- (1 - (pcr\_mse/test\_college\_mse))  
pls\_test\_r2 <- (1 - (pls\_mse/test\_college\_mse))  
  
cat("R square with linear model : ", lm\_test\_r2, "\n")

## R square with linear model : 1.891096e-09

cat("R square with ridge model : ", ridge\_test\_r2, "\n")

## R square with ridge model : 0.9154107

cat("R square with lasso model : ", lasso\_test\_r2, "\n")

## R square with lasso model : 0.915414

cat("R square with pcr : ", pcr\_test\_r2, "\n")

## R square with pcr : 0.8973339

cat("R square with pls : ", pls\_test\_r2, "\n")

## R square with pls : 0.9177032

barplot(c(lm\_test\_r2, ridge\_test\_r2, lasso\_test\_r2, pcr\_test\_r2, pls\_test\_r2),  
 names.arg = c("LM", "Ridge", "Lasso", "PCR", "PLS"))
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All models have R Square values near to 0.9. All models predict college applications with high accuracy, pcr has lesser accuracy than others.

# Problem 11 We will now try to predict per capita crime rate in the Boston data set.

# 11a Try out some of the regression methods explored in this chapter, such as best subset selection, the lasso, ridge regression, and PCR. Present and discuss results for the approaches that you consider.

#nrow(Boston)  
#head(Boston)  
#Boston <- subset(Boston, select = -c(resp))  
  
predict.regsubsets <- function(object, newdata, id, ...) {  
 form <- as.formula(object$call[[2]])  
 model\_matrix <- model.matrix(form, newdata)  
 coefficient <- coef(object, id = id)  
 model\_matrix[, names(coefficient)] %\*% coefficient  
}  
  
k <- 10  
p <- ncol(Boston)-1  
folds <- sample(rep(1:k, length = nrow(Boston)))  
cv.errors <- matrix(NA, k, p)  
  
for (i in 1:k) {  
 best.fit <- regsubsets(crim ~ . , data = Boston[folds!=i,], nvmax = p)  
 for (j in 1:p) {  
 pred <- predict(best.fit, Boston[folds==i,], id = j)  
 cv.errors[i,j] <- mean((Boston$crim[folds==i] - pred)^2)  
 }  
}  
  
rmse\_cv <- sqrt(apply(cv.errors, 2, mean))  
plot(rmse\_cv, pch = 19, type = "b")

![](data:image/png;base64,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)

best\_subset\_index\_min\_rmse <- which.min(rmse\_cv)  
best\_subset\_min\_rmse <- rmse\_cv[which.min(rmse\_cv)]  
cat("Best subset minumum rmse Index : ", best\_subset\_index\_min\_rmse, "\n")

## Best subset minumum rmse Index : 12

cat("Best subset minumum rmse : ", best\_subset\_min\_rmse, "\n")

## Best subset minumum rmse : 6.582437

best\_fit\_rmse <- best\_subset\_min\_rmse

model\_matrix <- model.matrix(crim ~ ., data = Boston)  
lasso\_cv <- cv.glmnet(model\_matrix, Boston$crim, type.measure = "mse", alpha = 1)  
plot(lasso\_cv)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAApVBMVEUAAAAAADoAAGYAOpAAZrY6AAA6ADo6AGY6Ojo6OmY6OpA6ZmY6ZrY6kLY6kNtmAABmADpmOgBmOjpmOmZmZmZmZpBmZrZmkLZmkNtmtv+QOgCQZgCQZmaQkGaQkLaQkNuQtv+Q2/+pqam2ZgC2Zma2kDq2kJC2tma22/+2/7a2///bkDrbkGbbtpDb2//b////AAD/tmb/25D/27b//7b//9v///8gaXcNAAAACXBIWXMAAA7DAAAOwwHHb6hkAAARM0lEQVR4nO2dDXvrOBFG3W27d1mgWb65XVhoDcuyBhrnJvn/P43IdhInluQZWbLG4/c8D1AcXWWiE31YsaTiCFRT5A4ApAWClQPByoFg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlQLByIFg5EKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlQLByIFg5EKwcCFYOBCsHgpUDwcpJJXj36WfzP1VRPLxNTXJ4LYriZWqS/h93nEIoPtv/6XNRPFlf2W9O/8jx2vFYPn7YLtPCZLwyTiLB+81XJqbq9N+1Qx85yeH19HLlLGdikv4fd1Snf1xbDdcnT/uNNdvd165vpfl3hVUwLUzGKwTSCK6LwsS037yYT2X9QPQku2dT9pX1Q9KT9P64o3330hLC4fXFna2n0E+12yqYFCbjFQpJBNfFy/Xz2+1xk9hrOSfJbdoebsG+Wlq5Wmfz2uP39iaaECbjFRKp+uBrTJWrh2UlOZau7zcjiaOgnE10/dW/N64+s/zG2Z2evheOPpgWJuOVcVILrt2DCkaS5ns8PYmroGrHOK8ybaO9edlvjMLS9o6mYfcIJnwS+ivjpK/Bh1fHh+UkqZ3jVVYSe0GZKrV7thR727J4itf6UnX6MG7BhDAZr4yTXrBzjMxI4vzWs5I4Cso99Gmvta9bsb3UdNxOwZQwGa+MM4NgVwHRk1TuUmEkcRVU++2yfcfa9J6hlu0lc1NduG6sSWEyXhknqeDWm7PnIyY5lYqzCjGSON/GHcJ+4wzOH7erBtPCZLwyTtoabD5nezM5IYm1e2QnufnjFmcf3HSnjuCa2yrrIKt51XEfTAqT8co4iZvo0jkJSE/StXm+bpqQ5OaPO0rnHU/tnlr0xe0QTAyT8co4+LFBORCsHAhWDgQrB4KVA8HKgWDlQLByIFg5EKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoksuAAzkUtw3OyACwhWzuoFiwkkBELwEJw7gClAMIBg5axesJhAQsjXRDc7tRWefZvElKuYQEIYBv/e4UlCzsvDZQMC504Tiy5X4bz3/08Swb217pVjkxEITkd6we2WFQ2uNediBIsJJAR78KjBfcQEEkIuwddNYtAHZ2AGwd0myYV9L1V+doDDHILnzi4cMYGEkK2JdufC/pkyNWICCSGf4PNEh3N/qEWXq3BmENxszWh26HRteQzBCZntNsns32fbH52bXVLEBBJCria6m+gw98CY6EjJbfDvg4noQRJyXn7ONfjJdbDEwstVLu+X/zqTaKLDbKNpOmLHUTMQnIi5BDebrz54/MoRLCaQEAbBzyZ47uzCERNICBC8NiBYORA8QEwgIaCJHkdMICFA8NqAYOVA8AAxgYSQpIl2nl3EQky5igkkhCSCe49MTmDR5SqXKE30lNOX+O8LSPR/SJpcg4uRZSms7HIjJpAQboJ/P2KQZUFMICFA8JqIJ3j3XDgPTgzIDsQhmuB2tYL3hFtOdpkRE0gISZro832wa9VRQGg5ERNICEkEn++Dp90tLbpcZYIarBz0wVbEBBJCotskVaNoMYGEgPvgNdB/3j37r0nyVhfq4P0YfxQ9DTGCxQQSwiX4mIKV/ZokJpAQkghW9muSDqLW4ChAcFRiCsYjO3JI1ERjkCUFDLLWAgZZysEgy4mYQEIo7mexIHiAmEBCMMFfnEYRTNhHlpMdmE4Cwe2NEgTLAIL9iAkkhERNNARLAYJXAAQrB4L9iAmEi7n7LfrrzSDYiphAQrD2wdvt9i4JOa/ePCWmKiVwU2m7/2y3N4ZXP5O1aCB4HDGBhGBroiH4FjGBhBC/D6aynMMpF42tiZ7l1yQcTpkW67PuMwrG0XbpaSymmKqk3CbhcMr0JBJsaJvd2rP6bEk1eKnceI382Gy7Tb9vfTAOp0xOOsGkFf7LOZxSTCBU+lue3TfR7R1SpAffSx0r/MUEwuBSV+8Ed3Mc0/tgU4WroBXgWD4ag0HLHFdw2/766u9+M1q7IXgCqQWPst/88nlkAZMYwWICYeBqouP0wQT2m5fTQNp1JhY7u6SICYTAYAIrzX2waaIfP0pPFTWCm9PP3I6XVK6iGKhMMNHx8Ha6B24l2rm8VjvnuyA4kPSCzW2SmeRwnSt67AkmZJcbMYEQuVGZpIk2Ex2+k4GPEJyS9ILPNVjJRMdScK4jTNUHa9nKcEHYVaYZRWMrwwwMVSa6TYqBmHIVE8g4fsHXSaxIPzZMY0Hlmp1+9+tsottpypg/F04Dgnm4e9vogpXtsiMmED92wb0mOmYNVrV0RUwgdvzPTybpg+MgvFwlMXJDhFH00pld8LmNRhOdGNvgeY774PLxo3o67p51zGSJCcTKSF1N9GPDy7E2vyZhLjo9hMY4geDPx92nn5v/hAPBXpyDZ7vgywg61kzW/rs3LYLFBDKAUFe7Jvp6DxylDza/9JcvWppoMYFcYPwwmEbwsXwyI+lp81nyylUElFnn4f+JLTgGEOyCO5yK3gfHQYxgMYGML+qe7TYJc9GxGZ/SmHOio2Xib0oiylUCzBuiGe6Dz5TelQvs7NYI80G6mQUHVWF5qwszBPLep7lwDFRZ9JcjxRbsefA9JLtczBxIaG/rEtxbUBhZ8H6DJprG+z3HiI1xAsGjuzPwstPIQGmcfnUmwXEQIzhSIE6nEQdOM/fB01Ai2Dleil9XHYIdafmfbzjRMWmuQ4xgKsMqOmtd5V69EPLYbLsJi/61SeJV3j5IGUvw4bU1K/3nQk+V61N4X7WXshDB223RfxQ6WhP9XbvsLNaZDUQRIUzrxtxXdQs+1+CY64OFldxiBG9TCO62IQ3bCM3xvsJKbiGCE/XBhI3QeNkds5bcgpvoBa0PFllGogW38xsQnOZq/oDuZihjCt6ZTQrryFs4yCm51QtuVqyYqY6oS1cyltwym+hO8DD4yx2ivaA9dAmb5zhKcwsc84kOCOZe9fXBnoL20CZstjhrN/WPeTiloJJbgODh3VFMwZ8ve41CcJ6rlvmNyILb7jfmXHTGklteE90THL+JbnreZhLrfPhKIBAsVHD98NZu2F96W2jm2YUySm4Jgo3blH1wcwt88rt79jbQ3LMLBZTcMgRblpnFFkyBffJZxpJbVhN9JzhBE90ysp0h++xCCF6W4CXV4JCred666XrtM5RzC2afXShAmnjBriegswjmnl2YseQW00TbBN8GP5iHHha0B55gXnYQPHZ12zEW/JCZfw92rC7MWjUWIPjqdyTtkADBo5MY14OxMNERUTAl7ZAAwf45LEMjuBk/O3cPFyNYfBPdzV1ZBSdpogmHIpkknVrxt0nSBbduHc9PJhI8+iiHEdw98SF+oiPk6mxvPRxbjeQwJOTB99GfkZZUgyUL3mYR3C0+89HeBT8dPe25GMFim+jttueXGvyQCctHvWOtU6qHN/dEFgSPXb3a5QQ/BM9FB1xN/SaXgfPYL7/DP0YK2gMEz/Mm2z70HGyzlJaC9nBNmODMhozSBDXR/Yq7Jf1udBO8nZCJjvhnNkDw9h5+8HbCJjpin9mQUXDI1cjZDeRSZp2HV+2ETXTEPrNBgLT5BZ/b4VuxjjmrGQWnOLMho7TZm2ir19E7XkLwlIL2cE2Y4MwGvYK35+dszn+4mRo8paA99BLGP7Mho+CQqzSVfp22VnlamJSC9oD74H7jGqZy6HUbNJxanGBvycW6Smjl/DmEWPS4jfE9bIJ3T3IMCppo5NQ+P36U057K6r9vvJIbK9Tt8MtQULrHae98+9YxG5rLt5NW0MSE9cPbaYBF+N2f+r7pynZmbG3APD0JraBpCc1tkhlBx9vxPa8VMiP9QNahAq2gaQnNRIcRHHEBuL/k4lx1aSssFsd68Zwq0zfR5xq8tK0MHV+GIqB71C2464OjbicsruQWIvjyh5vAUTT2yZJx1X+LZBBxH5yzjIT8XBge/AgQHJCDYsHnZSt6nugIuSoqoBG4NXi/mdj5Wt9XZMmtU3BTicPnsOStLkQTbUlYTvytcPC+ECxLsNmjYdptsBzBIVdFBDR+h9QQPIrePWOQlf0qgTDBZjCt5IkONNHDhGbp/rQGGoLjBT8CX3DZrhuciBjBIVfFBESAK7iaPoC2vK+4khMumDjAMqx+JmupTbSlFK1gLjogBwjmZiep5JYkmAAEB1zNGhC9+21YveAlNtGOUrQCwQE5QDA3OyklJ1wwt3k2QHDA1ZwBcVm94KU10Z5StALBATnkEBy62/fqBYdczfTWQUBwwFUI5maXseQW0ERP2uUMggNyyBAmpRRDkzATNuDswlkEE0gjGGcXxroaMrdxQxLBSzr5TH4T7SFXE42zC6NcHa+8uQQvqQaHXE3/JpNb5gup+mCcXRh8NZ5cQ6JRNM4uDLsa/9d83AcH5JAkoES/Bc4sWN7qwpCrMbPrQy1FDikF156dPNYseICjjKKQSHBZFC+7bz8oZxcOP28Cmjc62sp+WhM9JZ4IZGuizR5aZVN7abdJSfEXdREsKbKsELJOdOy+NoJpEx0gGYkEm7vfw/+OImrwukk00XGut8SzCzMiJpAQ8t0mVe3w2X2OpZhyFRNICPLug1NlB1xAsHJWL1hMICFIbqLBTGQSHPntuNGlzV5W8FlzjfV2EDwZCJaSHIKzZy8r+Ky5xno7CJ4MBEtJDsHZs5cVfNZcY70dBE8GgqUk1yEYzA0EKweClQPByoFg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlzCu43eODdcJa6dwPxELlWZs+pNm3j3Vo8u4T9VAp3yr5qXmzmFdwu/aUQ+3e8GWIWRxXk8v18HpKWnG+bvsN9dQwEwU9El7ePOYV7FpW7ORU5emCmzWPh1eqsd2zWUJX0UOqycfCtTuKlYzvDj1vJvMKrrjnX1aP33Oa6CNHcAu9ntXFC/ULGvDdIefNZF7B5Te8Xu/UpLP64ONlhSs9JE65kgV7t0GYljeTWQXvN8ZWSTZsWjqe4Jo5anLv2WdPTZTQNgu8TliD4Bb6JzEbRXBr8OGV8w9q3pAegim0HRQloWnouIJZxcqrv2iiPVTXzpdyr9Qkr7qVkoTvQz97wvenS14R/V5yTzbIYuTNZNYa3H5u3idh1GBu9hXlq3MDNW/+bZIOwe1Hpg+ymn/CaKJN2t6m1iPsnnnt85EhgT/RoUOw2QuRWW1YfTAr+64H4GjgtA7cqUodgsHcQLByIFg5EKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgSfOfx4farxy5+YyynkAsEdX/7Qd7r/fZJnWDOwJsG+R6z3v7s1ag6yVwEEd681y0z+Wfz69sLygeCGdlnT7s/H/5yXIzAXnohlnYLr83LBsige/mr2Yrmcbf63LonzkPOFsUrB5gTz/eap3b+hLh7erqvGd7/qEvMWkstljYLbBYinNrhtmMuHt3ZviX6aU6I0i8HmZo2Cuw73+XO7oK8x3Q2pds/fdlqbXbQUsF7B+83naiC4evzv39u/IHh5uGvwuYk+ST+PstBELw9HH1xdB1nV48fhh2OXCIOspeEeRXe3Sc2t0T9+2v3xiNukJVK2eza83N4Hf/Wvk9ze/i1ffhOwyZVc1iTYQaN1MDOJqUoFNPW2bYv3v72tsLtfqBhirVxw01R32/Lc/px0+IsSvysX3Ofw40+Xv7/8oGIEbYBg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlQLByIFg5EKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByvk/EY4eTQj+YIkAAAAASUVORK5CYII=)

coef(lasso\_cv)

## 15 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 1.4186415  
## (Intercept) .   
## zn .   
## indus .   
## chas .   
## nox .   
## rm .   
## age .   
## dis .   
## rad 0.2298449  
## tax .   
## ptratio .   
## black .   
## lstat .   
## medv .

lasso\_rmse <- sqrt(lasso\_cv$cvm[lasso\_cv$lambda == lasso\_cv$lambda.1se])  
lasso\_rmse

## [1] 7.552794

model\_matrix <- model.matrix(crim ~ . -1, data = Boston)  
ridge\_cv <- cv.glmnet(model\_matrix, Boston$crim, type.measure = "mse", alpha = 0)  
plot(ridge\_cv)
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coef(ridge\_cv)

## 14 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 1.984601825  
## zn -0.002712896  
## indus 0.023751842  
## chas -0.120843958  
## nox 1.499819906  
## rm -0.118580407  
## age 0.005022922  
## dis -0.075115440  
## rad 0.034570984  
## tax 0.001596306  
## ptratio 0.056535699  
## black -0.001981669  
## lstat 0.027880296  
## medv -0.018358122

ridge\_rmse <- sqrt(ridge\_cv$cvm[ridge\_cv$lambda == ridge\_cv$lambda.1se])  
ridge\_rmse

## [1] 7.832279

pcr\_model <- pcr(crim ~ . , data = Boston, scale = TRUE, validation = "CV")  
summary(pcr\_model)

## Data: X dimension: 506 13   
## Y dimension: 506 1  
## Fit method: svdpc  
## Number of components considered: 13  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 8.61 7.173 7.174 6.736 6.743 6.742 6.769  
## adjCV 8.61 7.172 7.173 6.734 6.736 6.739 6.764  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 6.758 6.651 6.667 6.658 6.656 6.618 6.553  
## adjCV 6.752 6.643 6.660 6.649 6.648 6.608 6.542  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps  
## X 47.70 60.36 69.67 76.45 82.99 88.00 91.14 93.45  
## crim 30.69 30.87 39.27 39.61 39.61 39.86 40.14 42.47  
## 9 comps 10 comps 11 comps 12 comps 13 comps  
## X 95.40 97.04 98.46 99.52 100.0  
## crim 42.55 42.78 43.04 44.13 45.4

cverr <- RMSEP(pcr\_model)$val[1,,]  
pcr\_num\_components <- which.min(cverr) - 1

13 component PCR fit has lowest RMSE value.

pls\_model <- plsr(crim ~ . , data = Boston, scale = TRUE, validation = "CV")  
summary(pls\_model)

## Data: X dimension: 506 13   
## Y dimension: 506 1  
## Fit method: kernelpls  
## Number of components considered: 13  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 8.61 7.019 6.685 6.656 6.633 6.593 6.600  
## adjCV 8.61 7.017 6.680 6.643 6.621 6.582 6.587  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 6.592 6.581 6.582 6.580 6.581 6.580 6.580  
## adjCV 6.579 6.569 6.569 6.568 6.568 6.568 6.568  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps 8 comps  
## X 47.27 56.79 61.38 71.13 76.41 79.78 83.99 86.27  
## crim 34.32 41.81 44.03 44.58 44.94 45.24 45.33 45.38  
## 9 comps 10 comps 11 comps 12 comps 13 comps  
## X 88.5 91.32 96.56 98.26 100.0  
## crim 45.4 45.40 45.40 45.40 45.4

cat("RMSE with Best Fit:", best\_fit\_rmse, "\n")

## RMSE with Best Fit: 6.582437

cat("RMSE with lasso: ", lasso\_rmse, "\n")

## RMSE with lasso: 7.552794

cat("RMSE with ridge: ", ridge\_rmse, "\n")

## RMSE with ridge: 7.832279

cat("RMSE with pcr: ", "6.517", "\n")

## RMSE with pcr: 6.517

# 11b Propose a model (or set of models) that seem to perform well on this data set, and justify your answer. Make sure that you are evaluating model performance using validation set error, crossvalidation, or some other reasonable alternative, as opposed to using training error.

Models indicate that best fit and PCR with 14 components give the best results, with PCR performing marginally better. RMSE values for the best fit PCR and very close.

# 11c Does your chosen model involve all of the features in the data set? Why or why not?

Based on the RMSE value chosen models would be

1. PCR with 13 components   
  
2. 12 parameter best subset model

PCR model with 13 components comprises of all the predictor variables. Weightage of each predictor variable for every component is given by scores. 12 parameter best subset model also contains all the predictor variables. This confrims that all the predictor variables are contributing in predicting the response variable