**Name:** Abdul kareem butt

**Roll no:0216**

**Lab 3:**

**Task 1:**

**Header file:**

template <typename type>

class list {

protected:

type\* arr;

int maxSize;

int currentSize;

public:

list(int size = 10);

list(const list& other);

virtual ~List();

virtual void addElementAtFirstIndex(type element) = 0;

virtual void addElementAtLastIndex(type element) = 0;

virtual type removeElementFromEnd() = 0;

virtual void removeElementFromStart() = 0;

};

**Source file:**

#include <iostream>

#include "list.h"

template <typename type>

list<type>::list(int size) : maxSize(size), currentSize(0) {

arr = new type[maxSize];

}

template <typename type>

list<type>::list(const list& other) : maxSize(other.maxSize), currentSize(other.currentSize) {

arr = new type[maxSize];

for (int i = 0; i < currentSize; ++i) {

arr[i] = other.arr[i];

}

}

template <typename type>

list<type>::~list() {

delete[] arr;

}

**Task 2:**

**Header file:**

template <typename type>

class mylist : public List<type> {

public:

mylist(int size = 10);

mylist(const mylist& other);

~mylist();

bool empty();

bool full();

int size();

bool insertAt(int index, type value);

type last();

bool search(type value);

};

**Source File:**

#include <iostream>

#include "List.h"

template <typename type>

MyList<type>::MyList(int size) : List<type>(size) {}

template <typename type>

MyList<type>::MyList(const MyList& other) : List<type>(other) {}

template <typename type>

MyList<type>::~MyList() {}

template <typename type>

bool MyList<type>::empty() {

return currentSize == 0;

}

template <typename type>

bool MyList<type>::full() {

return currentSize >= maxSize;

}

template <typename type>

int MyList<type>::size() {

return currentSize;

}

template <typename type>

bool MyList<type>::insertAt(int index, type value) {

if (index < 0 || index > currentSize || full()) {

return false;

}

for (int i = currentSize; i > index; --i) {

arr[i] = arr[i - 1];

}

arr[index] = value;

currentSize++;

return true;

}

template <typename type>

type MyList<type>::last() {

if (currentSize == 0) {

throw std::out\_of\_range("List is empty.");

}

return arr[currentSize - 1];

}

template <typename type>

bool MyList<type>::search(type value) {

for (int i = 0; i < currentSize; ++i) {

if (arr[i] == value) {

return true;

}

}

return false;

}