1.**Apply and call** - Apply takes an array of arguments, while Call takes zero or more individual parameters

**call** attaches this into function and executes the function immediately:

**bind** attaches this into function and it needs to be invoked separately like this: - call back function

**A**pply uses **A**rrays and **A**lways takes one or two Arguments. When you use **C**all you have to **C**ount the number of arguments.

**Call is slightly faster in performance than Apply**.

Bind is a bit different. It returns a **new function**. Call and Apply execute the current function immediately.

Use .bind() when you want that function **to later be called with a certain context**, useful in **events**. Use **.call() or .apply() when you want to invoke the function immediately**, and modify the context.

Call/apply call the function immediately, whereas bind returns a function that, when later executed, will have the correct context set for calling the original function. This way you can maintain context in async callbacks and events.

Unlike Call and Apply, **Bind doesn't itself call the function**, it can only be used to bind the value of context and other arguments before calling the function.

**.apply(this, [...])**

**.call(this, param1, param2, param3, param4...)**

var teamIndia={

name:'Dhoni',

message:function(name){

alert(this.name+' we lost the worldcup 2015');

}

}

var teamPakistan={

name:'Misabh'

}

teamIndia.message.call(teamPakistan,'Misabh')

**Undefined value:** A value that is not defined and has no keyword is known as undefined value. For example:

1. int number;//Here, number has undefined value.

There are just six **types** in **JavaScript**: Object, Number, String, Boolean, Null, and Undefined

**2. Bubbling and capturing -**The order is called a bubbling order, because an event bubbles from the innermost element up through parents, like a bubble of air in the water.

According to this model, the event:

1. Captures down - through 1 -> 2 -> 3.
2. Bubbles up - through 3 -> 2 -> 1.

All methods of event handling ignore the caputiring phase. **Using addEventListener with last argument true is only the way to catch the event at capturing**.

|  |
| --- |
| elem.addEventListener( type, handler, phase ) |

phase = true

The handler is set on the capturing phase.

phase = false

The handler is set on the bubbling phase.

Click in a div below to see capturing in action (no IE<9):

![W3C events order](data:image/gif;base64,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) **capturing**

**diff between null & undefined - undefined** (means a variable has been declared **but has not yet been assigned** a value) **null (** is an assignment value. It can be assigned to a variable as a representation of no value) **event handling in JS**Event bubbling(trigger inner most element first and then it triggers on the parent elements in nested order.) Event Capturing is the opposite of bubbling where the event is triggered on the outer most element and then it triggers the inner children in nested order. **diff prevent default -** method will prevent the link above from following the URL. **stop probhigation** will prevent the event from bubbling up and return false will do both.

**3. Closure** - inner functions referring to local variables of its outer function create closures. In other words, the inner function has access to the outer function’s variables and parameters.

function makeFunc() {

var name = 'abd';

function displayName() {

alert(name);

}

return displayName;

}

var myFunc = makeFunc();

myFunc();

4. **AJAX** **- var xhttp = new XMLHttpRequest();**

xhttp.open("GET", "ajax\_info.txt", true); open(*method, url, async(true)*)  
xhttp.send();

xhttp.onreadystatechange = function() {

**xhttp.readyState** - Holds the status of the XMLHttpRequest. Changes from 0 to 4:   
**0**: request not initialized , **1**: server connection established, **2**: request received , 3: processing request   
**4**: request finished and response is ready

**status -** 200: "OK" , 404: Page not found

$.ajax({type: "GET", mode: "queue",url: xmlFile, dataType: "xml",beforeSend: function () {},

success: function (xml) {});

5. Type of pattern( [The Module Pattern](http://carldanley.com/js-module-pattern/) - [The Singleton Pattern](http://carldanley.com/js-singleton-pattern/) -[The Observer Pattern](http://carldanley.com/js-observer-pattern/) - [The Prototype Pattern](http://carldanley.com/js-prototype-pattern/) -[The Facade Pattern](http://carldanley.com/js-facade-pattern/) -[The Factory Pattern](http://carldanley.com/js-factory-pattern/)

**What is curring:** **Curring is partial invocation of a function**.

Currying means first few arguments of a function is pre-processed and a function is returned. The returning function can add more arguments to the curried function. It's like if you have given one or two spice to the curry and cooked little bit, still you can add further spice to it. A simple example will look like-

function addBase(base){ var addTen = addBase(10);

return function(num){ addTen(5); //15 addTen(80); //90 addTen(-5); //5

return base + num;

}

}

**Scope** - is the accessibility of variables, functions, and objects in some particular part of your code during runtime – global and local scope

**Hoisting -** **Hoisting** is the mechanism of moving the variables and functions declaration to the top of the function scope

**Function Declaration Overrides Variable Declaration When Hoisted**

// **Both the variable and the function are named myName**

var myName;

function myName () {

console.log ("Rich");

}

// The function declaration overrides the variable name

console.log(typeof myName); // function

// But in this example, the variable assignment overrides the function declaration

var myName = "Richard"; // This is the variable assignment (initialization) **that overrides the function declaration.**

function myName () {

console.log ("Rich");

}

console.log(typeof myName); // string

**What is a Function Expression?**

Functions defined via Functions Expressions can be named or anonymous.

/anonymous function expression

var a = function() {

    return 3;

}

//named function expression

var a = function bar() {

    return 3;

}

 console.log(a());

//self invoking function expression

(function sayHello() {

    alert("hello!");

})();

### **Convert string to javascript array**

May 30, 2009 06:38 PM|[LINK](https://forums.asp.net/post/3199072.aspx)

An easier way than splitting or iterating (IMO):

<input type="hidden" id="hiddenArray" value="1,2,3,4" />

<script type="text/javascript">

var values = document.getElementById('hiddenArray').value;

var arr = eval('[' + values + ']');

</script>