**Disadvantages with JDBC edit test**

* Even though JDBC is DB independent but since it uses native SQL queries directly into it, it indirectly becomes DB dependent

Example:

MySQL & PostgreSQL: **SELECT** \* **FROM** students **LIMIT** 1;

Oracle: **SELECT** \* **FROM** students **WHERE** rownum <= 3;

MSSQL Server: **SELECT** **TOP** 3 \* **FROM** students

* If the DB changes or DB design changes then, it will be too expensive to identify the places where changes are required
* JDBC is not good for big applications. There is a big programming overhead.
* We have to manually manage the DB Connection (like Opening & Closing the DB connection / may be via connection pool etc.), takes care of closing of all the JDBC Objects & takes care of mapping the data present in ResultSet to Java beans

**Hibernate**

First do the simple hibernate exercise & through that explain the below concepts

English meaning of Hibernate:

* Hibernate is an open source, **DB Independent,** **Object Relational Mapping (ORM)** framework for **Java** that helps developer to write data handling logic without caring about DB
* Hibernate makes our application code independent of DB. Later if our DB changes or DB Design Changes from the application code point of view we need not to worry much. We just need to worry about the making proper configuration changes
* Hibernate significantly reduce development time & reduces the complex data access code
* Hibernate takes care of mapping Java classes to DB tables & from Java data types to SQL data types
* Hibernate takes care of converting the result set data into java beans. i.e. DTO with hibernate it’s the default behavior
* Developers need have less / no SQL knowledge. With hibernate we need not to worry about writing SQL queries. Hibernate internally takes care of issuing SQL Queries specific to underlying DB
* Maintenance of the application is easier. It’s easier to debug the code & easier to write the error free code

Show the students a normal Java File which as multiple lines SQL queries & explain them the difficulty of with no spaces between the lines

pstmt = con.prepareStatement(

"select \* from students"

+"where regno=?" //Error; No Space between students & where

+"and password=?");

**Recap XML before starting the First Hibernate Program. Specially XSD and/or DTD**

**Steps to Setup the Hibernate Development Environment:**

1. Download the Hibernate 3.6 zip file & extract it to some location

**Download Link:**

1. Copy all the JAR files present under extracted folder to separate folder
2. Download the Hibernate support JAR files (slf4j-simple-1.6.1.jar & mysql-connector-java-5.1.21-bin.jar) & keep it in the above folder
3. Create a Java Project in Eclipse by name “Hibernate”
4. Right click on the Hibernate project, go to “build path” then click on “configure build path”
5. Under “Libraries” tab click on “Add External JARs”
6. Select all the Hibernate & support JARs, click on Open & click on OK

**Steps to Configure Hibernate:**

1. Create a **hibernate.cfg.xml** configuration file under **src** (also called as project class path) & provide all the necessary information (Driver Class, DB URL, User Name & Password etc.) of the underlying DB
2. Create the Java Beans which replicates the underlying DB tables
3. Create the Mapping XML File which maps the Java Bean to DB table & Java Bean properties to DB table columns
4. Add the location of mapping file to hibernate.cfg.xmlfile

**Necessary Steps to work with Hibernate**

1. Load the Hibernate Configuration & Mapping files
2. Build the Session Factory
3. Open the session
4. Operate with DB
5. Flush & Close the session

**Hibernate Example:**

The purpose of a DTD (Document Type Definition) is to define the legal building blocks of an XML document.

The most obvious features offered in XSD that are not available in XML's native Document Type Definitions (DTDs) are namespace awareness and datatypes, that is, the ability to define element and attribute content as containing values such as integers and dates rather than arbitrary text.

**===========================================================**

**<hibernate-configuration>**

**<session-factory>**

**<!—BELOW ARE MANDATORY INFORMATION 🡪**

**<property name=*"connection.url"*></property>**

***connection.driver\_class***

***connection.username***

***connection.password***

**<!—BELOW ARE OPTIONAL INFORMATION 🡪**

***connection.autocommit***

***connection.pool\_size***

***dialect* org.hibernate.dialect.MySQL5Dialect**

***show\_sql***

***format\_sql***

**<mapping resource=*"com/mappingfiles/students.hbm.xml"* />**

**===========================================================**

**<hibernate-mapping>**

**<class name=*"com.jspiders.hibernate.beans.StudentsInfoBean"***

**table=*"students"*>**

**<id name=*"regno"* column=*"regno"* />**

**<property name=*"firstName"* column=*"firstname"* />**

**===========================================================**

**Hibernate.cfg.xml**

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE hibernate-configuration PUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

<?xml version=*"1.0"* encoding=*"UTF-8"* ?>

<!DOCTYPE hibernate-configuration PUBLIC

"-//Hibernate/Hibernate Configuration DTD 3.0//EN"

"http://www.hibernate.org/dtd/hibernate-configuration-3.0.dtd">

**<hibernate-configuration>**

**<session-factory>**

**<property name=*"connection.url"*>**

jdbc:mysql://localhost:3306/college

</property>

<property name=*"****connection.driver\_class****"*>

com.mysql.jdbc.Driver

</property>

<property name=*"****connection.username****"*>j2ee</property>

<property name=*"****connection.password****"*>j2ee</property>

<property name=*"****connection.autocommit****"*>true</property>

<property name=*"****connection.pool\_size****"*>

10

</property>

<property name=*"****dialect****"*>

org.hibernate.dialect.MySQL5Dialect

</property>

<property name=*"****show\_sql****"*>true</property>

<property name=*"****format\_sql****"*>true</property>

**<mapping resource**=*"com/mappingfiles/students.hbm.xml"* />

</session-factory>

</hibernate-configuration>

**students.hbm.xml**

<?xml version=*"1.0"* encoding = *"UTF-8"* ?>

<!DOCTYPE hibernate-mapping PUBLIC

"-//Hibernate/Hibernate Mapping DTD 3.0//EN"

"http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd">

<hibernate-mapping>

<class name=*"com.jspiders.hibernate.beans.StudentsInfoBean"* table=*"students"*>

<id name=*"regno"* column=*"regno"* />

<property name=*"firstName"* column=*"firstname"* />

<property name=*"middleName"* column=*"middlename"* />

<property name=*"lastName"* column=*"lastname"* />

</class>

</hibernate-mapping>

**MyFirstHibernate**

//1. Load the Hibernate Configuration & Mapping Files

Configuration config = **new** Configuration();

//Keep the below Files under “src”

config.configure("hibernate.cfg.xml");

config.addResource("students\_info.hbm.xml");

//2. Build the Session Factory

SessionFactory factory = config.buildSessionFactory();

//3. Open the Session

Session session = factory.openSession();

//4. Operate With DB

//Insert

StudentBean bean1 = **new** StudentBean();

bean1.setRegno(29);

bean1.setFirstNM("Salman");

bean1.setMiddleNM("NA");

bean1.setLastNM("Khan");

session.save(bean1);

session.update(bean1);

session.delete(bean1);

StudentBean bean

= (StudentBean)session.get(StudentBean.**class**, 25);

//5. Flush & Close the Session

session.flush();

session.close();

**Hibernate Configuration & Mapping Files:**

To interact with DB, hibernate makes use of two types of configuration files

1. Hibernate Configuration File
2. Hibernate Mapping File
3. **Hibernate Configuration File**

* On startup, Hibernate consults this file for its operating properties such as DB connection URL, DB username & password, DB dialect etc.,
* Default file name is hibernate.cfg.xml & default location of this file is project class path (i.e. under src folder)

But, it can have any name & it can be present in anywhere.

* We need must have one configuration file per database i.e. if our application uses more than one database or more than one DB Server to store the data then we need to have those many number of configuration files.
* In other words we can have more than one configuration file depending on the number of databases

**About Dialect:**

* + Hibernate makes use SQL Dialect file to convert Hibernate specific DB calls to native Database SQL calls. It’s a "helper" for Hibernate to communicate with the database in its language. So, Dialect’s makes Hibernate is database independent
  + Depending on the underlying DB we need to set proper dialect related to that database in hibernate configuration file
  + However it’s an optional property. If not provided Hibernate it itself chose the proper dialect file depending on the underlying DB
  + “org.hibernate.dialect” is the package in which the hibernate built-in dialects are present

**Loading Hibernate Configuration File:**

The org.hibernate.cfg.Configuration is

used to build an immutable org.hibernate.SessionFactory. The mappings are compiled from various XML mapping files. The org.hibernate.cfg.Configuration is used to build an immutable org.hibernate.SessionFactory.

* “org.hibernate.cfg.Configuration” is a concrete class present in Hibernate which has a non-static method by name “configure()” which helps us to load the Hibernate Configuration File
* This Class has various overloaded version of configure() method. Which helps us to load the Hibernate Configuration File in different ways
* Following are the different ways to load the hibernate configuration file

**1st Way:**

**public** Configuration configure() **throws** HibernateException

* + This method looks for the configuration file with the default name “hibernate.cfg.xml” under default path i.e. under src folder (class path)
  + If the configuration file has the different name other than “hibernate.cfg.xml” then this method throws an exception
  + If the configuration file has “hibernate.cfg.xml” as file name but if it present somewhere other than class path (within the sub-directories of src folder or may be outside of project) then this method throws an exception

Configuration config = **new** Configuration();

config.configure();

**2nd Way:**

**public** Configuration configure(String resource) **throws** HibernateException

* + This method will look out for the Configuration File with the specified name under src i.e. either directly under src or under subdirectories of src

Configuration config = **new** Configuration();

config.configure("any\_name.xml");

OR

config.configure("com/pkg/any\_name.xml");

**3rd Way:**

**public** Configuration configure(File configFile) **throws** HibernateException

* + This method will look out for the Configuration File with the specified file path i.e. outside of the

project

Configuration config = **new** Configuration();

java.io.File configFileLocation

= **new** java.io.File("E:\\j2ee\\any\_name.xml");

config.configure(configFileLocation);

**4th Way:**

**public** Configuration configure(URL url) **throws** HibernateException

* + This method will look out for the Configuration File present in web server i.e. anywhere in the world

Configuration config = **new** Configuration();

java.net.URL configUrl

= **new** java.net.URL("http://localhost:8080/empApp/any\_name.cfg.xml");

config.configure(configUrl);

**5th Way:**

**public** Configuration configure(org.w3c.dom.Document document)

**throws** HibernateException

1. **Hibernate Mapping File**

* Hibernate is also called as “**O**bject **R**elational **M**apping (ORM)” framework / tool. Hence it expects Java Bean representation for every DB Table
* Hibernate Mapping File, as the name implies, this file describes the mapping between the particular Java Bean to the particular DB table & particular bean property to the particular column of the table. Hibernate refers this mapping file whenever it tries to operate on that corresponding DB table (Give PreparedStatement setXXX() method example)
* DB Table & Mapping file **should be in sync** with regards to DB column type & Java bean property type. In other words Java Bean should be the exact replica of DB table
* Hibernate Mapping File should be a XML file & can have any name but usually the file name will be like “*<table\_name>.*hbm.xml”
* Java Bean used in the mapping file SHOULD have public default constructor (otherwise in case of select operation it fails)
* Each instance of the Java Bean in the mapping file is represented by a row in the configured table
* We must have table definition in the mapping file but we can omit the column definitions in the Mapping file but in that case we should use property name as same as column names
* Hibernate expects Primary Key for every table & hence even if the table does not have Primary Key Hibernate expects id tag in mapping file. i.e. <id> or <composite-id> tag is Mandatory & <property> tag is non-mandatory in mapping file
* Java Bean configured in mapping file should have the configured number of properties in it. Otherwise Hibernate throws an exception (In case of Select Operation; PropertyNotFound Exception). However it can also have other properties in it & in this case, Hibernate does not throw any exception in this case
* Generally we won’t use same Java Bean in more than one mapping file but in hibernate it is possible to have the same Java Bean in more than one mapping file
* We can have different mapping file & Java Bean for the **same table** (Interview Question)
* We can also have one mapping file for entire application as shown below

<hibernate-mapping>

<class name=*"pkg.Bean1"* table=*"Table1"*>

---------

---------

---------

</class>

<class name=*" pkg.Bean2"* table=*" Table2"*>

---------

---------

---------

</class>

</hibernate-mapping>

**About <generator> Tag:**

* This is an optional element comes under <id> tag of the mapping file
* The <generator> tag specifies the class name to be used by hibernate to generate the primary key for new record while inserting the record into DB i.e. the generator informs to the hibernate that, how the primary key value for the new record should be generated
* Hibernate uses different primary key generator algorithms, based on the class we define in the <generator> element & implementation of these algorithms are present in the Hibernate API.
* “org.hibernate.id” is the package in which hibernate Generator classes are present
* Hibernate provides different primary key generator classes and all these classes are implements org.hibernate.id.IdentifierGeneratar Interface
* Hibernate offers various generation strategies some of them are

1. assigned
2. increment
3. identity
4. Many More (native, hilo, uuid, etc.,)

**1. assigned**

* This is the default generator class used by the hibernate
* If generator class is assigned, then the programmer is responsible for providing the primary key information

<id name=*"regno"* column=*"regno"*>

<generator class=*"assigned"* />

</id>

**2. increment**

* If generator class is increment, then the **Hibernate** is responsible for assigning the primary key value **of type long, short or integer only**
* This generator uses the formula “ (Max of PK value in DB) + 1” for generating the PK Value
* if we manually assigned the value for primary key for an object, then hibernate doesn’t considers that value

<id name=*"regno"* type=*"java.lang.Integer"* column=*"regno"*>

<generator class=*"increment"* />

</id>

**3. identity**

* If generator class is identity, then the **DB** is responsible for assigning the primary key value **of type long, short or integer only**
* Compared to identity, increment is slower in operation, because hibernate is responsible for generating the PK value by selecting max of PK Value before inserting new record.

**ALTER** **TABLE** students CHANGE regno regno **INT**(10) **NOT** **NULL** AUTO\_INCREMENT;

<id name=*"regno"* column=*"regno"*>

<generator class=*"identity"* />

</id>

**Loading Hibernate Mapping File:**

* Hibernates Configuration.java provides several ways to load hibernate mapping files. By
* There are multiple ways to load the Hibernate Mapping File

**1st Way:**

Configuration config = **new** Configuration();

config.configure();

config.addResource("com/jspiders/students\_info.hbm.xml");

config.addResource("com/jspiders/guardian\_info.hbm.xml");

config.addResource("com/jspiders/course\_info.hbm.xml");

**2nd Way:**

**In the below case we need to have the mapping file by the same bean name in the same package location**

Configuration config = **new** Configuration();

config.configure();

config.addClass(com.jspiders.hibernate.bean.StudentBean.**class**);

config.addClass(com.jspiders.hibernate.bean.GuardianBean.**class**);

config.addClass(com.jspiders.hibernate.bean.CourseBean.**class**);

Configuration cfg = new Configuration()

.addClass(org.hibernate.auction.Item.class)

.addClass(org.hibernate.auction.Bid.class);

Hibernate will then search for mapping files named /org/hibernate/auction/Item.hbm.xmland /org/hibernate/auction/Bid.hbm.xml in the classpath. This approach eliminates any hardcoded filenames.

**3rd Way:**

Configuration config = **new** Configuration();

config.configure();

config.addFile(**new** File("C:\\Mappings\\course\_info.hbm.xml"));

config.addFile(**new** File("C:\\Mappings\\guardian\_info.hbm.xml"));

config.addFile(**new** File("C:\\Mappings\\students\_info.hbm.xml"));

**4th Way:**

//Below will read the Read all mapping documents from a directory tree. Assumes that any file named \*.hbm.xml is a mapping document.

config.addDirectory(**new** File("C:\\HibernateMappingFiles") );

**5th Way:**

config.addURL(

**new**URL("http://localhost:8080/studentsApp/students\_info.hbm.xml"));

config.addURL(

**new**URL("http://localhost:8080/studentsApp/guardian\_info.hbm.xml"));

config.addURL(

**new** URL("http://localhost:8080/studentsApp/course\_info.hbm.xml"));

**6th Way:**

* If we mention the mapping file location in Hibernate configuration file then while loading the configuration file, hibernate will in turn loads all the Hibernate mapping files

Configuration config = **new** Configuration();

config.configure();

**NOTE:-**

* Hibernate Configuration File can have any name & can be present directly under src, sub-directories of src, outside of project or with in the webserver. In short it can be present anywhere in the world
* There should be One Hibernate Configuration File per DB. If our application uses more than one DB, then we have to have one Hibernate Configuration File for each DB. In short we can also have more than one Hibernate Configuration File
* Hibernate Mapping File can have any name & can be present directly under src, sub-directories of src, outside of project or with in the webserver. In short it can be present anywhere in the world
* We can have either one mapping file per Java Bean to Table mapping OR we can also have ONLY ONE mapping file, which maps all the Java Beans to all the tables. In short we can have One mapping file or More than one mapping files

**About org.hibernate.SessionFactory:**

* SessionFactory is an Object representation of underlying DB & Its behavior is controlled by properties supplied in hibernate configuration file. Hence we load the config file & create the SessionFactory Object only once (Hence it is Immutable Object)
* The org.hibernate.SessionFactory is an Expensive (in debug mode show the time taken to generate SessionFactory Object), Thread Safe & Immutable Object
* Hibernate does allow your application to instantiate more than one org.hibernate.SessionFactory. This is useful if we are using more than one database i.e. one SessionFactory instance per database
* As the name implies SessionFactory is responsible for creating org.hibernate.Session instances.the one & only job of SessionFactory object is to produce Session objects
* SessionFactory is an Interface & by invoking buildSessionfactory() non-static method on Configuration object will create object of type SessionFactory

Configuration config = new Configuration();

config.configure();

SessionFactory sessionFactory = config.buildSessionfactory();

OR

SessionFactory sessionFactory = new Configuration().configure().buildSessionfactory();

**Note:** Failing to invoke configure() method (any version) before invoking buildSessionfactory() method will

create SessionFactory object with in-sufficient information which will throw an exception at runtime

**About org.hibernate.Session:**

* Session Object helps us to interact with underlying DB. This is the central Hibernate API class abstracting the persistence services & consists of all the DB interaction related methods
* Session Object is an inexpensive (in debug mode show the time taken to generate SessionFactory & Session Object), non-thread safe (i.e. single-threaded you cannot share it between threads) object & represents a single unit-of-work with the database i.e. Session object must be created before interacting with DB & must be closed after interacting with DB
* Session is an interface, by invoking openSession() method on SessionFactory object will create an object of type Session

SessionFactory sessionFactory = new Configuration().configure().buildSessionfactory();

Session sess = sessionFactory.openSession();

* By invoking flush() method on session object we force hibernate to execute the SQL Commands on DB
* By invoking close() method on session object will close the Session Object
* Session Object wraps a JDBC java.sql.Connection object & acts as a Factory for org.hibernate.Transaction objects

**public** **class** HibernateUtil

{

**private** **static** **final** SessionFactory *sessionFactory*

= **new** Configuration().configure().buildSessionFactory();

//Private Constructor : To Prevent Object Creation & Inheritence

**private** HibernateUtil() {}

//Public Method : Exposed to Client

**public** **static** Session getSession() {

**return** *sessionFactory*.openSession();

}

}//End of Class

To avoid creating too many sessions ThreadLocal class can be used as shown below to get the current session no matter how many times you make call to the currentSession() method.

Session session = factory.getcurrentSession();

**Interface org.hibernate.Session Methods:**

**To Be Done**

Integer regno = (Integer) session.save(studentsObj);

**Find by Primary Key**

* In enterprise applications, an efficient search mechanism is highly needed.
* Find by PK is a simple mechanism to find an Object by primary key in Hibernate. Hibernate provides a set of different techniques to search a persisted object. They are

1. Invoke **get()** method on Session Object

2. Invoke **load()** method on Session Object

1. **get() Method:**

* Get method hits the database as soon as it is called. So, using the Hibernate Session's get method will always trigger a database hit
* It returns the NULL object if the record does not exists with the given PK

Students student = (Students)session.**get**(Students.**class**, 10);

1. **load() Method:**

* The load method only hits the database when a particular field of the entity is accessed. So, if we use the load method to retrieve an entity, but we never actually access any of the fields of that entity, we never actually hit the database.
* It throws an Exception if the record does not exists with the given PK

Students student = (Students)session.**load**(Students.**class**, 10);

**Mapping a Java Bean in more than one Mapping Files**

* In hibernate it is possible to use same Java Bean in more than one mapping file but in that case we must specify an entity name (entity-name) to distinguish between instances of the same Java Bean while interacting with DB
* By default, hibernate uses class name as the entity name

**public** **class** StudentAndGuardianBean

{

//Common Property for Students\_Info Table & Guardian\_Info Table

**private** **int** regno;

//Students\_Info Table Info

**private** String firstNM;

**private** String middleNM;

**private** String lastNM;

//Guardian\_Info Table Info

**private** String gFirstNM;

**private** String gMiddleNM;

**private** String gLastNM;

}

**Students\_info.hbm.xml file:**

<class

name="**com.jspiders.hibernate.beans.StudentAndGuardianBean**" table="students\_info"

entity-name="studentEntity" >

**Guardian\_info.hbm.xml file:**

<class

name="**com.jspiders.hibernate.beans.StudentAndGuardianBean**" table="guardian\_info"

entity-name="guardianEntity" >

**HibernateSingleBeanExample.java**

StudentAndGuardianBean bean = **new** StudentAndGuardianBean();

bean.setRegno(23);

bean.setFirstNM("Salman");

bean.setMiddleNM("NA");

bean.setLastNM("Khan");

//Save the Record into students\_info

session.save("studentEntity", bean);

StudentAndGuardianBean bean = **new** StudentAndGuardianBean();

bean.setRegno(23);

bean.setFirstNM("Salman");

bean.setMiddleNM("NA");

bean.setLastNM("Khan");

//Save the Record into guardian\_info

session.save("guardianEntity", bean);

**Handling Transactions in Hibernate**

* Transactions handling in Hibernate is similar to handling transactions in JDBC
* In Hibernate begin the transaction by invoking beginTransaction() method on Session object
* Once all work is done, either commit or rollback the tansaction by invoking commit() or rollback() methods on transaction object respectively

**Note:** if we commit the transaction then it is not necessary to flush the transaction because it internally invokes the flush() method

***transaction.flush\_before\_completion***

***transaction.auto\_close\_session***

**Interacting with Multiple DB’s / DB Servers using Hibernate**

* Create a configuration file which contains the properties for each DB i.e. for example, if we need to interact with MySQL DB & as well as Oracle DB then create the following hibernate config files

1. Hibernate.MySQL.cfg.xml
2. Hibernate.Oracle.cfg.xml

* Load these config files in the Java Program which needs to interact with these two DB’s using hibernate
* Create the SessionFactory for each DB’s
* Open each Session using corresponding SesssionFactory Objects

**Hibernate with Annotations**

@Entity

@Table(name="students\_info")

**public** **class** Students3 **implements** Serializable

{

@Id

@GeneratedValue(generator="increment")

@GenericGenerator(name="increment", strategy = "increment")

@Column(name = "regno")

**private** **int** regNo;

@Column(name="firstname")

**private** String firstName;

@Column(name="middlename")

**private** String middleName;

@Column(name="lastname")

**private** String lastName;

}

<mapping class=*"com.jspiders.hibernate.beans.Students3"* />

**Hibernate Architecture:**
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**Hibernate Criteria Queries**

* Hibernate provides a functionality by name “Criteria Queries” which helps us to add Zero, One or More restrictions while fetching the records from database
* To make use of Criteria Queries in hibernate, we must create an object of type “org.hibernate.Criteria” by passing the Java Bean class name on which we want to add restrictions

Criteria org.hibernate.Session.createCriteria(Class persistentClass)

* “add()” methods present in Criteria object helps us to add one or more restrictions. To add more than one restrictions we can invoke add() method any number of times

Criteria org.hibernate.Criteria.add(Criterion criterion)

* “org.hibernate.Criterion.Restrictions” has lot of public static methods which helps us to add restrictions to Criteria object
* Invoking “list()” method on Criteria object will instruct the Hibernate to issue appropriate SQL Query & returns the data in the form of “java.util.List”. This list may consist of Zero / More number of objects depending on the Criteria we are adding & the data present in the DB

List org.hibernate.Criteria.list() **throws** HibernateException

* Using Hibernate Criteria Queries, we can put restrictions to ONLY ONE Java Bean at a time

**Ask students write the program including import**

Criteria criteria = session.createCriteria(Students.**class**);

Object[] regno = {10,15,17};

criteria.add(Restrictions.*in*("regno", regno));

criteria.add(Restrictions.*like*("firstName", "varsha"));

criteria.add(Restrictions.between("regno", 5, 10));

criteria.add(Restrictions.like("firstName", "varsha", MatchMode.ANYWHERE));

criteria.add(Restrictions.isNotNull("middleName"));

criteria.add(Restrictions.isNull("middleName"));

criteria.add( Restrictions.like("firstNM", "%s%") );

criteria.addOrder(Order.desc("regno"));

criteria.setMaxResults(10);

List<Students> studentsList = criteria.list();

**for**(Students student : studentsList)

{

System.*out*.println("Reg No : "+student.getRegno());

System.*out*.println("First Name : "+student.getFirstName());

System.*out*.println("Middle Name : "+student.getMiddleName());

System.*out*.println("Last Name : "+student.getLastName());

}

**Managing Associations or Relationships in Hibernate**

* In DB we can have following types relationships

1. One – to – One
2. One – to – Many
3. Many – to – One
4. Many – to – Many

* Hibernate helps us to handle all the above relationships. In case of Hibernate, we establish the relationship between Java Bean’s, in the corresponding mapping files

1. **Handling One – to – One Relationship in Hibernate**

* One – to – One relationship occurs when one record in “Primary Table” corresponds to exactly one record in the “Relationship Table”
* We can achieve One – to – One relationship between tables by having common column in “Primary Table” & “Relationship Table” having that column as Primary Key in both tables as shown below
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* In Hibernate we achieve One – to – One relationship with the help of **<one-to-one>** tag in the mapping file of the Java Bean which corresponds to the Primary Table.

**<one-to-one name=*"propertyNM"***

**class=*"pkgNM.RelatedBeanName"***

**cascade=*"all" /*>**

* Cascade attribute present in **<one-to-one>** tag transforms the operation done on the Primary Object to its Related Objects. This attribute has various values,

1. **cascade=*"none"*** (its default) It tells the Hibernate to ignore the relationship. i.e. None of the operation are carried to Related Objects
2. **cascade=*"all"*** All the operations like Save, Update, Delete on Parent Object will be carried to its Related Objects
3. **cascade=*"save"*** Only Save operation on Parent Object will be carried to its Related Objects
4. **cascade=*"update"*** Only Update operation on Parent Object will be carried to its Related Objects
5. **cascade=*"delete"*** Only Delete operation on Parent Object will be carried to its Related Objects
6. **cascade=*"save-update"*** Only Save & Update operation on Parent Object will be carried to its Related Objects
7. Many More (there are other 2)

**Example:**
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|  |  |
| --- | --- |
| **CREATE** **TABLE** students\_info  ( regno **INT**(50) **NOT** **NULL**,  firstname **VARCHAR**(50),  middlename **VARCHAR**(50),  lastname **VARCHAR**(50),  **PRIMARY** **KEY** (regno)  ); | **CREATE** **TABLE** guardian\_info  ( regno **INT**(50) **NOT** **NULL**,  gfirstname **VARCHAR**(50),  gmiddlename **VARCHAR**(50),  glastname **VARCHAR**(50),  **PRIMARY** **KEY** (regno)  ); |

**Changes done for StudentInfoBean**

//For One-to-One Relationship

**private** GuardianInfoBean guardian;

//Generate Getters & Setters

**Changes done for students\_info.hbm.xml Mapping File**

<one-to-one

name=*"guardian"*

class=*"com.jspiders.hibernate.beans.GuardianInfoBean"*

cascade=*"all"* />

1. **Handling Many – to – One Relationship in Hibernate**

* Many– to – One relationship occurs when Many records in “Primary Table” corresponds to exactly one record in the “Relationship Table”
* We can achieve Many – to – One relationship between tables by having common column in “Primary Table” & “Relationship Table” having that column as Normal Column in “Primary Table” & Primary Key in “Relationship Table” table as shown below
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* In Hibernate we achieve Many – to – One relationship with the help of **<Many-to-one>** tag in the mapping file of the Java Bean which corresponds to the Primary Table.

<many-to-one

name=*"propertyNM"*

column=*"relationshipColumn"*

class=*"pkgNM.RelationshipBeanName"*

fetch=*"select"* />

* Fetch attribute instruct the Hibernate how to fetch the Related object records which fetching the Primary Object. It helps Hibernate to generate Select SQL queries based on the value it has.

1. fetch=*"select"* will load all the Related Objects whenever we try to operate with related objects
2. fetch=*"join"* will always load all the Related Objects while reading the Primary Object

**Example:**
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|  |  |
| --- | --- |
| **ALTER** **TABLE** students\_info  **ADD** **COLUMN** courseid **INT**(10) **NOT** **NULL** **default** '1'; | **CREATE** **TABLE** course\_info  ( courseid **INT**(50) **NOT** **NULL**,  coursename **VARCHAR**(50) ,  **PRIMARY** **KEY** (courseid)  ); |

**Changes done for StudentInfoBean**

//For Many-to-One Relationship

**private** CourseInfoBean course;

//Generate Getters & Setters

**Changes done for students\_info.hbm.xml Mapping File**

<many-to-one name=*"course"*

column=*"courseid"*

class=*"com.jspiders.hibernate.beans.CourseInfoBean"*

fetch=*"join"* />

1. **Handling One – to – Many Relationship in Hibernate**

One-to-Many relationship occurs when one record of one table corresponds to multiple records in another table.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAe8AAADXCAIAAAC8tU7uAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB4nSURBVHhe7Z3tzx3FecaffwUpHyL5v8iX+kNI8qGWkkiVKlmorSqkqmqs0ARwIkJDmiZy6EuiBBpTEVqnVCWJYxvwS+LYYGyXYhsDeTHBrrHNi4nBxhgDT+9zZt9mX+feM3vtzux19MjyOWdnZ+a6r/ntvbOze9bW+aICVIAKUIHwFVgLvwvsARWgAlSACqyT5jQBFaACVCAGBUjzGKLIPlABKkAFSHN6gApQASoQgwKkeQxRZB+oABWgAqQ5PUAFqAAViEEB0jyGKLIPVIAKUAHSnB6gAlSACsSgAGkeQxTZBypABagAaU4PUAEqQAViUIA0jyGK7AMVoAJUgDSnB6gAFaACMShAmscQRfaBClABKkCa0wNUgApQgRgUIM1jiCL7QAWoABUgzekBKkAFqEAMCuho/tDe3376q3s//RX+QRX48398KgavsQ+jKrDlwWMcuWgFvrp322OnYWHX0RytBQ8bqQIwQ7CiWBXg4B1LAZijetL88EtX+IdRwFgQZghWFKsCxkgY07IWUSA7eMAcRZpP/bBEmsMGQ9wVkebgYwxpPnW2gg2RHeHjBg17B1CANAcPXtKcNC8rwNwcQLo5VEGak+aWz7OjDViXOVdHms8BtYA+kuZgjDA3Z27O3BxAtjlWQZqT5mHl5kc2f2xNXrfcfqQ2cvdsXHy7tnE7OK6rVMfcfI7oHaDPk6d5bIOXuXmWmW7/xBK8da+Pb97ZlMIPaYidd9xiWoM9GJDmA5BtjrsE0nxag/fh2z9ewMhn7kGtribNXWjeEo+BaG67kzSfIwyD7/M0aA4evAkQ7KQQBHTSvCbp1kyPDELz5bFdTghSZ5DmwZNtjh0A0jwfxWMP3sWY/cQ2056c7E0zsavMiFbLkuZuNN/2Getg+7E7Hk7OnjKabzcT6ItX/u2VGm9l8yfLbVvDTJrPEYLR9HkqNB9n8C7Akk25kOYLV4+yQrGC4LpZuSRfrj2xyme6y7sqGasD6KR5NGSbY0emQfOxBu+C5snwX8uy9WFX0DE3d8nNj2zemCXjVw4nRDZzYRnNkyulafzstzb60xOxK4eTPL1pWo00nyMEo+nzNGg+1uAVOKQHksLJut+pldLeSHMXmhcCk0+4WDTPz6TSiRSDbCs3t+dYClM3TWtmSPNoyDbHjkyD5mMP3sUFsGFT8ozppLkLzWvXP5HmcyQU++yuwDRoPs7gBc+xGKCT5g40t6ZW6mdaNLm5+7Gaubk7Orjl5BSYBM3HGLyjoJw0rz8Darh0mcxup6Fqnze3N07mzdM0obDicHHVu3FajTSfHKHYIHcFJkhzwOAdC+WkuRvN6+e7SzS3bxdIeV06MNg3idWsaEymwOqWvqytQe9BcB+03JIK1CowCZqjB2/TXamIwcuZFoeZFpmTKuD1ltvvWD4DoEjzwp0+9o34NevNS6SuvTOINCcgw1dgEjRHD17SvNm4o6w3H3QV0fR3zue0hA/SSfRgFJpPf3wN10Lm5qDFQ8OF0PueSfNJsDD8RpDm3sdm+w5Jc9KczzcPH5yT7AFpTppbxuRMC9gQ2ZXxSfKBjQpJAdIcPHiZmzM3Z24eEiIDaitpTpozNx/5AMN584CIOeWmkuakeT3Ns5MI/gejwJQxwbYFoQDGqKylqgDMHmuqmrY8cIzRGkUBVZi4MRWoKjCKb1npbdsOwdyoo7k0iyf+sNiYiig4WPBYq6ORwJHFC06ag0Osrg7vCXUTWSAEBWgkcJTwgpPm4BCrq8N7Qt1EFghBARoJHCW84KQ5OMTq6vCeUDeRBUJQgEYCRwkvOGkODrG6Orwn1E1kgRAUoJHAUcILTpqDQ6yuDu8JdRNZIAQFaCRwlPCCk+bgEKurw3tC3UQWCEEBGgkcJbzgpDk4xOrq8J5QN5EFQlCARgJHCS84aQ4Osbo6vCfUTWSBEBSgkcBRwgtOmoNDrK4O7wl1E1kgBAVoJHCU8IKT5uAQq6vDe0LdRBYIQQEaCRwlvOCkOTjE6urwnlA3kQVCUIBGAkcJLzhpDg6xujq8J9RNZIEQFKCRwFHCCz4/mu/YtLZ4bdqxamzNjjZsPbXqjtrL4z0xbH+495EUoJHKwg+MArzgY9K8JGbydsna9OWflSUG11Sac/7U1g02+dMPTLO8maF1eOM9MRJtWO2wCvg1UjoUyvlM8nk6iOoG9SKTSj63x3e6sZVpFUeZX2IMjQK/gruYY+I0X8LUJ9LLCXWt29IaSzTPDJy6reRcF7312+A9oW8jSwSggF8jFQdOkb72mMiZX8zRFtvX4DzfZWGHFsAdaO5OjMFR4FdwF4dNj+YFdmfh9cbzSjrd5I+lnyya23m50RaRneM94eIbbhOcAn6NlLBww/LstTA+62lendesnPdmo83aX7JZUkH9aO1HjOFR4FdwF79NmuY5Lz1Mc9fTtxxTi9lFx9WeGiJwjveEi2+4TXAK+DVSmtnuMLORGa5daW6nSoXUyU6u7QS6k+buxKgmYt5R4FdwF79Nneb1E2wuPavZxj7Q12bXDTRvSsJr9tizbY3F8J7w3QPubxIK+DVSPiJs4DrTvDyyzW42bbIWKdTjuzQpXzpzr8+7SiFAoMCv4C4emjzNq2dkLt2q36Y7hOncjjFIadavZhmMz9Y19Avvif4Cs+SEFfBrpAJnLYB3z5tnw6hmSlzGXfHgUL4w5ZKbV5L+2pAgUOBXcBdnzYrmNRl28WJOfqEmMVzG6iRhqJnvGX7mHO8JF99wm+AU8Gsky/hmoCxTIAXNi6lQvociZxsuVLbn5k4ZFgIFfgV38dvkae503uTS03xKrZhjV2le+Lbgi6ZmkOaO2nOzsRXwC5faNFnGjvtMS0Z+OQoUS+X/L8O8fJmq9VpW+8oJJ5qviAK/grvYZ+o0T2m7+s0++cxJMc6tNK4mDw2raz1dpK0NGN4TLr7hNsEp4NdI9dcMN2y1r4p25MlZHr7VTJqbO/rSXW/NM/5EbJeZFjdidM+02PHtgwK/grv4bdI0zxJnTysUVwlhPotebAyvgrqYjNtMQQG/cKmmQUkmbdYslucqG+68tk6Ns4FVtyeL88neqrm5MzEQKPAruIuFpkdz615QTzfhp0o0hr8+9S9nFqlXcp4PP9GyjveEi2+4TXAK+DVSnfMLbC7R3B7U1ZuD7EXrxdUHjfeF5kl8L2IAUOBXcBe/TZzmnpLyTImKB51nWswuSqdxAJiT5i425jbdCviFS631MwyX0uwSb2vmo4tL1ouLyWpv/W97bIAzMYZHgV/BuwO8vj4mzV3a53sbr/z1urOmnuI94Vtz7m8SCtBIdhi8jt66neEFnxvNfd696dUOjQPerycuv3Nj77OvfvPRU1/a/j/Z373/ceInT5099/q1SVBnlo0AxMWvkSKIksfxW7srvOCzo7k/nCfXakJ5Iq7AWqhtHNb0t+WBYydfvhzBQA2oC7C44OEy9Sh4w3k9CvCCz4/mU7dYuX2re0Lyvh/s+bXZz6av7TeZuFA7+zPZ+ufv+4XZRja49Nb10HQKr73guKxupPAkHrXFeMFJ81ED7lD5ip44/ps3MkwL04UgTXXeuPnhfx78fbaxIN6hddykpwL4uKxopJ79nHExvOCk+dTttoonBBmSjMsevvLw/zpOiwvu/2Xni6ZSAn0gc4wSl1WMNJAOce8WLzhpPnVH9faEcPlP/+GgFN/22GltJx85cMZMy5y58La2LLdvV2CsuPQ2EgPaTwG84KR5v0jhSvX2hEyFS1lZuFLf1mxtcMNDE0yG/lffewbX1XnUVBuX/IYZe8F0+SmC6+u949LbSPMIi/9e4gUnzf1H0e8e+3lC5lVMcl13PdO6n7rpGTMyjW5Se5kW8NujOe+tKS7FkDT/MNtCud5x6WekOQdrxb7jBQ+U5suUxfm2rxWjMm7xfp4wUyW1cyypdt1PDm3ZybiahFt7k6TWo0kaf5gt6Xe/uPQzUrhSj95yvOAToHnxqQyuiJ4Ozaunwp5d1M8TZml5a1rdTXPJ62Unt2075LlLM95dU1zSFcvtP8yWCNcvLv2M1Byryhi0T/k8P2IpQM/4FrxbgpFpbohSem6DQ849DZpXnzLULbh6i36ekPluKdi6jqWb5tJWsyRG3WgWaFCgKS75jSz2nShNyUKPuPQzkpbm1R8PcBjOcdrFt+DdKo1K86VVez25fAI0z5qwHH69etEdHtminyf+8p+ekoKtNwE50dwsP3dqKDdyUKApLoXbEi2AN9G8R1z6GWkVmkvZSrrmoFEsm/gWvFuXMWnejUF7Eqb86LX0oF/Zz+ID6ylu+a+b5M9ezhLr8vPKF+/zrLs7s+juRncYWrbo5wlZYL76TMvV6zdlJ3ItdKUOsHBBgaa4WDeZG9vX/DBbsqN+celnpBVpnvC8exRF6BLfgndLNCLNuyi4/L70KPEU6FZu3k3z6g+b2D90kh0nSvmqU2bR1Y/uILRu0c8TZh2b3PzZMRpbTyvk7iHZSeMaxxU7NsviTXEpPTLEvK38MFsiWb+49DPSyjQ3mdFw567TtZFvwbt7OjLNm4/ZNbMwhZRbS/Py8/EL9Vpmq72y05FYDOzWfp6Q658mrZYFbQ0u6J5pMYmk3O7f7SNu4aZAU1zKD4BK0/PyVdFlLf3i0s9Iq9N8ArOibrHxvZVvwbvbN1Wa11mg8NkKNC8fJqz3lWOIw9T+JGkukZe1KOInWc3Wj+a/PHlRisvVtpZHu3T7i1tUFKiNS/VxftaaxUI20jsuvuFSv6almoST5rBBMDLNG8/AaimaJ+ekebdD5BGJBsfldYo1K8nK58JyQ7+5zrbr6P9118QtNArUxqVK8/yHrgrBWSUuY9F84GxHIz12W9+Cd7d+RJq3HrOZm6exW8UT5kG4AnTr+VldNBfcGJTLGX23g7iFXoFqXOponiwIya4erRiXVYxU10XH3Nzh7FYvYBAlfAve3ekRaZ4kHw3XRxTz5rVzJ/YvE5aXwzS9j2mmxQRfbgc1rpJfonjx3B/aHSErGrNftBCUN8+5dxuLW7QrgI+Lb7g40dxpHUGkXvEteLdMo9I8PZks3XFgQFzygf3WdlLxXXptjzTPgi8zLWaZs/zJI59k4rU0FS4r3p5+4TVZbmHuSZFrp5xg6R46K28BjotvuHTTPL2UuxjOM3z5FrxbwpFpvmigfeJvLSCxviqvCy8+pyVleL6sa3CaF6rMf5J8gHW1vjwhvzeU/RKF2acg3tyamP0JzR/a+1uBe7dxuIUnBWBx8WWktN/1NM/HgrW+2JNYQe3Gt+DdnZ8AzbsbOestPHpCMC3LDWUKxeTgxT9ZVC6rX/gDcqNYDRMXj0YaRaXgKsULTppP3SR4T0xdEbavlwI0Ui/Z+hfCC06a948WpiTeE5h+sRawAjRS9IKT5uAQq6vjIFRLxgJ1CtBIYF/gBSfNwSFWV4f3hLqJLBCCAjQSOEp4wUlzcIjV1eE9oW4iC4SgAI0EjhJecNIcHGJ1dXhPqJvIAiEoQCOBo4QXnDQHh1hdXdUTH3300Ycffnj6lcv/fej38h95q94pC0SqgPhh55Gz4o2qMfBwiVRj127hBSfNXWMz1nYlT8govXT56v2PnTKfH3/ponwyVttY76QUECecvfgHY4z7djwnPil6Aw+XSYmDbwxecNIcH2VdjZknJAe/dv3GI/t+87mvHzAffufRY2+++eaNGzeYnus0jXFr8cD7779/+fLl+//r+B/fs0/sIf/+25O/Fs8Ye+DhEqPMij7hBQ+U5jN6ZvLCE1uf/OCDD54+feEv7l88slz+/vqff/HTJw6dPHny4sWL7777rnwrWRhfc1ZAPHD9+vVLly6dOnVq977DX/ju4imY8rf52wcPnjgv34qL5K2CRkNtOpfBO0ua2w88cXvSyRQMYbd7sJ/KkkF4692P3/XQcWMO/lGBHgp88cGjn7p7j3jJM6JDHbxGhqT1A43d2dG88sDMxQcOQB+f5osHgmUuyH7G0fNYWZdz5Fvv2vPJL//8T76RzK70GMksQgU++3f7b/3yLvGSx0m5cAfvYpgWnuhHmvvgVv8H2Y9P81L/B/qBlQXN79y18Qs/fvros3d9f3GmLH+f/doTX//Bzj179hw4cODgwYO/Wr4O8TVvBYwNxA/iCvHGt/71Z+ITY5i//e4Th48c/6O/2SFe8nbNPOjBm/FjoHG7pMO8cvNuJRsnMyyaV/ZT+DlocwyWbN9+Zm7x2Fx+0u7ifX7gdjhRyM7Z/B/jTW6+ccujzz///P79+3/47z+57e93J/Oh39z7yE9/eeTIkaNHjx7jiwocOyZOeOaZZ37884N/9q1kRm7zN/Y88KPH9u3bJ5dYxEW33rnbV24eyeDt7kb/tHVWNO8Scvl9DlNrcyXNFw9dTlCbcbr4PsNwyvzkA/dfTunqTH9PfOruJ2SmRa52vvDCC4cPH969e/d3tv/sc/cmefpTz750/vz5C3xRgQsXxAmnX/qdWdAiDvn2D3fu2rVLzlhOnz4t8nzySzvFS55o3uX3UAZvVz/6j9uZ5eZWBl1RreZErlBAS/NC1lzymUnD0+9rn8DfnZ4POfEjV65kEL733ntvvfXW2bNnT5w4ISfUjz+5776HDnzx+7968Xfnrl69KosU+aIC165dO3f+wp0PHrp3+4Fdj+8Tn4hbXnnlFVm2KP4RF/m7ChrL4CXNPa1zajVEHR8Ln61A8/JhwnpfOYa4zA66Z/B9jvTmfE1Sqps3b8pixDfeeOPll1+WUSqn1bIWTVakyUCVb/miAnI8e/311yUTl2mn55577syZM+IWQbw4R8TxeuIfy+AlzT3SPF8WUgJdLUVzC02I5uVcvw+x28oUB6FcwpI7RCQZl0F77tw5ObO+cuWKfOK7Tu4vSAVkUfnbb7/96quvijdee+21d955R7yR3eLvneYRDF77zNxz0L0K7tS2Ee8eap2eCCQ3HzYtr7sybh7SIqNU8nR5meHqFGpuFLsC5nZQYwzJ00uPavEKlxgGb7ZO0f/qhRmuaWk9MCrmzWvnTgb/lef03oPuWfXVIFI7CA3T+cit1aSNsHSLMbzSPFmv3cDBAAZvEnvOtHiaacmX8Bc9IfIaPpbSXvutnRoU36WrUgan+dAzLClqPA/CCAnGLjkp4N1IZnlYkIM3E4w090jznOgLYyxeVqqbL/sufVM+0bNXky/eDUzzQoVpy8vWdhpi3Rt5H4TdVXKLGBUYxEjWCA1l8Ga39BeHbgk9HhwwiOCt7Rpx3tyDXnPYBd4Tc1B1hn2kkcBBxwtOmoNDrK4O7wl1E1kgBAVoJHCU8IKT5uAQq6vDe0LdRBYIQQEaCRwlvOCkOTjE6urwnlA3kQVCUIBGAkcJLzhpDg6xujq8J9RNZIEQFKCRwFHCC06ag0Osrg7vCXUTWSAEBWgkcJTwgpPm4BCrq8N7Qt1EFghBARoJHCW84KQ5OMTq6vCeUDeRBUJQgEYCRwkvOGkODrG6Orwn1E1kgRAUoJHAUcILTpqDQ6yuDu8JdRNZIAQFaCRwlPCCk+bgEKurw3tC3UQWCEEBGgkcJbzgpDk4xOrq8J5QN5EFQlCARgJHCS84aQ4Osbo6vCfUTWSBEBSgkcBRwgtOmoNDrK4O7wl1E1kgBAVoJHCU8IKT5uAQq6vDe0LdRBYIQQEaCRwlvOCkOTjE6urwnlA3kQVCUIBGAkcJLzhpDg6xujq8J9RNZIEQFKCRwFHCCz4ezau/KxTHJ74tg/eE7x5wf5NQwKeR4hiqjT9t5idePgV3a9F4NHdrH7fCe4KaR6kAjQQOK15w0hwcYnV1eE+om8gCIShAI4GjhBecNAeHWF0d3hPqJrJACArQSOAo4QUnzcEhVleH94S6iSwQggI0EjhKeMFJc3CI1dXhPaFuIguEoACNBI4SXnDSHBxidXV4T6ibyAIhKEAjgaOEF5w0B4dYXR3eE+omskAICtBI4CjhBSfNwSFWV4f3hLqJLBCCAjQSOEp4wUlzcIjV1eE9oW4iC4SgAI0EjhJecNIcHGJ1dXhPqJvIAiEoQCOBo4QXnDQHh1hdHd4T6iayQAgK0EjgKOEFJ83BIVZXh/eEuoksEIICNBI4SnjBSXNwiNXV4T2hbiILhKAAjQSOEl5w0hwcYnV1eE+om8gCIShAI4GjhBecNAeHWF0d3hPqJrJACArQSOAo4QUnzcEhVleH94S6iSwQggI0EjhKeMFJc3CI1dXhPaFuIguEoACNBI4SXnDSHBxidXV4T6ibyAIhKEAjgaOEF5w0B4dYXR3eE+omskAICtBI4CjhBSfNwSFWV4f3hLqJLBCCAjQSOEp4wUlzcIjV1eE9oW4iC4SgAI0EjhJecNIcHGJ1dXhPqJvIAiEoQCOBo4QXfDya79i0lr82bD21vh7HJ74tg/eE7x5wf5NQwKeR4hiq1V54DZRPwd0aNh7N3drHrfCeoOZRKkAjgcOKF5w0B4dYXR3eE+omskAICtBI4CjhBSfNwSFWV4f3hLqJLBCCAjQSOEp4wUlzcIjV1eE9oW4iC4SgAI0EjhJecNIcHGJ1dXhPqJvIAiEoQCOBo4QXnDQHh1hdHd4T6iayQAgK0EjgKOEFJ83BIVZXh/eEuoksEIICNBI4SnjBSXNwiNXV4T2hbiILhKAAjQSOEl5w0hwcYnV1eE+om8gCIShAI4GjhBecNAeHWF0d3hPqJrJACArQSOAo4QUnzcEhVleH94S6iSwQggI0EjhKeMFJc3CI1dXhPaFuIguEoACNBI4SXnDSHBxidXV4T6ibyAIhKEAjgaOEFzxQmp/aumFtbfngxehfeE9EL+k8OzgZI81l8OIFnwDNl8HNXm6InoAhksdp2u0doF14T8wTdtH3ehAjcfA2+2YQwVttOjLNjRk27cjauPjAAegDUFM5mnMbF1q/PkC78J5QKsHNw1DAu5E4eNsD713wTp+NSvOlHYow7GxuusEA1HSu22xoWrBpkz3jM0C78J5QKsHNw1DAs5E4eLvC7lnwrurk+zFpvpyraIW5fR5XSuGzHL6yn8UHWYKfvCnsyuwn++GR4qlAemqQ/ypJ04lCym27ctLcwXPcZBQF/MKFg7cziH4F76xuXJp3+WH5fQ5Ta3OLmt00X8zKJ8eCjNPF99lxImV+8kHlXDKXNGuB1RTS3MV03GYMBbzChYO3O4ReBe+ubnyaN0+R15zIFVJuLc0LaX3pIGFy9PT7Co2tNL+oaGHLwh5IcyfXcaMRFPAKl8ZxkU9D2mfdMxy8XgV3MsyIMy2thqjDYuGzFWhePkxY7yvHkMbZwWIL8hSeNHdyHTcaQQGvcOHg7Y6gV8G7qxs/N2+cNq+laG6hadE8mYSXEw3S3Ml13GgEBbzCpXWmhYN3GV6vgjsZZsTcvJV8QeXmC6WNvbf6v6sJ7wkn43Cj0BTwaiQO3u7wexW8u7pxc/OUgPli88q8tNvUW+3cibWmpbyivfF9v5mWfK5wwwbv96jiPeFkHG4UmgKejdSWnSsuekU8eD0L7uC3EXPzLKO1plvEJAbEpfUk9ls7NajOYZdWKCJonq95dLj7ySEy6SZ4Tygax03DUcC7kczysGLGxcFbtIN3wTu9NjLNc6Knt/ZbKMyXfVuLFdN7d/LntBjWL1/irsU7eG6eHYBc7mXtjEu+Ad4TisZx03AUGMRI1gi1nT/7wTuI4K1+mwDNwxkPo7QU74lRuslKh1aARhpa4dL+8YKT5uAQq6vDe0LdRBYIQQEaCRwlvOCkOTjE6urwnlA3kQVCUIBGAkcJLzhpDg6xujq8J9RNZIEQFKCRwFHCC06ag0Osrg7vCXUTWSAEBWgkcJTwgpPm4BCrq8N7Qt1EFghBARoJHCW84KQ5OMTq6vCeUDeRBUJQgEYCRwkvOGkODrG6Orwn1E1kgRAUoJHAUcIL3pPmpqH8gykANiKri08BmFdZUVEBpJHUNN/ywDFGC6zAbdsOIT3BuqJUgCMXPGylOvDIVdM8SqOzU1SAClCB0BUgzUOPINtPBagAFVgoQJrTB1SAClCBGBQgzWOIIvtABagAFSDN6QEqQAWoQAwKkOYxRJF9oAJUgAqQ5vQAFaACVCAGBUjzGKLIPlABKkAFSHN6gApQASoQgwKkeQxRZB+oABWgAqQ5PUAFqAAViEEB0jyGKLIPVIAKUAHSnB6gAlSACsSgAGkeQxTZBypABagAaU4PUAEqQAViUIA0jyGK7AMVoAJUgDSnB6gAFaACMShAmscQRfaBClABKkCa0wNUgApQgRgUIM1jiCL7QAWoABUgzekBKkAFqEAMCvw/v5JA4BhIogYAAAAASUVORK5CYII=)

One-to-Many relationship occurs when single record of one table corresponds to multiple records in another table.

**Phone\_numbers Table:**

**CREATE** **TABLE** phone\_numbers

( number **INT**(10) **NOT** **NULL**,

regno **INT**(10) **NOT** **NULL**,

number\_type **VARCHAR**(50) **NOT** **NULL**,

**PRIMARY** **KEY** (number, regno)

);

**PhoneNumber Bean**

/\*\*

\* Hibernate requires the class that represents the

\* Composite key must be Serializable

\*

\* **@author** Praveen

\*/

**public** **class** PhoneNumber **implements** Serializable

{

**private** **int** regno;

**private** String numberType;

**private** **int** number;

/\*

\* Generate Getters & Setters

\*/

}

**Phone Number Mapping File**

<hibernate-mapping>

<class name=*"com.jspiders.hibernate.beans.PhoneNumber"* table=*"phone\_numbers"*>

<composite-id>

<key-property name=*"*number*"* column=*"number"*/>

<key-property name=*"regno"* column=*"regno"* />

</composite-id>

<property name=*"* *number\_type"* column=*"number"* />

</class>

</hibernate-mapping>

**Students Bean Changes**

**private** Set<PhoneNumber> phoneNumbers = **new** HashSet<PhoneNumber>();

//Generate Getters & Setters

**Students Mapping File Changes**

<set name=*"phoneNumbers"* table=*"phone\_numbers"* cascade=*"all"* **inverse=*"true"***>

<key column=*"regno"* />

<one-to-many class=*"com.jspiders.hibernate.beans.PhoneNumber"* />

</set>

**Hibernate Config File Changes**

<mapping resource=*"com/jspiders/hibernate/mappingfiles/* *phone\_numbers.hbm.xml"* />

**HibernateOneToManyExample:**

**public** **class** HibernateOneToManyExample

{

**public** **static** **void** main(String[] args)

{

Session session = HibernateUtil.*getNewSession*();

Users user = **null**;

Students student = **null**;

PhoneNumber phoneNumber = **null**;

Course course = **null**;

Set<PhoneNumber> phoneNos = **new** HashSet<PhoneNumber>();

**int** regno=4;

**int** courseId=3;

/\*

\* One-to-Many: Save

\*/

student = **new** Students();

student.setRegno(regno);

student.setFirstName("Suma");

student.setLastName("Sunil");

user = **new** Users();

user.setRegno(regno);

student.setUser(user);

phoneNumber = **new** PhoneNumber();

phoneNumber.setNumberType("Mobile");

phoneNumber.setNumber(123456789);

phoneNumber.setRegno(regno);

phoneNos.add(phoneNumber);

phoneNumber = **new** PhoneNumber();

phoneNumber.setNumberType("Landline");

phoneNumber.setNumber(12345678);

phoneNumber.setRegno(regno);

phoneNos.add(phoneNumber);

phoneNumber = **new** PhoneNumber();

phoneNumber.setNumberType("Fax");

phoneNumber.setNumber(12345);

phoneNumber.setRegno(regno);

phoneNos.add(phoneNumber);

student.setPhoneNumbers(phoneNos);

course = **new** Course();

course.setCourseId(courseId);

student.setCourse(course);

session.save(student);

/\*

\* One-to-Many: Select

\*/

System.*out*.println("Getting the Record from DB");

student = (Students)session.get(Students.**class**, regno);

**if**(student == **null**){

System.*out*.println("Record does not exists ...");

}**else**{

System.*out*.println("Record exists ...");

System.*out*.println("Reg No : "+student.getRegno());

System.*out*.println("First Name : "+student.getFirstName());

System.*out*.println("Middle Name : "+student.getMiddleName());

System.*out*.println("Last Name : "+student.getLastName());

user = student.getUser();

System.*out*.println("Reg No == "+user.getRegno());

System.*out*.println("Password == "+user.getPassword());

System.*out*.println("isadmin : "+user.getIsadmin());

course = student.getCourse();

System.*out*.println("Course ID - "+course.getCourseId());

System.*out*.println("Course Name - "+course.getCourseName());

phoneNos = student.getPhoneNumbers();

Iterator<PhoneNumber> iterator = phoneNos.iterator();

**while**(iterator.hasNext())

{

phoneNumber = iterator.next();

System.*out*.println("Reg No \*\*\* "+phoneNumber.getRegno());

System.*out*.println("No. Type \*\*\* "+phoneNumber.getNumberType());

System.*out*.println("Number \*\*\* "+phoneNumber.getNumber());

}

}

/\*

\* One-to-Many: Update

\*/

user = **new** Users();

user.setRegno(regno);

user.setPassword("asdfg");

student = **new** Students();

student.setRegno(regno);

student.setFirstName("Suma123");

student.setLastName("Sunil123");

student.setUser(user);

course = **new** Course();

course.setCourseId(courseId);

student.setCourse(course);

phoneNumber = **new** PhoneNumber();

phoneNumber.setNumberType("Mobile");

phoneNumber.setNumber(99999999);

phoneNumber.setRegno(regno);

phoneNos.add(phoneNumber);

phoneNumber = **new** PhoneNumber();

phoneNumber.setNumberType("Landline");

phoneNumber.setNumber(9999999);

phoneNumber.setRegno(regno);

phoneNos.add(phoneNumber);

phoneNumber = **new** PhoneNumber();

phoneNumber.setNumberType("Fax");

phoneNumber.setNumber(99999);

phoneNumber.setRegno(regno);

phoneNos.add(phoneNumber);

student.setPhoneNumbers(phoneNos);

session.update(student);

/\*

\* One-to-Many: Delete

\*/

student = **new** Students();

student.setRegno(regno);

user = **new** Users();

user.setRegno(regno);

student.setUser(user);

phoneNumber = **new** PhoneNumber();

phoneNumber.setRegno(regno);

phoneNumber.setNumberType("Mobile");

phoneNos.add(phoneNumber);

phoneNumber = **new** PhoneNumber();

phoneNumber.setRegno(regno);

phoneNumber.setNumberType("Landline");

phoneNos.add(phoneNumber);

phoneNumber = **new** PhoneNumber();

phoneNumber.setRegno(regno);

phoneNumber.setNumberType("Fax");

phoneNos.add(phoneNumber);

student.setPhoneNumbers(phoneNos);

session.delete(student);

session.flush();

session.close();

}

}

**About Inverse Keyword:**

* In Hibernate, only the “relationship owner” should maintain the relationship, and the “inverse” keyword tells which side is the owner to maintain the relationship.
* The “**inverse**” keyword is used with **one-to-many** and **many-to-many** relationships.

many-to-one & one-to-one doesn’t has inverse keyword

* In short, inverse=”true” means the current entity is the relationship owner, and inverse=”false” (default) means it’s not.

1. **Handling Many – to – Many Relationship in Hibernate**

Many-to-Many relationship occurs when Many records of one table corresponds to multiple records in another table.

![many-to-many-relationship-diagram](data:image/png;base64,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)

**DB Changes:**

**CREATE** **TABLE** students\_interview

( regno **INT**(50) **NOT** **NULL**,

interviewid **INT**(50) **NOT** **NULL**,

**PRIMARY** **KEY** (regno,interviewid)

);

**CREATE** **TABLE** interview\_details

( interviewid **INT**(50) **NOT** **NULL**,

companyname **VARCHAR**(50) **NOT** **NULL**,

technology **VARCHAR**(50) **NOT** **NULL**,

location **VARCHAR**(50),

**PRIMARY** **KEY** (interviewid)

);

**InterviewDetails.java**

**public** **class** InterviewDetails

{

**private** **int** interviewID;

**private** String companyNM;

**private** String technology;

**private** String location;

**private** Set<Students> students = **new** HashSet<Students>();

/\*

\* Generate Getters & Setters

\*/

}

**interview\_details.hbm.xml**

<hibernate-mapping>

<class name = *"com.jspiders.hibernate.beans.InterviewDetails"*

Table = *"interview\_details"*>

<id name=*"interviewID"* column=*"interviewid"* />

<property name=*"companyNM"* column=*"companyname"* />

<property name=*"technology"* column=*"technology"* />

<property name=*"location"* column=*"location"* />

<set name=*"students"* table=*"students\_interview"*

inverse=*"true"* lazy=*"true"* lazy=*"true"* cascade=*"all"* >

<key column=*"interviewid"* not-null=*"true"* />

<many-to-many entity-name=*"com.jspiders.hibernate.beans.Students"*

column=*"regno"* />

</set>

</class>

</hibernate-mapping>

**Hibernate.cfg.xml Changes:**

<mapping resource=*"com/jspiders/hibernate/mappingfiles/interviewdetails.hbm.xml"*/>

**StudentsBean.java Changes:**

**private** Set<InterviewDetails> interviewDetails = **new** HashSet<InterviewDetails>();

/\*

\* Generate Getters & Setters

\*/

**Students.hbm.xml Changes:**

<set name=*"interviewDetails"* table=*"students\_interview"*

inverse=*"false"* lazy=*"true"* cascade=*"all"* >

<key column=*"regno"* not-null=*"true"* />

<many-to-many entity-name=*"com.jspiders.hibernate.beans.InterviewDetails"*

column=*"interviewid"* />

</set>

**HibernateManyToMany Example:**

Students student = **null**;

Users user = **null**;

Course course = **null**;

PhoneNumber number = **null**;

InterviewDetails interview = **null**;

Set<PhoneNumber> phoneNos = **new** HashSet<PhoneNumber>();

Set<InterviewDetails> intDetails = **new** HashSet<InterviewDetails>();

**int** regno=9;

**int** courseId=2;

String courseName = "J2EE Design Patterns";

**int** intId = 3;

String compNM = "Capgemini";

String technology = "Core Java";

String location = "Bangalore";

**int** intId2 = 4;

String compNM2 = "Cognizant";

String technology2 = "J2EE";

String location2 = "Bangalore";

/\*

\* Many-to-Many : Save / Update

\*/

student = **new** Students();

//Populate

user = **new** Users();

//Populate

student.setUser(user);

course = **new** Course();

//Populate

student.setCourse(course);

number = **new** PhoneNumber();

//Populate

phoneNos.add(number);

number = **new** PhoneNumber();

//Populate

phoneNos.add(number);

number = **new** PhoneNumber();

//Populate

phoneNos.add(number);

student.setPhoneNumbers(phoneNos);

interview = **new** InterviewDetails();

interview.setInterviewID(intId);

interview.setCompanyNM(compNM);

interview.setLocation(location);

interview.setTechnology(technology);

intDetails.add(interview);

interview = **new** InterviewDetails();

interview.setInterviewID(intId2);

interview.setCompanyNM(compNM2);

interview.setLocation(location2);

interview.setTechnology(technology2);

intDetails.add(interview);

student.setInterviewDetails(intDetails);

session.saveOrUpdate(student);

/\*

\* Many-to-Many : Select

\*/

System.*out*.println("Getting the Record from DB");

student = (Students)session.get(Students.**class**, regno);

**if**(student == **null**){

System.*out*.println("Record does not exists ...");

}**else**{

user = student.getUser();

course = student.getCourse();

phoneNos = student.getPhoneNumbers();

**if**(phoneNos!=**null**)

{

Iterator<PhoneNumber> iterator = phoneNos.iterator();

**while**(iterator.hasNext())

{

number = iterator.next();

}

}

intDetails = student.getInterviewDetails();

**if**(intDetails!=**null**)

{

Iterator<InterviewDetails> iterator2 = intDetails.iterator();

**while**(iterator2.hasNext())

{

interview = iterator2.next();

SOP("Interview ID ###"+interview.getInterviewID());

}

}

}

**Hibernate Query Language (HQL)**

* In SQL, we can write a Single Query to update the multiple columns present in multiple tables
* But we cannot write a Single SQL query which insert data into multiple tables & also ee cannot write a Single SQL query which delete data from multiple tables (So hibernate session.delete() & hibernate session.save() will help in this case but still we can make use of HQL for this as well)

**Possible:**

**update** students\_info si, students\_otherinfo soi

**set** si.lastname='XXX', soi.password='XXX'

**where** si.regno = soi.regno

**and** si.regno = 1;

**Not-Possible:**

**delete** **from** students\_info si, students\_otherinfo soi

**where** si.regno = soi.regno

**and** si.regno = 1;

* Hibernate provides a query language similar to standard SQL to perform operations on the Hibernate Objects. Unlike SQL Queries which operate on DB Tables, HQL operates on the Java Beans
* HQL’s syntax is very similar to standard SQL & the advantage of using HQL over standard SQL is that, SQL is DB Dependent whereas HQL is DB independent
* HQL is case insensitive except the Java Bean class name and its property names. Hence keyword “from” & “FROM” are same in Hibernate whereas “StudentsInfoBean” is not as same as “STUDENTSINFOBEAN”
* We can also use direct package name in the HQL i.e.

String hibernateQuery = "from com.jspiders.hibernate.beans.Students where regno >= :minRegNo";

* To write & execute the HQL we can follow below steps

1. Construct HQL

For ex : String hql = “from JavaBeanName”;

1. Create “org.hibernate.Query” Object

Query query = session.createQuery(hql);

1. Execute the HQL by using appropriate methods on “Query” object
   * Invoke “list()” method is the Query is of type SELECT

List listResult = query.list();

* + Invoke “executeUpdate()” method is the Query is of type INSERT / UPDATE / DELETE

int rowsAffected = query.executeUpdate();

1. Extract result returned from the query depending of the type of the query. For example, “list()” method return java.util.List of Objects & “executeUpdate()” method returns rows affected integer count

**Example:**

/\*

\* HQL : Delete Example

\*/

String deleteQuery = "delete from StudentBean where regno >= :minRegNo";

Query query = session.createQuery(deleteQuery);

query.setParameter("minRegNo", 20);

**int** count = query.executeUpdate();

System.*out*.println("Count : "+count);

/\*

\* HQL : Update Example for Single Table

\*/

String updateQuery

= "update StudentBean set firstNM = :fNM where regno >= :minRegNo";

Query query = session.createQuery(updateQuery);

query.setParameter("fNM", "XXX");

query.setParameter("minRegNo", 5);

**int** count = query.executeUpdate();

System.*out*.println("Count : "+count);

/\*

\* HQL: Insert Example 1. HQL supports INSERT INTO clause only where records

\* can be inserted from one object to another object.

\*/

String insertQuery

= "insert into StudentBean (regno, firstNM, middleNM, lastNM) "

+" SELECT regno, gFirstNM, gMiddleNM,gLastNM FROM GuardianBean ";

Query query = session.createQuery(insertQuery);

**int** count = query.executeUpdate();

System.*out*.println("Count : "+count);

/\*

\* HQL : Insert Example 2

\*/

String insertQuery

= "insert into StudentBean (regno, firstNM, middleNM, lastNM) "

+" SELECT g.regno, g.gFirstNM, g.gMiddleNM,g.gLastNM "

+" FROM GuardianBean g where g.regno = :regNo ";

Query query = session.createQuery(insertQuery);

query.setParameter("regNo", 500);

**int** count = query.executeUpdate();

System.*out*.println("Count : "+count);

/\*

\* HQL : Single Table, ALL columns selection

\*/

//String singleTableQuery = "from StudentBean";

//String singleTableQuery = "from StudentBean where regno >= 5";

//String singleTableQuery = "from StudentBean where firstNM like '111%'";

String singleTableQuery = "from StudentBean where regno >= :minRegNo";

Query query = session.createQuery(singleTableQuery);

query.setParameter("minRegNo", 10);

List<Object> resultList = query.list();

**for**(Object result : resultList)

{

StudentBean student = (StudentBean) result;

System.*out*.println("Reg No : "+student.getRegno());

System.*out*.println("First Name : "+student.getFirstNM());

System.*out*.println("Middle Name : "+student.getMiddleNM());

System.*out*.println("Last Name : "+student.getLastNM());

}

/\*

\* HQL : Single Table, Few columns selection

\*/

String singleTableMultipleFeildsQuery

= "select firstNM, lastNM from StudentBean where regno >= :minRegNo";

Query query = session.createQuery(singleTableMultipleFeildsQuery);

query.setParameter("minRegNo", 10);

List<Object[]> resultList = query.list();

**for**(Object[] result : resultList)

{

String firstName = (String) result[0];

String lastName = (String) result[1];

System.*out*.println("First Name : "+firstName);

System.*out*.println("Last Name : "+lastName);

}

/\*

\* HQL : Multiple Table, ALL columns selection

\*/

String multipleTableQuery

= "from StudentBean s, GuardianBean g " +

" where s.regno = g.regno " +

" and s.regno >= :minRegNo";

Query query = session.createQuery(multipleTableQuery);

query.setParameter("minRegNo", 10);

List<Object[]> resultList = query.list();

**for**(Object[] resultObj : resultList)

{

StudentBean studentObj = (StudentBean)resultObj[0];

GuardianBean guardianObj = (GuardianBean)resultObj[1];

System.*out*.println("Reg No : "+studentObj.getRegno());

System.*out*.println("First Name : "+studentObj.getFirstNM());

System.*out*.println("G First Name : "+guardianObj.getgFirstNM());

System.*out*.println("G Last Name : "+guardianObj.getgLastNM());

}

/\*

\* HQL : Multiple Table, FEW columns selection

\*/

String multipleTableMultipleFeildsQuery

= "select s.regno, s.firstNM, g.gFirstNM " +

" from StudentBean s, GuardianBean g " +

" where s.regno = g.regno " +

" and s.regno >= :minRegNo";

Query query = session.createQuery(multipleTableMultipleFeildsQuery);

query.setParameter("minRegNo", 10);

List<Object[]> resultList = query.list();

**for**(Object[] resultObj : resultList)

{

System.*out*.println("Reg No : "+resultObj[0]);

System.*out*.println("S First Name : "+resultObj[1]);

System.*out*.println("G First Name : "+resultObj[2]);

}

**Hibernate Native SQL Query (HQL)**

Session session = HibernateUtil.*getNewSession*();

/\*

\* HQL : Single Table, ALL columns selection

\*/

String singleTableQuery

= "select \* from students where regno >= :minRegNo";

SQLQuery sqlQuery1 = session.createSQLQuery(singleTableQuery);

sqlQuery1.addEntity(Students.**class**);

sqlQuery1.setParameter("minRegNo", 2);

List<Object> resultList1 = sqlQuery1.list();

**for**(Object result : resultList1)

{

Students student = (Students) result;

System.*out*.println("Reg No : "+student.getRegno());

System.*out*.println("First Name : "+student.getFirstName());

System.*out*.println("Middle Name : "+student.getMiddleName());

System.*out*.println("Last Name : "+student.getLastName());

}

/\*

\* HQL : Single Table, Few columns selection

\*/

String singleTableMultipleFeildsQuery

= "select firstname from students where regno >= :minRegNo";

SQLQuery sqlQuery2 =

session.createSQLQuery(singleTableMultipleFeildsQuery);

sqlQuery2.setParameter("minRegNo", 2);

List<Object> resultList2 = sqlQuery2.list();

**for**(Object result : resultList2)

{

String firstName = (String) result;

System.*out*.println("First Name : "+firstName);

}

/\*

\* HQL : Multiple Table, ALL columns selection

\*/

String multipleTableQuery = "select \* from students s, users u " +

" where s.regno = u.regno " +

" and s.regno >= :minRegNo";

SQLQuery sqlQuery3 = session.createSQLQuery(multipleTableQuery);

sqlQuery3.addEntity(Students.**class**);

sqlQuery3.addEntity(Users.**class**);

sqlQuery3.setParameter("minRegNo", 2);

List<Object[]> resultList3 = sqlQuery3.list();

**for**(Object[] resultObj : resultList3)

{

Students studentObj = (Students)resultObj[0];

Users userObj = (Users)resultObj[1];

System.*out*.println("Reg No : "+studentObj.getRegno());

System.*out*.println("First Name : "+studentObj.getFirstName());

System.*out*.println("Middle Name : "+studentObj.getMiddleName());

System.*out*.println("Last Name : "+studentObj.getLastName());

System.*out*.println("Password : "+userObj.getPassword());

System.*out*.println("isadmin : "+userObj.getIsadmin());

}

/\*

\* HQL : Multiple Table, ALL columns selection

\*/

String multipleTableMultipleFeildsQuery

= "select s.regno, s.middlename, u.isadmin " +

" from students s, users u " +

" where s.regno = u.regno " +

" and s.regno >= :minRegNo";

SQLQuery sqlQuery4

= session.createSQLQuery(multipleTableMultipleFeildsQuery);

sqlQuery4.setParameter("minRegNo", 2);

List<Object[]> resultList4 = sqlQuery4.list();

**for**(Object[] resultObj : resultList4)

{

System.*out*.println("Reg No : "+resultObj[0]);

System.*out*.println("Middle Name : "+resultObj[1]);

System.*out*.println("isadmin : "+resultObj[2]);

}

**public** **class** HibernateNativeSQLQuery

{

**public** **static** **void** main(String[] args)

{

Session session = HibernateUtil.*getNewSession*();

/\*

\* HQL : Single Table, ALL columns selection

\*/

String singleTableQuery = "select \* from students where regno >= :minRegNo";

SQLQuery sqlQuery1 = session.createSQLQuery(singleTableQuery);

sqlQuery1.addEntity(Students.**class**);

sqlQuery1.setParameter("minRegNo", 2);

List<Object> resultList1 = sqlQuery1.list();

**for**(Object result : resultList1)

{

Students student = (Students) result;

System.*out*.println("Reg No : "+student.getRegno());

System.*out*.println("First Name : "+student.getFirstName());

System.*out*.println("Middle Name : "+student.getMiddleName());

System.*out*.println("Last Name : "+student.getLastName());

}

/\*

\* HQL : Single Table, Few columns selection

\*/

String singleTableMultipleFeildsQuery = "select firstname from students where regno >= :minRegNo";

SQLQuery sqlQuery2 = session.createSQLQuery(singleTableMultipleFeildsQuery);

sqlQuery2.setParameter("minRegNo", 2);

List<Object> resultList2 = sqlQuery2.list();

**for**(Object result : resultList2)

{

String firstName = (String) result;

System.*out*.println("First Name : "+firstName);

}

/\*

\* HQL : Multiple Table, ALL columns selection

\*/

String multipleTableQuery = "select \* from students s, users u " +

" where s.regno = u.regno " +

" and s.regno >= :minRegNo";

SQLQuery sqlQuery3 = session.createSQLQuery(multipleTableQuery);

sqlQuery3.addEntity(Students.**class**);

sqlQuery3.addEntity(Users.**class**);

sqlQuery3.setParameter("minRegNo", 2);

List<Object[]> resultList3 = sqlQuery3.list();

**for**(Object[] resultObj : resultList3)

{

Students studentObj = (Students)resultObj[0];

Users userObj = (Users)resultObj[1];

System.*out*.println("Reg No : "+studentObj.getRegno());

System.*out*.println("First Name : "+studentObj.getFirstName());

System.*out*.println("Middle Name : "+studentObj.getMiddleName());

System.*out*.println("Last Name : "+studentObj.getLastName());

System.*out*.println("Password : "+userObj.getPassword());

System.*out*.println("isadmin : "+userObj.getIsadmin());

}

/\*

\* HQL : Multiple Table, ALL columns selection

\*/

String multipleTableMultipleFeildsQuery =

"select s.regno, s.middlename, u.isadmin " +

" from students s, users u " +

" where s.regno = u.regno " +

" and s.regno >= :minRegNo";

SQLQuery sqlQuery4 =

session.createSQLQuery(multipleTableMultipleFeildsQuery);

sqlQuery4.setParameter("minRegNo", 2);

List<Object[]> resultList4 = sqlQuery4.list();

**for**(Object[] resultObj : resultList4)

{

System.*out*.println("Reg No : "+resultObj[0]);

System.*out*.println("Middle Name : "+resultObj[1]);

System.*out*.println("isadmin : "+resultObj[2]);

}

}//End of Main

}//End of Class

MySQL store procedure

Here’s a MySQL store procedure, which accept a stock code parameter and return the related stock data.

DELIMITER $$

**CREATE** **PROCEDURE** `GetStocks`(int\_stockcode **VARCHAR**(20))

**BEGIN**

**SELECT** \* **FROM** stock **WHERE** stock\_code = int\_stockcode;

**END** $$

DELIMITER ;

In MySQL, you can simple call it with a **call** keyword :

**CALL** GetStocks('7277');

Hibernate call store procedure

In Hibernate, there are three approaches to call a database store procedure.

1. Native SQL – createSQLQuery

You can use **createSQLQuery()** to call a store procedure directly.

Query query = session.createSQLQuery(

"CALL GetStocks(:stockCode)")

.addEntity(Stock.**class**)

.setParameter("stockCode", "7277");

List result = query.list();

**for**(**int** i=0; i<result.size(); i++){

Stock stock = (Stock)result.get(i);

System.out.println(stock.getStockCode());

}