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# Introduction

## What is Arm Education Core?

The Arm Education Core is a processor coredeveloped for the Arm Computer Architecture Education Kit, with the intention of serving as a baseline processor with limited capabilities that students can gradually improve, based on the instructions of the lab manuals provided.

Each lab of the Computer Architecture Education Kit involves modifying Arm Education Core using Verilog so that students can apply concepts such as instruction processing stages, single-cycle instruction processing, pipelined instruction processing, data hazards, stalls, and forwarding paths. Students are first provided a single-cycle version of Arm Education Core.

Arm Education Core is written in Verilog 2005 ([IEEE Standard 1364-2005](https://standards.ieee.org/findstds/standard/1364-2005.html)) Hardware Description Language (HDL) and implements a subset of the Armv8-A A64 Instruction Set Architecture. A subset was chosen to elucidate processor design concepts for educational purposes. Arm Education Core is a 64-bit architecture that accepts instructions that are 32-bit wide.

**Usage of the Arm Education Core is subjected to the** [***Arm Education Introduction to Computer Architecture Education Kit End User License Agreement***](https://www.arm.com/-/media/Files/pdf/education/computer-architecture-education-kit-eula)***.***

## Using Arm Education Core

**Note:**

* **You MUST always only use the subset of Arm Instruction Set provided in this document when using Arm Education Core.** Instructions other than the specified subset are NOT guaranteed to produce desired outcomes.
* Please contact Arm Education to file a bug report or suggest improvements.We appreciate any feedback and contributions to make Arm Education Core better for educators and students.
* **Please read the** [***Arm Education Introduction to Computer Architecture Education Kit End User License Agreement***](https://www.arm.com/-/media/Files/pdf/education/computer-architecture-education-kit-eula) **for terms of usage of Arm Education Core.**

There is also a Getting Started document provided with the Computer Architecture course, which covers an initial setup of tools to compile or synthesize Arm Education Core.

### Prerequisite knowledge

To understand Arm Education Core, you will need prior knowledge or familiarity with:

* Coding in Verilog.
* Basic understanding of Arm assembly codes.

## Using this document

This document introduces the Arm Education Core and contains the relevant information in order for you to understand how to progressively improve Arm Education Core in the Computer Architecture course labs. It is therefore recommended that you read this document before attempting any labs in the Computer Architecture course.

# Arm Education Core registers

Arm Education Core implements General-Purpose Registers and Special Registers, as shown in the following diagram.

|  |  |  |
| --- | --- | --- |
| General-Purpose Registers  Link Register  (There is no real **X31/W31**, see **Note** in [Special registers](#_heading=h.4d34og8)) | | **X0/W0** |
| **X1/W1** |
| **X2/W2** |
| **X3/W3** |
| **X4/W4** |
| **X5/W5** |
| **X6/W6** |
| **X7/W7** |
| **X8/W8** |
| **X9/W9** |
| **X10/W10** |
| **X11/W11** |
| **X12/W12** |
| **X13/W13** |
| **X14/W14** |
| **X15/W15** |
| **X16/W16** |
| **X17/W17** |
| **X18/W18** |
| **X19/W19** |
| **X20/W20** |
| **X21/W21** |
| **X22/W22** |
| **X23/W23** |
| **X24/W24** |
| **X25/W25** |
| **X26/W26** |
| **X27/W27** |
| **X28/W28** |
| **X29/W29** |
| **X30/W30** |
| **\*SP or \*0** |
| Special Registers | Program Counter | **PC** |
| Stack Pointer | **SP** |
| PSTATE Control Register | **PSTATE** |

*Figure 1: Arm Education Core registers*

## General-Purpose Registers

There are 31 64-bit General-Purpose Registers in Arm Education Core. Similar to the Armv8-A architecture, each register is 64-bit wide and they are generally referred to as registers **X0-X30**. **X30** is also known as the Procedural Link Register, which holds the return address of a subroutine.

Each 64-bit General-Purpose Register (**X0-X30**) also has a 32-bit form (**W0-W30**), as shown in the following diagram. The 32-bit **W** register maps to the lower half of the corresponding **X** register. For example, **W0** maps onto the lower word (32-bits) of **X0**, and **W1** maps onto the lower word of **X1**.

![](data:image/png;base64,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)

*Figure 2: 64-bit register with W and X access*

## Special registers

In addition to the 31 General-Purpose Registers, Arm Education Core also has several “special” registers (non-general-purpose registers), which are shown in Table 1.

|  |  |
| --- | --- |
| **Special register** | **Description** |
| Program Counter | This register holds the address of the instruction that is to be executed. |
| Stack Pointer | This register holds the address of the stack location of the most recent item put on the stack. A stack is a reserved area in memory that a program may use for internal operations. |
| PSTATE Control Register | See [PSTATE register](#_heading=h.17dp8vu). |

*Table 1: List of Arm Education Core special registers*

**Note:**

* The Armv8-A instruction set uses a 5-bit field to encode which General-Purpose Register is to be accessed. This 5-bit field allows for a total of 32 addresses (2^5=32), which means that the architecture could actually accommodate 32 General-Purpose Registers. In Armv8-A, this “register number 32” isn’t really a General-Purpose Register X31, but some of the Armv8-A instructions that Arm Education Core supports are encoded in a way such that register number 32 represents either the “Zero Register” or the Stack Pointer. More information on this in [Instruction handling](#_heading=h.3rdcrjn).
* Arm Education Core does not implement the “Zero Register” as a physical register where all the bits are set to zero. Instead, if the “Zero Register” is used by a specific instruction, then Arm Education Core sets the values to zero by doing a logical AND in Verilog.

### PSTATE register

PSTATE stands for Processor State. The register fields in a traditional *Current Processor Status Register* (CPSR) in Armv7-A are referred to collectively as the PSTATE in Armv8-A (AArch64).

In Arm Education Core, the PSTATE fields only include the NZCV flags, as shown in the tables below. These flags serve as a simple indication of whether the computed result is negative, zero, a carry out, or overflow.

|  |  |  |  |
| --- | --- | --- | --- |
| **PSTATE Bit 3** | **PSTATE Bit 2** | **PSTATE Bit 1** | **PSTATE Bit 0** |
| N | Z | C | V |

*Table 2: PSTATE bits*

|  |  |
| --- | --- |
| **Flags** | **Description** |
| N | Negative result. This flag is set to 1 when the result is negative. |
| Z | Zero result. This flag is set to 1 when the result is zero. |
| C | Carry out (or Unsigned Overflow). This flag is set to 1 if the result of an unsigned operation overflows. |
| V | Overflow (Signed). This flag is set to 1 if the result for a signed operation overflows. |

*Table 3: NZCV flags in PSTATE*

# Instruction handling

**Arm Education Core only implements a subset of the Arm-v8A A64 Instruction Set Architecture (ISA).** **You must only use the subset of instructions provided in this document.** If you run instructions that are not specified in the subset provided, Arm Education Core is not guaranteed to produce desired outcomes.

Arm Education Core supports the following instruction types:

* Data processing (immediate and register)
* Load/stores
* Branch/system

The A64 ISA uses a fixed instruction width of 32 bits. Each instruction is encoded in specific fields that contain the information needed to operate the instruction, as shown below.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Bit 31 | Bit 30 | Bit 29 | **Bit 28** | **Bit 27** | **Bit 26** | **Bit 25** | … | Bit 2 | Bit 1 | Bit 0 |

Bits[28] to 25 identify the instruction type:

* If **[28:25]** = 100x, then it is a data processing (**immediate**) instruction.
* If **[28:25]** = x101, then it is a data processing (**register**) instruction.
* If **[28:25]** = x1x0, then it is a load/stores instruction.
* If **[28:25]** = 101x, then it is a branches/system instruction.

Lower case x indicates “don’t’care” condition, meaning it could be either 1 or 0.

|  |
| --- |
| Note:   * This document contains only the information on the subset of Armv8-A instructions used. * See List of Supported Instructions. * See Excel spreadsheet of encoding * Some instructions that Arm Education Core supports are encoded in a way register number 32 represents either a Stack Pointer (SP) or is set to zero (indicated by RZR—“zero register”). See the *Arm Education Core supported instructions.xlsx* for the full list of supported instruction encodings. For instructions that can deal with the stack, register number 32 is the SP. For all other instructions, it is zero. * In the encoding, fields that change the type of operation tend to be called opN or opcode. |

## Data processing instructions

Data processing instructions are fundamental arithmetic, logical, move, bit manipulation, and extract operations of the processor. There are generally 2 groups of data processing instructions:

* **Data processing (immediate)** operates on **immediate values**.
* **Data processing (register)** operates on values in **registers**.

### Format

Most data processing instructions have 1 destination register and two source operands. There are a few instructions that have a different format (e.g., ADR or EXTR), but most data processing instructions use the following general format:

Instruction <Rd>, <Rn>, <Operand2>

where <Rd> is the destination register,

<Rn> is the first operand (a register),

<Operand2> might be a register, or an **immediate value**.

The <R\*> in the format above indicates that it can either be a X or a W register. If the instruction does not support W registers, then <X\*> will be used in the format.

**Example:**

ADD X0, X1, #1 // X0 = X1 + 1

AND X2, X1, X0 // Logical AND registers X1 and X0, store result in X2

### Encoding

**Data processing (immediate) instructions**

The encoding for data processing (immediate) instructions is as follows:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24 | 23 | 22 | 21 | 20 | 19 | 18 | 17 | 16 | 15 | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
|  |  |  | 100 | | | op1 | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

|  |  |  |
| --- | --- | --- |
| **op1[25:23]** | **Instruction type** | **Examples** |
| 00x | PC-relative addressing | ADR, ADRP |
| 010 | Add/subtract immediate | ADD, SUB, ADDS, SUBS |
| 100 | Logical immediate | AND, ORR, EOR, ANDS |
| 101 | Move wide immediate | MOVN, MOVZ, MOVK |
| 110 | Bitfield move | BFM, SBFM, UBFM |
| 111 | Extract | EXTR |

For a full list of supported instructions and all its encoding (including grayed-out cells above), see *Arm Education Core supported**instructions.xlsx*.

**Data processing (register) instructions**

The encoding for data processing (register) instructions are as follows:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24 | 23 | 22 | 21 | 20 | 19 | 18 | 17 | 16 | 15 | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
|  | op1 |  | op2 | 101 | | | op3 | | | |  |  |  |  |  | op4 | | | | | |  |  |  |  |  |  |  |  |  |  |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **op1[30]** | **op2[28]** | **op3[24:21]** | **op4[15:10]** | **Instruction type** | **Examples** |
| x | 0 | 0xxx | xxxxxx | Logical (shifted register) | AND, BIC, ORR |
| x | 0 | 1xx1 | xxxxxx | Add/subtract (extended register) | ADD, SUB |
| x | 1 | 0000 | 000000 | Add/subtract with carry | ADD, SUB |
| x | 1 | 0010 | xxxx0x | Conditional compare register | CCMN, CCMP |
| x | 1 | 0100 | xxxxxx | Conditional select | CSEL, CSINV |

For a full list of supported instructions and all its encoding (including grayed-out cells above), see *Arm Education Core supported**instructions.xlsx*.

## Load and Store instructions

The Arm architecture is a Load/Store architecture, which means no data processing instruction operates directly on data in memory. The data must be first loaded into registers, modified, and then saved in memory.

Load instructions load data from memory and have the following general format:

LoadInstruction <Rt>, <addr>

where <Rt> is the register to be loaded to,

<addr> might be a register, or an **immediate value**.

The <R\*> in the format above indicates that it can either be a X or a W register. If the instruction does not support W registers, then <X\*> will be used in the format.

Similarly, the store instructions store data to memory and have the following general format:

StoreInstruction <Rn>, <addr>

where <Rn> is the register to be stored,

<addr> might be a register, or an **immediate value**.

**Example:**

LDUR X0, [X9] // Loads X0 with data from memory address in X9

STUR X2, [X1] // Stores data in X2 to memory at address in X1

### Encoding

The encoding for load and store instructions is as follows:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24 | 23 | 22 | 21 | 20 | 19 | 18 | 17 | 16 | 15 | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| op1 | | | | 1 | op2 | 0 | op3 | |  | op4 | | | | | |  |  |  |  | op5 | |  |  |  |  |  |  |  |  |  |  |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **op1[31:28]** | **op2[26]** | **op3[24:23]** | **op4[21:16]** | **op5[11:10]** | **Instruction type** | **Examples** |
| xx01 | x | 0x | xxxxxx | xx | Load register (literal) | LDR X0, <label> |
| xx11 | x | 0x | 0xxxxx | 00 | Load/Store register (unscaled immediate) | STURB W0, [X1, #2] |
| xx11 | x | 0x | 0xxxxx | 01 | Load/Store register (immediate post-indexed) | STRB W0, [X1], #2 |
| xx11 | x | 0x | 0xxxxx | 11 | Load/Store register (immediate pre-indexed) | STRB W0, [X1, #3] |
| xx11 | x | 0x | 1xxxxx | 10 | Load/Store register (register offset) | LDR X0, [X1, X2, LSL #3] |

For a full list of supported instructions and all its encoding (including grayed-out cells above), see *Arm Education Core supported**instructions.xlsx*.

## Branch and System instructions

Branch instructions change the Program Counter (PC) to a different address to begin executing a different instruction sequence.

System instructions are generally instructions that are related to system register access or control, debug, or exception handling (note that Arm Education Core does not currently support exception handling).

There are several different types of branch instructions and system instructions, and their format varies according to the type. For more information, see *Arm Education Core supported**instructions.xlsx* or the Arm Architecture Reference Manual in [Additional references](#_heading=h.1ci93xb).

### Encoding

The encoding for the branch and system instructions is as follows:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 31 | 30 | 29 | 28 | 27 | 26 | 25 | 24 | 23 | 22 | 21 | 20 | 19 | 18 | 17 | 16 | 15 | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| op1 | | | 101 | | | op2 | | | | | | | | | | | | | |  |  |  |  |  |  |  | op3 | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **op1[31:29]** | **op2[25:12]** | **op3[4:0]** | **Instruction type** | **Examples** |
| 010 | 0xxxxxxxxxxxxx | xxxxx | Conditional Branch (immediate) | B.cond |
| 110 | 01000000110010 | 11111 | Hints | NOP, YIELD |
| 110 | 0100x1xxxxxxxx | xxxxx | System register move | MSR, MRS |
| 110 | 1xxxxxxxxxxxxx | xxxxx | Unconditional branch (register) | BR, BLR, RET |
| x00 | xxxxxxxxxxxxxx | xxxxx | Unconditional branch (immediate) | B, BL |

For a full list of supported instructions and all its encoding (including grayed-out cells above), see *Arm Education Core supported**instructions.xlsx*.

## Encoding immediate values in A64 instructions

The Arm A64 ISA is a fixed-width ISA, meaning its fields have a fixed width, as shown in the encoding information of this document. This means that the encoded immediate has a very limited range of values. To accommodate this, the A64 has a way of encoding its immediate values.

More information on this is in one of the lab exercises provided with the Computer Architecture Education Kit.

# Functional description

## Processing stages

Arm Education Core implements 5 stages of processing that are:

* FETCH—Instruction is fetched.
* DECODE—Instruction is decoded.
* EXECUTE—Instruction is executed, and the result is calculated.
* MEMACCESS—Memory is accessed for Data Transfer-type instructions (Load/Store)
* WRITEBACK—Results are written back into the Register File.

More information on this is in one of the lab exercises provided with the Education Kit.

# List of supported instructions

See the *Arm Education Core supported**instructions.xlsx*. Description of each instruction can be found in the Armv8-A Architecture Reference Manual, see [Additional references](#_heading=h.1ci93xb).

# Additional references

**Armv8-A programmer’s guide**

<https://developer.arm.com/docs/den0024/a>

**Armv8-A Architecture Reference Manual**

<https://developer.arm.com/docs/ddi0487/latest/arm-architecture-reference-manual-armv8-for-armv8-a-architecture-profile>

* See **A64 Base Instruction Descriptions** chapter
* See **A64 Instruction Set Encoding** chapter

**Armv8-A immediate encoding**

<https://dinfuehr.github.io/blog/encoding-of-immediate-values-on-aarch64/>

<https://gist.github.com/dinfuehr/51a01ac58c0b23e4de9aac313ed6a06a>

# Appendix

## Designing a simple processor from scratch
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