tenxpayToken

Question 1:

library(readr)

## Warning: package 'readr' was built under R version 3.5.3

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(ggplot2)  
library(fitdistrplus)

## Warning: package 'fitdistrplus' was built under R version 3.5.3

## Loading required package: MASS

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

## Loading required package: survival

## Loading required package: npsurv

## Loading required package: lsei

tenxpay <- read\_delim('networktenxpayTX.txt', delim = " ", col\_names = F)

## Parsed with column specification:  
## cols(  
## X1 = col\_double(),  
## X2 = col\_double(),  
## X3 = col\_double(),  
## X4 = col\_double()  
## )

print(tenxpay)

## # A tibble: 329,737 x 4  
## X1 X2 X3 X4  
## <dbl> <dbl> <dbl> <dbl>  
## 1 560 1452 1524611450 1.73e20  
## 2 2011173 2011174 1524611865 4.56e20  
## 3 75989 1822217 1524612292 5.80e20  
## 4 40002 6382858 1524612655 4.48e20  
## 5 17 2029263 1524612851 5.00e21  
## 6 222770 4848204 1524612957 3.28e20  
## 7 17 1148 1524613473 4.81e21  
## 8 76011 76012 1524613896 5.20e19  
## 9 6382859 104531 1524614072 6.08e19  
## 10 187 3169275 1524614361 5.55e19  
## # ... with 329,727 more rows

names(tenxpay) <- c('fromID', 'toID', 'unixTime', 'tokenAmount')  
print(tenxpay)

## # A tibble: 329,737 x 4  
## fromID toID unixTime tokenAmount  
## <dbl> <dbl> <dbl> <dbl>  
## 1 560 1452 1524611450 1.73e20  
## 2 2011173 2011174 1524611865 4.56e20  
## 3 75989 1822217 1524612292 5.80e20  
## 4 40002 6382858 1524612655 4.48e20  
## 5 17 2029263 1524612851 5.00e21  
## 6 222770 4848204 1524612957 3.28e20  
## 7 17 1148 1524613473 4.81e21  
## 8 76011 76012 1524613896 5.20e19  
## 9 6382859 104531 1524614072 6.08e19  
## 10 187 3169275 1524614361 5.55e19  
## # ... with 329,727 more rows

decimals<-10^18  
supply<- 205218255.948577763364408207  
totalSupply<- decimals \* supply  
print(totalSupply)

## [1] 2.052183e+26

filteredtenxpay <- filter(tenxpay,tokenAmount < totalSupply)  
print(filteredtenxpay)

## # A tibble: 329,736 x 4  
## fromID toID unixTime tokenAmount  
## <dbl> <dbl> <dbl> <dbl>  
## 1 560 1452 1524611450 1.73e20  
## 2 2011173 2011174 1524611865 4.56e20  
## 3 75989 1822217 1524612292 5.80e20  
## 4 40002 6382858 1524612655 4.48e20  
## 5 17 2029263 1524612851 5.00e21  
## 6 222770 4848204 1524612957 3.28e20  
## 7 17 1148 1524613473 4.81e21  
## 8 76011 76012 1524613896 5.20e19  
## 9 6382859 104531 1524614072 6.08e19  
## 10 187 3169275 1524614361 5.55e19  
## # ... with 329,726 more rows

filteredtenxpay <- filter(tenxpay,fromID != toID)  
print(filteredtenxpay)

## # A tibble: 319,656 x 4  
## fromID toID unixTime tokenAmount  
## <dbl> <dbl> <dbl> <dbl>  
## 1 560 1452 1524611450 1.73e20  
## 2 2011173 2011174 1524611865 4.56e20  
## 3 75989 1822217 1524612292 5.80e20  
## 4 40002 6382858 1524612655 4.48e20  
## 5 17 2029263 1524612851 5.00e21  
## 6 222770 4848204 1524612957 3.28e20  
## 7 17 1148 1524613473 4.81e21  
## 8 76011 76012 1524613896 5.20e19  
## 9 6382859 104531 1524614072 6.08e19  
## 10 187 3169275 1524614361 5.55e19  
## # ... with 319,646 more rows

NoOfOutliers <- count(tenxpay)-count(filteredtenxpay);  
print(NoOfOutliers)

## n  
## 1 10081

result <-filteredtenxpay %>% count(fromID,toID, sort = FALSE)  
names(result) <- c('fromID', 'toID', 'Occurences')  
names(result)

## [1] "fromID" "toID" "Occurences"

sum(result$Occurences)

## [1] 319656

result$Occ = 1  
result\_new <- aggregate(result$Occ, by=list(result$Occurences), FUN=sum)  
  
names(result\_new) <- c('Number','Occurences')  
head(result\_new)

## Number Occurences  
## 1 1 131029  
## 2 2 27246  
## 3 3 8532  
## 4 4 3875  
## 5 5 2066  
## 6 6 1258

hist(result\_new$Number, breaks = 100, col = c("blue"), xlab = "Number of Occurences", ylab = "Occurences of Occurences",main = "Plot for tenxpay token")
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fit.exp.result <- fitdist(result\_new$Number, 'exp')  
fit.gamma.result <- fitdist(result\_new$Number, 'gamma',lower = c(0, 0), start = list(scale = 1, shape = 1))  
fit.geometric.result <- fitdist(result\_new$Number, 'geom')  
fit.log.result <- fitdist(result\_new$Number, 'logis')  
fit.lnorm.result <- fitdist(result\_new$Number, 'lnorm')  
fit.nbinom.result <- fitdist(result\_new$Number, 'nbinom')  
fit.norm.result <- fitdist(result\_new$Number, 'norm')  
fit.pois.result <- fitdist(result\_new$Number, 'pois')  
fit.unif.result <- fitdist(result\_new$Number, 'unif')  
fit.weibull.result <- fitdist(result\_new$Number, 'weibull')  
gofstat(list(fit.weibull.result, fit.gamma.result, fit.lnorm.result, fit.exp.result, fit.log.result, fit.pois.result))

## Goodness-of-fit statistics  
## 1-mle-weibull 2-mle-gamma 3-mle-lnorm  
## Kolmogorov-Smirnov statistic 0.1361148 0.1980425 0.07326387  
## Cramer-von Mises statistic 0.9125615 1.7294835 0.23198072  
## Anderson-Darling statistic 5.3549628 8.9203993 1.29183124  
## 4-mle-exp 5-mle-logis 6-mle-pois  
## Kolmogorov-Smirnov statistic 0.2872441 0.3147257 0.8109528  
## Cramer-von Mises statistic 4.6133664 3.5188683 28.6724683  
## Anderson-Darling statistic 22.0856395 20.1473062 Inf  
##   
## Goodness-of-fit criteria  
## 1-mle-weibull 2-mle-gamma 3-mle-lnorm  
## Akaike's Information Criterion 1850.388 1879.366 1809.956  
## Bayesian Information Criterion 1856.396 1885.374 1815.964  
## 4-mle-exp 5-mle-logis 6-mle-pois  
## Akaike's Information Criterion 1916.776 2160.562 85409.95  
## Bayesian Information Criterion 1919.780 2166.570 85412.95

plot(fit.lnorm.result)

![](data:image/png;base64,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) Question 2:

names(filteredtenxpay) <- c('fromID', 'toID', 'TimeStamp', 'TokenAmount')  
filteredtenxpay

## # A tibble: 319,656 x 4  
## fromID toID TimeStamp TokenAmount  
## <dbl> <dbl> <dbl> <dbl>  
## 1 560 1452 1524611450 1.73e20  
## 2 2011173 2011174 1524611865 4.56e20  
## 3 75989 1822217 1524612292 5.80e20  
## 4 40002 6382858 1524612655 4.48e20  
## 5 17 2029263 1524612851 5.00e21  
## 6 222770 4848204 1524612957 3.28e20  
## 7 17 1148 1524613473 4.81e21  
## 8 76011 76012 1524613896 5.20e19  
## 9 6382859 104531 1524614072 6.08e19  
## 10 187 3169275 1524614361 5.55e19  
## # ... with 319,646 more rows

filteredtenxpay$TokenAmount<-(filteredtenxpay$TokenAmount)/decimals  
Time<-as.Date(as.POSIXct(filteredtenxpay$TimeStamp, origin="1970-01-01"))  
filteredtenxpay$TimeStamp<-Time  
filteredtenxpay

## # A tibble: 319,656 x 4  
## fromID toID TimeStamp TokenAmount  
## <dbl> <dbl> <date> <dbl>  
## 1 560 1452 2018-04-24 173.   
## 2 2011173 2011174 2018-04-24 456.   
## 3 75989 1822217 2018-04-24 580.   
## 4 40002 6382858 2018-04-24 448.   
## 5 17 2029263 2018-04-24 4998.   
## 6 222770 4848204 2018-04-24 328.   
## 7 17 1148 2018-04-24 4812   
## 8 76011 76012 2018-04-24 52   
## 9 6382859 104531 2018-04-24 60.8  
## 10 187 3169275 2018-04-24 55.5  
## # ... with 319,646 more rows

tenxpayTokenData <- read\_delim('tenxpay', delim = "\t", col\_names = T)

## Parsed with column specification:  
## cols(  
## Date = col\_character(),  
## Open = col\_double(),  
## High = col\_double(),  
## Low = col\_double(),  
## Close = col\_double(),  
## Volume = col\_number(),  
## `Market Cap` = col\_character()  
## )

tenxpayTokenData

## # A tibble: 384 x 7  
## Date Open High Low Close Volume `Market Cap`  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <chr>   
## 1 07/15/2018 0.746 0.748 0.722 0.730 4856290 81,509,100   
## 2 07/14/2018 0.698 0.801 0.696 0.746 7753930 76,261,300   
## 3 07/13/2018 0.600 0.845 0.600 0.702 12405200 65,521,200   
## 4 07/12/2018 0.599 0.617 0.569 0.588 4906510 65,393,900   
## 5 07/11/2018 0.593 0.656 0.568 0.600 5622960 64,739,100   
## 6 07/10/2018 0.629 0.666 0.592 0.592 4754660 68,694,000   
## 7 07/09/2018 0.644 0.646 0.616 0.629 3774090 70,287,200   
## 8 07/08/2018 0.655 0.667 0.642 0.643 3202230 71,505,900   
## 9 07/07/2018 0.631 0.655 0.626 0.654 3336940 68,905,100   
## 10 07/06/2018 0.685 0.685 0.614 0.634 4293480 74,808,700   
## # ... with 374 more rows

names(tenxpayTokenData)<-c("TimeStamp","Open","High", "Low", "Close","Volume","MarketCap")  
tenxpayTokenData$TimeStamp<-as.Date(tenxpayTokenData$TimeStamp,"%m/%d/%Y")  
tenxpayTokenData$MarketCap <- as.numeric(gsub(",","",tenxpayTokenData$MarketCap))

## Warning: NAs introduced by coercion

tenxpayTokenData$MarketCap<-as.double(tenxpayTokenData$MarketCap)  
tenxpayTokenData

## # A tibble: 384 x 7  
## TimeStamp Open High Low Close Volume MarketCap  
## <date> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2018-07-15 0.746 0.748 0.722 0.730 4856290 81509100  
## 2 2018-07-14 0.698 0.801 0.696 0.746 7753930 76261300  
## 3 2018-07-13 0.600 0.845 0.600 0.702 12405200 65521200  
## 4 2018-07-12 0.599 0.617 0.569 0.588 4906510 65393900  
## 5 2018-07-11 0.593 0.656 0.568 0.600 5622960 64739100  
## 6 2018-07-10 0.629 0.666 0.592 0.592 4754660 68694000  
## 7 2018-07-09 0.644 0.646 0.616 0.629 3774090 70287200  
## 8 2018-07-08 0.655 0.667 0.642 0.643 3202230 71505900  
## 9 2018-07-07 0.631 0.655 0.626 0.654 3336940 68905100  
## 10 2018-07-06 0.685 0.685 0.614 0.634 4293480 74808700  
## # ... with 374 more rows

library(plyr)

## -------------------------------------------------------------------------

## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)

## -------------------------------------------------------------------------

##   
## Attaching package: 'plyr'

## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

filteredtenxpay <- filteredtenxpay[order(-filteredtenxpay$TokenAmount),]  
filteredtenxpay

## # A tibble: 319,656 x 4  
## fromID toID TimeStamp TokenAmount  
## <dbl> <dbl> <date> <dbl>  
## 1 74302 250834 2017-07-07 7108079   
## 2 1722175 1839267 2017-09-03 5000000   
## 3 74302 2476250 2017-07-08 3402000   
## 4 2476250 297243 2017-07-27 3359999   
## 5 326195 249800 2017-07-09 3027229.  
## 6 250834 1940497 2017-07-08 2500000   
## 7 6431626 2335406 2017-07-18 2130877.  
## 8 298944 296381 2017-08-10 2000000   
## 9 354421 6437070 2017-07-07 2000000   
## 10 74302 183229 2017-07-08 1988000   
## # ... with 319,646 more rows

top\_buyers<-head(filteredtenxpay, 25)  
top\_buyers

## # A tibble: 25 x 4  
## fromID toID TimeStamp TokenAmount  
## <dbl> <dbl> <date> <dbl>  
## 1 74302 250834 2017-07-07 7108079   
## 2 1722175 1839267 2017-09-03 5000000   
## 3 74302 2476250 2017-07-08 3402000   
## 4 2476250 297243 2017-07-27 3359999   
## 5 326195 249800 2017-07-09 3027229.  
## 6 250834 1940497 2017-07-08 2500000   
## 7 6431626 2335406 2017-07-18 2130877.  
## 8 298944 296381 2017-08-10 2000000   
## 9 354421 6437070 2017-07-07 2000000   
## 10 74302 183229 2017-07-08 1988000   
## # ... with 15 more rows

tenxpayTokenData

## # A tibble: 384 x 7  
## TimeStamp Open High Low Close Volume MarketCap  
## <date> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2018-07-15 0.746 0.748 0.722 0.730 4856290 81509100  
## 2 2018-07-14 0.698 0.801 0.696 0.746 7753930 76261300  
## 3 2018-07-13 0.600 0.845 0.600 0.702 12405200 65521200  
## 4 2018-07-12 0.599 0.617 0.569 0.588 4906510 65393900  
## 5 2018-07-11 0.593 0.656 0.568 0.600 5622960 64739100  
## 6 2018-07-10 0.629 0.666 0.592 0.592 4754660 68694000  
## 7 2018-07-09 0.644 0.646 0.616 0.629 3774090 70287200  
## 8 2018-07-08 0.655 0.667 0.642 0.643 3202230 71505900  
## 9 2018-07-07 0.631 0.655 0.626 0.654 3336940 68905100  
## 10 2018-07-06 0.685 0.685 0.614 0.634 4293480 74808700  
## # ... with 374 more rows

TopBuyerData<-join(top\_buyers, tenxpayTokenData)

## Joining by: TimeStamp

TopBuyerData

## fromID toID TimeStamp TokenAmount Open High Low  
## 1 74302 250834 2017-07-07 7108079 73.060000 73.060000 1.050000  
## 2 1722175 1839267 2017-09-03 5000000 3.620000 3.640000 3.270000  
## 3 74302 2476250 2017-07-08 3402000 1.110000 1.220000 1.080000  
## 4 2476250 297243 2017-07-27 3359999 0.974673 0.983180 0.927986  
## 5 326195 249800 2017-07-09 3027229 1.110000 1.110000 0.871622  
## 6 250834 1940497 2017-07-08 2500000 1.110000 1.220000 1.080000  
## 7 6431626 2335406 2017-07-18 2130877 0.709172 0.764586 0.630566  
## 8 298944 296381 2017-08-10 2000000 2.140000 3.110000 2.090000  
## 9 354421 6437070 2017-07-07 2000000 73.060000 73.060000 1.050000  
## 10 74302 183229 2017-07-08 1988000 1.110000 1.220000 1.080000  
## 11 1839267 1722175 2017-07-16 1700000 0.598683 0.611108 0.478733  
## 12 6437092 321994 2017-07-07 1669000 73.060000 73.060000 1.050000  
## 13 1722175 1839267 2017-09-04 1500000 3.530000 3.530000 2.330000  
## 14 250834 1940497 2017-07-07 1500000 73.060000 73.060000 1.050000  
## 15 6431626 6438343 2017-07-09 1500000 1.110000 1.110000 0.871622  
## 16 354421 6437070 2017-07-07 1243342 73.060000 73.060000 1.050000  
## 17 1722175 1839267 2017-08-11 1200000 2.870000 4.950000 2.660000  
## 18 249800 183003 2017-07-18 1154255 0.709172 0.764586 0.630566  
## 19 962843 1940570 2018-03-26 1099999 1.330000 1.350000 1.160000  
## 20 962843 2335409 2018-03-26 1099999 1.330000 1.350000 1.160000  
## 21 6438343 6433429 2017-07-09 1075190 1.110000 1.110000 0.871622  
## 22 298944 296381 2017-09-04 1000000 3.530000 3.530000 2.330000  
## 23 298944 296381 2017-08-11 1000000 2.870000 4.950000 2.660000  
## 24 298944 296381 2017-08-12 1000000 4.510000 6.210000 4.230000  
## 25 298944 296381 2017-08-14 1000000 5.100000 5.370000 4.310000  
## Close Volume MarketCap  
## 1 1.100000 17115200 NA  
## 2 3.530000 13885000 378656000  
## 3 1.100000 9172650 NA  
## 4 0.978920 1375970 102011000  
## 5 0.901177 5116090 116174000  
## 6 1.100000 9172650 NA  
## 7 0.699843 1299010 74222900  
## 8 2.810000 36245500 223846000  
## 9 1.100000 17115200 NA  
## 10 1.100000 9172650 NA  
## 11 0.569964 762642 62658900  
## 12 1.100000 17115200 NA  
## 13 2.750000 25177900 369749000  
## 14 1.100000 17115200 NA  
## 15 0.901177 5116090 116174000  
## 16 1.100000 17115200 NA  
## 17 4.520000 72243200 300417000  
## 18 0.699843 1299010 74222900  
## 19 1.230000 5138750 139482000  
## 20 1.230000 5138750 139482000  
## 21 0.901177 5116090 116174000  
## 22 2.750000 25177900 369749000  
## 23 4.520000 72243200 300417000  
## 24 4.670000 144769000 471783000  
## 25 4.580000 40308400 533626000

#TopBuyerData$percentage<-(TopBuyerData$TokenAmount/TopBuyerData$MarketCap)\*100  
#TopBuyerData<- subset(TopBuyerData,percentage<100)  
TopUniqueBuyers<-unique(TopBuyerData)  
TopUniqueBuyers

## fromID toID TimeStamp TokenAmount Open High Low  
## 1 74302 250834 2017-07-07 7108079 73.060000 73.060000 1.050000  
## 2 1722175 1839267 2017-09-03 5000000 3.620000 3.640000 3.270000  
## 3 74302 2476250 2017-07-08 3402000 1.110000 1.220000 1.080000  
## 4 2476250 297243 2017-07-27 3359999 0.974673 0.983180 0.927986  
## 5 326195 249800 2017-07-09 3027229 1.110000 1.110000 0.871622  
## 6 250834 1940497 2017-07-08 2500000 1.110000 1.220000 1.080000  
## 7 6431626 2335406 2017-07-18 2130877 0.709172 0.764586 0.630566  
## 8 298944 296381 2017-08-10 2000000 2.140000 3.110000 2.090000  
## 9 354421 6437070 2017-07-07 2000000 73.060000 73.060000 1.050000  
## 10 74302 183229 2017-07-08 1988000 1.110000 1.220000 1.080000  
## 11 1839267 1722175 2017-07-16 1700000 0.598683 0.611108 0.478733  
## 12 6437092 321994 2017-07-07 1669000 73.060000 73.060000 1.050000  
## 13 1722175 1839267 2017-09-04 1500000 3.530000 3.530000 2.330000  
## 14 250834 1940497 2017-07-07 1500000 73.060000 73.060000 1.050000  
## 15 6431626 6438343 2017-07-09 1500000 1.110000 1.110000 0.871622  
## 16 354421 6437070 2017-07-07 1243342 73.060000 73.060000 1.050000  
## 17 1722175 1839267 2017-08-11 1200000 2.870000 4.950000 2.660000  
## 18 249800 183003 2017-07-18 1154255 0.709172 0.764586 0.630566  
## 19 962843 1940570 2018-03-26 1099999 1.330000 1.350000 1.160000  
## 20 962843 2335409 2018-03-26 1099999 1.330000 1.350000 1.160000  
## 21 6438343 6433429 2017-07-09 1075190 1.110000 1.110000 0.871622  
## 22 298944 296381 2017-09-04 1000000 3.530000 3.530000 2.330000  
## 23 298944 296381 2017-08-11 1000000 2.870000 4.950000 2.660000  
## 24 298944 296381 2017-08-12 1000000 4.510000 6.210000 4.230000  
## 25 298944 296381 2017-08-14 1000000 5.100000 5.370000 4.310000  
## Close Volume MarketCap  
## 1 1.100000 17115200 NA  
## 2 3.530000 13885000 378656000  
## 3 1.100000 9172650 NA  
## 4 0.978920 1375970 102011000  
## 5 0.901177 5116090 116174000  
## 6 1.100000 9172650 NA  
## 7 0.699843 1299010 74222900  
## 8 2.810000 36245500 223846000  
## 9 1.100000 17115200 NA  
## 10 1.100000 9172650 NA  
## 11 0.569964 762642 62658900  
## 12 1.100000 17115200 NA  
## 13 2.750000 25177900 369749000  
## 14 1.100000 17115200 NA  
## 15 0.901177 5116090 116174000  
## 16 1.100000 17115200 NA  
## 17 4.520000 72243200 300417000  
## 18 0.699843 1299010 74222900  
## 19 1.230000 5138750 139482000  
## 20 1.230000 5138750 139482000  
## 21 0.901177 5116090 116174000  
## 22 2.750000 25177900 369749000  
## 23 4.520000 72243200 300417000  
## 24 4.670000 144769000 471783000  
## 25 4.580000 40308400 533626000

message("K=",nrow(TopUniqueBuyers))

## K=25

cor.test(TopUniqueBuyers$Open,TopUniqueBuyers$Volume)

##   
## Pearson's product-moment correlation  
##   
## data: TopUniqueBuyers$Open and TopUniqueBuyers$Volume  
## t = -0.30509, df = 23, p-value = 0.763  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.4473956 0.3401765  
## sample estimates:  
## cor   
## -0.06348807

cor.test(TopUniqueBuyers$Open,TopUniqueBuyers$MarketCap)

##   
## Pearson's product-moment correlation  
##   
## data: TopUniqueBuyers$Open and TopUniqueBuyers$MarketCap  
## t = 3555, df = 15, p-value < 2.2e-16  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.9999983 0.9999998  
## sample estimates:  
## cor   
## 0.9999994

cor.test(TopUniqueBuyers$Open,TopUniqueBuyers$TokenAmount)

##   
## Pearson's product-moment correlation  
##   
## data: TopUniqueBuyers$Open and TopUniqueBuyers$TokenAmount  
## t = 1.1195, df = 23, p-value = 0.2745  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.1843696 0.5711508  
## sample estimates:  
## cor   
## 0.2273218

linearModel <- lm(formula=Open ~ Volume+MarketCap+TokenAmount, data=TopUniqueBuyers)   
linearModel

##   
## Call:  
## lm(formula = Open ~ Volume + MarketCap + TokenAmount, data = TopUniqueBuyers)  
##   
## Coefficients:  
## (Intercept) Volume MarketCap TokenAmount   
## -2.147e-03 2.800e-11 9.553e-09 8.575e-10

summary(linearModel)

##   
## Call:  
## lm(formula = Open ~ Volume + MarketCap + TokenAmount, data = TopUniqueBuyers)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.0020164 -0.0007561 0.0002111 0.0009199 0.0024893   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -2.147e-03 8.539e-04 -2.514 0.0259 \*   
## Volume 2.800e-11 1.294e-11 2.164 0.0497 \*   
## MarketCap 9.553e-09 3.111e-12 3070.917 <2e-16 \*\*\*  
## TokenAmount 8.575e-10 3.314e-10 2.587 0.0225 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.001364 on 13 degrees of freedom  
## (8 observations deleted due to missingness)  
## Multiple R-squared: 1, Adjusted R-squared: 1   
## F-statistic: 6.054e+06 on 3 and 13 DF, p-value: < 2.2e-16

plot(linearModel)
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