**Question1. Why do we need to override equals and hashcode method?**

**Answer.** Equals() and hashCode() are methods of java.lang.Object

It’s important to override equals equals() and hashCode() method of class if we are want to use class as key in HashMap.

If we don’t override equals() and hashCode() method we will be able to put object, but we won’t be able to retrieve object.

Before understanding the concept of overriding equals() and hashCode() method, we must understand what is **bucket, Entry, and Entry.next**
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**Bucket** is [**ArrayList**](http://javamadesoeasy.com/2015/02/arraylist-custom-implementation.html) of Entry.

**Entry** is [**LinkedList**](http://javamadesoeasy.com/2015/01/doublylinkedlist-insert-and-delete-at.html) which contains information about key, value and next.

**Entry.next** points to next Entry in **LinkedList**.

>**Why to override hashcode method?**

It helps in finding bucket location, where entry(with key-value pair) will be stored .

**Entry (**of type **LinkedList)** is stored in **bucket (ArrayList).**

**If, hashCode() method is overridden properly**, we will find bucket location using hashCode() method, we will obtain **Entry** on that bucket location, then iterate over each and every **Entry** (by calling **Entry.next**) and check whether new and existing keys are equal or not. If keys are equal replace key-value in Entry with new one, else call Entry.next But, now the question comes how to check whether two keys are equal or not. So, it’s time to implement equals() method.

**If,** **hashcode method is not overridden** for same key every time hashCode() method is called it might produce different hashcode, there might happen **2 cases** i.e. when **put and get** **method** are called.

**Case 1 : when put() method is called-**

There might be possibility that same Entry (with key-value pair)  will

get stored at multiple locations in bucket.

***Conclusion>*** key- value pair may get stored multiple times in HashMap.

**Case 2 : when get() method is called-**

As there is possibility that hashCode() method might return different hashcode & rather than searching on bucket location where Entry(with key) exists we might be searching for key on some other bucket location.

***Conclusion>***  key existed in HashMap, but still we were not able to locate the bucket location in which it was stored.

>**Why to override equals method?**

Once we have located bucket location in which our Entry (with key-value pair) will be stored, **Equals** method helps us in finding whether **new and existing keys are equal or not**.

**If we equals method is not overridden -** though we will be able to find out correct bucket location if hashCode() method is overridden correctly, but still if equals method is not overridden, there might happen **2 cases** i.e. when **put and get** **method** are called.

**Case 1 : when put() method is called-**

we might end up storing new Entry (with new key-value pair) multiple times on same bucket location (because of absence of equals method, we don’t have any way of comparing key’s),

In this case, even if keys are equal, we will keep on calling Entry.next until we reach last Entry on that bucket location and ultimately we will end up storing new Entry (with new key) again in same bucket location.

***Conclusion>*** key- value pair stored multiple times in HashMap.

**Case 2 : when get() method is called-**

we won’t be able to compare two keys (new key with existing **Entry**.key) and we will call **Entry**.next and again we won’t be able to compare two keys and ultimately when Entry.next is null - we will return **false**.

***Conclusion>***  key existed in HashMap, but still we were not able to retrieve it.

So, it’s important to override equals method to check equality of two keys.
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See here for detailed understanding of how to [put, get, remove Employee object](http://javamadesoeasy.com/2015/02/hashmap-custom-implementation-put-get.html) in  [custom HashMap](http://javamadesoeasy.blogspot.in/2015/02/hashmap-custom-implementation-put-get.html).

**Question2. How do we override equals and hashcode method, write a code to use Employee as key in HashMap? (Important)**

**Answer**. We will override equals() and hashCode() like this -

By overriding equals() and hashCode() method we could use custom object as key in HashMap.

1)  Check whether obj is null or not.

**if(obj==null) //If obj is null, return without comparing obj & Employee class.**

2)  check whether  obj is instance of Employee class or not.

**if(this.getClass()!=obj.getClass()) //identifies whether obj is instance of Employee class or not.**

3) Then, type cast obj into employee instance.

**Employee emp=(Employee)obj;  //type cast obj into employee instance.**

|  |
| --- |
| **@Override**  **public boolean equals(Object obj){**    **if(obj==null)**  **return false;**    **if(this.getClass()!=obj.getClass())**  **return false;**    **Employee emp=(Employee)obj;**  **return (emp.id==this.id || emp.id.equals(this.id))**  **&& (emp.name==this.name || emp.name.equals(this.name));**  **}**    **@Override**  **public int hashCode(){**  **int hash=(this.id==null ? 0: this.id.hashCode() ) +**  **(this.name==null ? 0: this.name.hashCode() );**  **return hash;**  **}** |

Let’s say in an organisation there exists a employee with **id=1 and name=’sam’**     and **some data** is stored corresponding to him, but if modifications have to be made in data, **previous data must be overridden**.

[DETAILED DESCRIPTION : Override equals() and hashCode() method](http://www.javamadesoeasy.com/2015/02/override-equals-and-hashcode-method.html).

**Question3. What classes should i prefer to use a key in HashMap? (Important)**

**Answer**. This question will check your in depth knowledge of Java’s Collection Api’s. we should prefer **String, Integer, Long, Double, Float, Short and any other wrapper class.** Reason behind using them as a key is that they override equals() and hashCode() method, we need not to write any explicit code for overriding equals() and hashCode() method.

Let’s use Integer class as key in HashMap.

|  |
| --- |
| **import** java.util.HashMap;  **import** java.util.Map;  **public** **class** StringInMap {  **public** **static** **void** main(String...a){             //HashMap's key=Integer class  (Integer’s api has already overridden hashCode() and equals() method for us )            Map<Integer, String> hm=**new** HashMap<Integer, String>();            hm.put(1, "data");            hm.put(1, "data OVERRIDDEN");              System.*out*.println(hm.get(1));       }  }  /\*OUTPUT  data OVERRIDDEN  \*/ |

If, we note above program, what we will see is we didn’t override equals() and hashCode() method, but still we were able to store data in HashMap, override data and retrieve data using get method.

>Let’s check in **Integer’s API**, how Integer class has overridden equals() and hashCode() method :

|  |
| --- |
| **public** **int** **hashCode**() {  **return** value;  }  **public** **boolean** **equals**(Object obj) {  **if** (obj **instanceof** Integer) {  **return** value == ((Integer)obj).intValue();         }  **return** **false**;  } |

**Question4. If two objects have same hashcode, are they always equal?**

**Answer**. **No**, It’s not necessary that object’s having same hashcode are always equal. Because same hashcode means object are stored on same bucket location, as key/object in bucket is stored in Entry([**Linked List**](http://javamadesoeasy.com/search/label/Linked%20List))**,** key**/**object’s might be stored on Entry.next (i.e. on some different entry)

**Question5. If two objects equals() method return true, do objects always have same hashcode?**

**Answer**. **Yes**, two objects can return true only if they are stored on same bucket location.

First, hashCode() method must have returned same hashcode for both objects, than on that bucket location’s Entry key.equals()  is called, which returns true to confirm objects/keys are equal.

So, if object’s equals return true, they always have same hashcode.

**Question6. Can two unequal objects have same hashcode?**

**Answer**. **Yes**, two unequal objects can have same hashcode.

**Question7. What is difference between using instanceOf operator and getClass() in equals method?**

**Answer**. If we use **instanceOf** it will return true for comparing current class with its subclass as well,

but **getClass**() will return true only if exactly same class is compared. Comparison with any subclass will return false.

**Question8. How we can implement** [**HashMap**](http://javamadesoeasy.blogspot.in/2015/02/hashmap-custom-implementation.html) **for using Integer as key? (Important)**

**Answer**. **Here** Interviewer tends to check your knowledge of overriding equals and hashCode method, and also how Api’s use Integer internally as key in HashMap.

**Let’s understand in detail how Integer is used as key in** [**Hashmap**](http://javamadesoeasy.blogspot.in/2015/02/hashmap-custom-implementation.html)**.**

**Initially,** we have bucket of **capacity=4.** (all indexes of bucket i.e. 0,1,2,3 are pointing to null).

**Note**: Initial capacity provided by Java Api is different.

![https://lh5.googleusercontent.com/UO4oUyDWA38ilQnMuYuHOQrv1ZzQWf2JvDkBmo7J8sh1cbgHANjA5hA-Xy2F8KeK_lDAyTO_SLX2T29zSgNOZ7J5BLiJ9bgdCrgkze5Zx0UqO3Vxgr5od6u6dnu-HSJRrBpNdjk](data:image/png;base64,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)

**Let’s put first key-value pair in HashMap-**

**Key=21, value=12**

**newEntry Object** will be formed like this >![https://lh5.googleusercontent.com/3OSzQoLOGFiSdpvjEArlvPiW6E_vXMu9dDamumPZqPvDVG3Vyli3ixqWmlAz6YQ5geRKIk9tRWF7UlHgAb0RmeNqAnZkLsA3pmTy-8X3iyTRliFhyyMIKNtKcxXUgElkB9WwSFQ](data:image/png;base64,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)

We will calculate hash by using our **hash(K key)** method **-** in this case it returns

**key/capacity= 21%4= 1**.

So, **1** will be the **index of bucket** on which **newEntry object** will be stored.

We will go to **1st** index as it is pointing to null we will **put our newEntry object there**.

At completion of this step, our HashMap will look like this-

![https://lh4.googleusercontent.com/5ToUlvBRb0flWucmg3ilzOFis7h7ydPJ4ixZaX9-685PgXK8peHOmzm-VaTMgUhWVvUgkH92gXCUgf-uRkESx4pIi5TdyGsvWfm5cI4ol63Ro8rA2ZQCWXdCFcK0LMDWyLHi4J4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALIAAAFXCAYAAAAGdBTtAAAX0klEQVR4Ae2dPW/izNfGLz/6f4Ct7xpSRNRbmP6WIA0VzRbp7JI020XarJRuGyih22KbVDSLpe2huOsoxZp66/0GfjRjD5i3APbYM7YvpAi/zJxz5neujAfDeJwoiiLwRQIVJ/B/FY+f4ZOAJFBbIa8nXTjdCdalJXqNSddBd1KexzxNK59PnmjP19Ur5MCH4/gIzvs9XUKHDQT49rCCO7xD67Sn7ZlTPtcTdJ0uLtLm+ideVi6Gd1uPge/AcRz4uYBsw9zZkrHt2ZbtuCze1t0Q7uoFP6vxf7fT9GM7eoV8zEOhxwL4x4QSzDGDh8eRENWJMrrjCt+wQgc3Gx0HmM9ceJ6L2bwIJR9pQG+KKFpCNvvg9B6H1g06WOEtPChYyQMFCPkVz924J9r0zjs93i5Q1Wsd9lxxOSfpztLl4mPiUt7HDMCs70CVE1kI5jPAG6CHwzLykursxSdTdyTuvZQexrAtsP79Cri3aKtD4p/JHeLz5yHc2fO2Vxcsuj58wUgMffb2AzEk2olvd8jy7pAgfQVJemxhqzsJjrBq49YFXn/XpEsWdy20vRaeuAMSeQthcRF5QOSOwyiSx71IHk6OyzI7x5MokmOehwjuOAqlKWH3SP20rU0jYr9xDNs4tvuqYKrcqbjDceTCjUQTTrYhMbdIxxuF0dhN2p7mIMNJM1J2FTMVmywo+Ym4w7G7ab/wI5nK2PbqpeKVdXYanWqvdBPHiJ0yaf/V2i6gR/Yw6IluKf6PVx3UsfeDXmxTaIaZ6Go7N3KMK8thhr7sqeJe+GRPkgwr4hg2Brcb8uogeuR9O+/HfVUMcrwMrB7aGz+rl5+pD54ubjddtwgttX8kvtboER5mmAfxcCU9Dt82bHdLjoFn/eLG6LvujO8VIGQBXLQrxNsq3b5XyKuYFFp8vHXTAVZvkMO09QSTzVDSw2LhAcklWZaDh0UUQdz2Fn/LowPBNSbPaliR9r3djocdC0TRAt72sBignIg7Fes7MbTFdTp5rX++YOWOEap4RVsu/GB1PL4eBgJHX/zzpcfhyuOR99YIyyhCOHYxez5998bd/Y86Yqgih7ReQMQl2vUiz4UcYmyGBsmlVgw71Pn4ipZc3sRxNXTYDDeSc8nwQl66ZTlRNrncyytz4iu+Bm+HAqmGbeqKMskwQthw1eX/VNypS7Uwt7Ej49jGIF3tx71zyd4fZqXqynr7+3EbN/HFzmOmym4ytJBMRTx77U/HqqpsjskD+0ONFLAKborerTYvOS5U4+qyW7Uneu3uddvXbU97g68zWMDQwtSlaI2fL1fcO9YdZusOQ3eFl4JuzAbfHrByh0jdps7Vgnj4o89ermA0VHaE7jXYoQkSMEqgRj2yUY50bpgAhWw4AXSvhwCFrIcjrRgm8L8i/YuvR/myh0CdPw6xR7ZHZ4wkBwEKOQc8VrWHQKFDi3Qz63xZS7fTtu2mDO/YI9umPMaTiQCFnAkbK9lGgEK2LSOMJxMBCjkTNlayjQCFbFtGGE8mAhRyJmysZBsBCtm2jDCeTAQo5EzYWMk2AhSybRlhPJkIUMiZsLGSbQQoZNsywngyEaCQM2FjJdsIUMi2ZYTxZCJAIWfCxkq2EaCQbcsI48lEgELOhI2VbCNAIduWEcaTiQCFnAkbK9lGgEK2LSOMJxMBCjkTNlayjQCFbFtGGE8mAhRyJmysZBsBCtm2jDCeTAQo5EzYWMk2AhSybRlhPJkIUMiZsLGSbQQoZNsywngyEaCQL8QmVz1NLSq9v3+hGRYriMDFQt5Z+jaV0ILiolkSuIrAZUIOfLRfhskCiCHGr/1iVry/KnQWJoEtgYuELJav9R5HcjldoIW7oVufxbi3LLhVYQIXCTncXYsX8ZK6VWr1GpOuAz8I4Mv1rMVa1F1M1qoN6rzaByDXhPaxWVU4dYqb9hG4SMjpdZZFE+IFxu1rzLmIZv1n3IbxWtYLb4WH+9NrNJ+zxfN2EbhIyKIH3i7MHa8w2rlp2dWSC6LxFkuotdh7YpVytaD7BXVZxG4Cly290JtiMXfQdh5ka9xxiGXP7oYxumYRuEzIAHrTCNG0WXDY2uoQuGhoUZ3mZI20hZsOMJurj3YB/P4sqzHWM0CAQk6g96YLeLM+xCpIjjPHIBzDNZAQusxGwIkKXDcsvTRWgW6ytbwhtZqSA/bIDRF03ZtJIdc9ww1pH4XckETXvZkUct0z3JD2UcgNSXTdm0kh1z3DDWkfhdyQRNe9mRRy3TPckPZRyA1JdN2bSSHXPcMNaR+F3JBE172ZFHLdM9yQ9lHIDUl03ZtJIdc9ww1pH4XckETXvZkUct0z3JD2UcgNSXTdm0kh1z3DDWkfhdyQRNe9mRRy3TPckPZRyA1JdN2bSSHXPcMNaR+F3JBE172ZFHLdM9yQ9lHIDUl03ZtJIdc9ww1pH4XckETXvZkUct0z3JD2UcgNSXTdm0kh1z3DDWkfhdyQRNe9mRRy3TPckPZRyA1JdN2bSSHXPcMNaR+F3JBE172ZFHLdM9yQ9lHIDUl03ZtJIdc9ww1pH4XckETXvZkXL+GbF0R6vbe8tlifBPYJsEfeJ8L9ShKgkCuZNga9T6A0IYslfG36W3iAt9iNKRy7cMeh1jjP2owD0eozzXk/4bXdF2tRF/UCEKm/XD4W3saOOw4PTYXjyHXH0ZEzh2XlkUXkwYsWURSFYzc6ajNV85Iyorgqp95TJnY3d+INo7Ebx7JbSM+e4i/e6/wqrUfO3RN4C9lrLUctrCddiA+P4s8P1pjcP2C1ekDbD7bnuj78rjgPYD1BtzvBWgWx/o1Xb4Ce2k/ehd3uZL21Ie1vC6nz0t7GP4DAl7G0H1bbwqds+pOdeIEWbjozzEWcfGUmUB0hz/qJcOO2iiGAuGy//gZG38dw3THCaSJNIfrlFJ+H4vwa658vwPAOLYUpfMOh5NTJffux/FcPbbTfHiH+kYJvD5v6s3mAYD6TwxQRz6lX+LYSYxlE09FBvO3bOM5TdXn8PIHqCDnpkZVW32uae9uWp1t3Q+DlHvcPHTyONjJ+r+rJc+54DG82h+o4N+PrSwIC0JtGiAZzOOkrw0lvPHEtgeoIOemRxaX/4NW6QScZWuyca91hiBVW+8OI9i3c19+boYbobcUw5f5lp/bezh2mC6DvB+h9HuO1Hw9tRDy9gYdZ30F6aLFvM/AdOP0Z0LlBay9e0Vt3bvL9o+0F27hdR3wAKKrV6S9BCnTzbvhCQM+3oRwSbAsG8J05BtH0YJy8LVPWVrGx2JCDMkhWVsjpBJUBqggf8p9bfFCcDxBdOES5No40J1OdybUxZylfaSE/RU9Z2mxFnSfnSd6FKTqYpgi5OmPkojNO+5UmQCFXOn0MXhGgkBUJvleaAIVc6fQxeEWAQlYk+F5pAhRypdPH4BUBClmR4HulCVDIlU4fg1cEKGRFgu+VJlBLIX9Zf8Av/6P2xHz0nyC+kXtyfuHD+suOfXmu+wGfsHt8pxB3CiNQ2izqwlpQkmHxz+HfhniKfuBL8AfO/QTh8gtaWGPSbWM+HMN9LSkYujkgUMseWbXyCz7hQ/cJvyaf5KFPk19Jj/qEp6THFj3pnyDuRd/ryb+2/uKf0Y/YtPgZaOcGP/AVX/EDf5dPmN4pr3w3QaDWPXLgt/H2GGEpJo6sP6D79ogoimeRBH4Xv9dL9AZ/0J8HeOpBzvzoDCJ8mjzv/LYY8LCIpvgPX2WOxAwRUQ74z0TO6PMIgfoKedZHXwhwmrRaTG+aPcCZbSl4AzF1YwCvP8fH6QDzmYfBFPjR+xdPo3+3BaVkYxGLXv3+NsS/vXh/pxB3jBGor5DF1KhkalG4HMXz9bwFnqbpXlQMDYDP41d884GZN8A/+Aoh1vRsD9Ujw3diEashhrG00fE+gfoKGcDX3j8If7+g7d/gafoPFvM++o5C4GIcLvG39RVibt/rwwvG4RR/8R9+jA575J74AbzszdtYPQgbcf1RK/6w5ySzWduOsBPbVZ74XjwB/rAegPiQ170Hvi9H8gNc8dghP3SWMWODP6w/k005mbImM4LV4wLEXQi+qkkgw+03cSl1ML8d4/RTHKoFQwwl/uW418KkiYm5fvIIhvT2YagZhNzCaBnxvukhSx4xSCCDkA1GS9fGCaTH3FcHIx5d5vvwk8eNOfJ5ZoePNBP3+I89vuQ9fxTye3R47oCA+IAqxKz+DgqcOzB7xW0onoIaYvz6fLVgT5mv/O038SMevsolkL7bku6h08dPRuQOcScfqiQe3gj8PlnwuhMZhBzfN1UPnlT3TXM+Wu26qFOlq/psi7r8A6bFq0SdPpZK1YWba/zO8OOrDEKOP+yNLgyLxZpDQAlYCVq0XB17l0JrhMeOg7Yjvmly4brA8N0Khyf5hcghk1KO1PFJQ0rASrxiX20XDTVDj1x0SLRfNQL7Ahbxlyli4Y9CrppqLIr3mIBNhUchmyJfYb/nBFx2byxQUsgVFlTZoZ8TcNnxpP019guRL/iIP84ffNQ8WfTYJFR57MSk1XQybN0WAla9bFkf3q5l0VghXwvqXHk1P3D/x1TiJ6JzOWn1CdGig4f7SWVmWmcRsBL8OV66z9dKyB/97TR9NZFUvsveMJnKf+QxAbJMaip/2s6xCavHknBqEuqxSau2rxaSRcDHmJR5rFZj5N6gg/63AE/T7URStHpYRurrG/Gt5DfcQEzkU+szncYtBH5swurdz+7RqVBqcuopi9tJq6dKmD0uBCxeWYcPpnpjEXOthHxsIimS506or9Tl/LtL9XJiwurfI1OhzolYTVqVM7ov9V9COSVe4SqrgEsI86yLWgn5K/7DwJth7gOv489yImkv+IOXYYhoKS7ocY/8HhUx1p28/toWkYs87q6Ruj4xOfWUmMWHPTHzWiw2actLCVineHXaupZTrYQsGi/WvOv3XzEOW/gbH0Cn34b8Gl9+j9/B4x4lMY597DwdfNcvJq+KCavJFXcz4fRYj9zDGr+7T9ifhDoKt5NWVQxicqqpVxECNtWWtF/+1iJNo8RtE7+1EM0z2WsWibdWdy2KBFUH23UVschN7YYWdRCcjjaoIYQOW1WwQSFXIUtXxKgErHpftX+FiUoWpZArmbbDoJVglYAPS9T7CIVc8fw2XcAqfRSyIlGxdwp4N2GVvv2225Tq7WUZBlwrYFVe0MnirypUK90jV3UGtRDHNbOomyLGPP80lRZynoZXoa4ScJ17Ul15oJB1kdRohwK+HiaFfD2zwmpQwNnRUsjZ2WmrSQHnR0kh52eY2QIFnBndQUUK+QBJ8QfUHQt+iNPHmr9+u5JlPMk02+xrIWD5F/EJoldiP1u8UT2ynIP37Q2d2QxygabUcmU7S5Ilx+VSvfOBXNJMTlXCd3x8a0NOm3JmcMfhRUs2qB64yve9zyrJcIFGCVmyVg+alsuK3QPrJUaYHJ1kih6wmDuYT8a4f3vEciqmKokHVH/DzXK7EuqpHFLAp8joP948IScPmhbT9z+qB02fmGQqVpnsfR7juf2C4RXTkyhg/UI9Z5FjZEVITDKNxJIA8d9UzjddY3L/guFiiJf7CdaqLF7xe7uzOao2xBCCwwhFo5x3CjlZIXUBMclUrY0RL8ayntzjZfgdf3t/8X34gvvJGqInv+ms8NB28GvyqZws0ctZApX+9VuVez0x/Cjj9pu6Vy2UUIa/s4orqAB75ILA0my5BCjkcnnTW0EEKOSCwNJsuQQqPUYuF5V+b2WMWZsyRq7sfeQyRKBfurRYFAEOLYoiS7ulEqCQS8VNZ0URoJCLIku7pRIobYyc/tBRagvprBEE2CM3Is31bySFXP8cN6KFpQ0teLvMjJ6aMqRjj2xGX/SqmQCFrBkozZkhQCGb4U6vmglQyJqB0pwZAhSyGe70qpkAhawZKM2ZIUAhm+FOr5oJUMiagdKcGQIUshnu9KqZAIWsGSjNmSFAIZvhTq+aCVDImoHSnBkCFLIZ7vSqmQCFrBkozZkhQCGb4U6vmglQyJqB0pwZAhSyGe70qpkAhawZKM2ZIUAhm+FOr5oJUMiagdKcGQIUshnu9KqZAIWsGSjNmSFAIZvhTq+aCVDImoHSnBkCFLIZ7vSqmQCFrBkozZkhQCGb4U6vmglQyJqB0pwZArmEHPi7K4WaaQK9kgCQXcjrCea3Ybx286KDh521momWBMoloGd5svUE3W83WMYrkW9akH6kKR8ru8FS6kZTcqDl+cjBtwd0BlGpCaIzEkgTyC3k9aSL59sQy17aLLdJoFwC2cfIAMSHvXt8x3LUKjdqeiOBPQLZhRz46M+A1UMbYhzmOF1M1nvWa7Yr79L4waZV+/ubE9wonUD2oUVviiialh4wHZLAMQLZe+Rj1niMBAwRoJANgadbvQQaJOQ1Jl0HfhDAl2P6/XG9Op8CHPhwHB/bUXHqHDetItAgIcfcZ/1n3IaR/EZy4a34jaRVcsweTOOE7C2WUHcLewMPWL0hzM6PNS0h0DghW8KdYWgmQCFrBkpzZghQyBvuLdx0gNlcfbQL4ItvfPiqBAEKOZWm3nQBb9ZPvqmcYxCO4abOc9NeAnp+xnmifU35CeGJ5ltxuCk5YI9shdwYRF4CFHJegqxvBQEK2Yo0MIi8BCjkvARZ3woCFLIVaWAQeQlQyHkJsr4VBChkK9LAIPISoJDzEmR9KwhQyFakgUHkJUAh5yXI+lYQoJCtSAODyEuAQs5LkPWtIEAhW5EGBpGXAIWclyDrW0GAQrYiDQwiLwEKOS9B1reCAIVsRRoYRF4CFHJegqxvBQEK2Yo0MIi8BCjkvARZ3woCFLIVaWAQeQlQyHkJsr4VBChkK9LAIPISoJDzEmR9KwhQyFakgUHkJUAh5yXI+lYQoJCtSAODyEuAQs5LkPWtIEAhW5EGBpGXAIWclyDrW0GAQrYiDQwiL4HsK59e6Tn9nN4rq7I4CZwlwB75LCIWqAIBCrkKWWKMZwmUNrSIouhsMCygn0BThnTskfVrhxYNEKCQDUCnS/0EKGT9TGnRAAEK2QB0utRPgELWz5QWDRCgkA1Ap0v9BChk/Uxp0QABCtkAdLrUT4BC1s+UFg0QoJANQKdL/QQoZP1MadEAAQrZAHS61E+AQtbPlBYNEKCQDUCnS/0EKGT9TGnRAAEK2QB0utRPgELWz5QWDRCgkA1Ap0v9BChk/Uxp0QABCtkAdLrUT4BC1s+UFg0QoJANQKdL/QQoZP1MadEAAQrZAHS61E+AQtbPlBYNEKCQDUCnS/0E8gt5PUHXcSAezST+upO1/ihpkQTOEHAinQ9lE6Juv+ExmqIHSGEr/zrdKJt8P08g/ey3Oucgf4+8z9K9RXv/GPdJoGACWoQc+MnQQvTGyxFaBQdN8ySwT0CLkHvTCOKyFUUDzJ0uOEzex8z9ogloEfI2yDZu3e0et0igLAL5hRz4mzsWjtPGy/A7RhxblJU/+kkI6L1rsYe1KZ+Y95pt1W5TcpC/R7YqbcUGIz/U+sHGyf7+5gQ3SidAIZeOnA6LIEAhF0GVNksnQCGXjpwOiyDQICGvMek68IMA/ua3Iel73up8CrO8I+NjOypOneOmVQQaJOSY+6z/jNsw/gJn4a3wcD8Bf+ZklSYzBdM4IXuL5eY+d2/gAas3hJnQsZJNBBonZJvgMxZ9BChkfSxpySABCnkDv4WbDjCbq492Afz+bHOWG3YToJBT+elNF/Bm/eS3I3MMwjH4G6gUIIs3+VsLi5OjIzT+1kIHRdoggZIIcGhREmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1oviQCFXBJouimWAIVcLF9aL4kAhVwSaLoplgCFXCxfWi+JAIVcEmi6KZYAhVwsX1ovicD/SvIjHwxYli/6aR4B9sjNy3ktW0wh1zKtzWtUoUOLKIqaR5QtNkKAPbIR7HSqmwCFrJso7RkhQCEbwU6nuglQyLqJ0p4RAv8PCzTmTE5+VsQAAAAASUVORK5CYII=)

[DETAILED DESCRIPTION : How Integer is used as key in Hashmap](http://www.javamadesoeasy.com/2015/02/how-integer-is-used-as-key-in-hashmap.html)

**Question9. Implement custom HashMap to** [**put, get, remove Employee object**](http://javamadesoeasy.blogspot.in/2015/02/hashmap-custom-implementation-put-get.html)

**Answer**.  See [HashMap Custom implementation - put, get, remove Employee object](http://javamadesoeasy.com/2015/02/hashmap-custom-implementation-put-get.html)

[dri](https://docs.google.com/document/d/1TWl8CulkczgHR5RBx5UWHD8eJSUxn3ooN8NpexiS7ho/edit) [bolgEdit](https://www.blogger.com/blogger.g?blogID=5056459490283781613#editor/target=post;postID=2948402696959519280;onPublishedMenu=posts;onClosedMenu=posts;postNum=8;src=link)

**Interviewers sometimes tend to confuse interviewees** by framing different question by **overriding either of equals() or hashCode()** method. Interviewers aims to check **in depth knowledge** of **interviewees** that how many **buckets** are formed, what is **sizeOf HashMap** after each experiment and **get()** method returns object or not **(Important)**.

Question10. How many **buckets** will be there and what will be **size of HashMap**?

|  |
| --- |
| **package** p1;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }     //no hashCode() method     //no equals() method       @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program1 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=a] =emp1, Employee[ name=b] =emp2}

HashMap's size> 3

null

\*/

**Buckets**= As hashCode() method is not there, hashcode generated for 3 objects will be different and we will end up using **3** buckets.

**Size**= As equals() method is not their, size will be **3**.

**get()**=we won’t be able to get object.

**Question11. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **package** p2;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }       @Override  **public** **int** hashCode(){  **return** (**this**.name==**null** ? 0: **this**.name.hashCode() );     }     @Override  **public** **boolean** equals(Object obj){            Employee emp=(Employee)obj;  **return** (emp.name==**this**.name || emp.name.equals(**this**.name));     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program2 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=b] =emp2, Employee[ name=a] =emp1 OVERRIDDEN}

HashMap's size> 2

emp1 OVERRIDDEN

\*/

**Buckets**= As hashCode() method is overridden perfectly, **2** bucket locations will be used.

**Size**= As equals() method is their, size will be **2**,

value corresponding to Employee with id=1 and name=’sam’ was **employee1 data**

& was overridden by value **employee1 data** **OVERRIDDEN**

**get()**=we will be able to get object.

**Question12. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **package** p3;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }       @Override  **public** **int** hashCode(){  **return** 1;     }     @Override  **public** **boolean** equals(Object obj){  **return** **true**;     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program3 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=a] =emp1 OVERRIDDEN}

HashMap's size> 1

emp1 OVERRIDDEN

\*/

**Buckets**= As hashCode() method returns 1, only **1** bucket location will be used.

**Size**= As equals() method always returns true, size will be **1**, all three employees will be stored on same bucket location in one Entry (new Entry will keep on overriding previous Entry). We will always get last stored key-value pair only.

**get()**=we will be able to get object.

**Question13. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **package** p4;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }     @Override  **public** **int** hashCode(){  **return** 1;     }     //no equals() method       @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program4 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=b] =emp2, Employee[ name=a] =emp1}

HashMap's size> 3

null

\*/

**Buckets**= As hashCode() method returns 1, only **1** bucket location will be used.

**Size**= As equals() method doesn’t exist, size will be **3**, all three employees will be stored on same bucket location but in different Entry.

**get()**=we won’t be able to get object.

**Question14. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **package** p5;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }       //no hashCode() method       @Override  **public** **boolean** equals(Object obj){  **return** **true**;     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program5 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=b] =emp2, Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=a] =emp1}

HashMap's size> 3

null

\*/

**Buckets**= As hashCode() method is not there, hashcode generated for 3 objects will be different and we will end up using **3** buckets.

**Size**= Though equals() method is their(but because of hashCode() method’s absence) **which always returns true**, we won’t be able to locate correct bucket location for calling equals() method, so, size will be **3**.

**get()**=we won’t be able to get object.

**Question15. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **package** p6;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }       @Override  **public** **int** hashCode(){  **return** (**this**.name==**null** ? 0: **this**.name.hashCode() );     }     //no equals() method         @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program6 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=b] =emp2, Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=a] =emp1}

HashMap's size> 3

null

\*/

**Buckets**= As hashCode() method is overridden perfectly, **2** bucket locations will be used.

**Size**= As equals() method is not their, size will be **3**,

**get()**=we won’t be able to get object.

**Question16. How many buckets will be there and what will be size of HashMap?**

|  |
| --- |
| **package** p7;  **import** java.util.HashMap;  **class** Employee {    **private** String name;    **public** Employee(String name) { // constructor  **this**.name = name;     }       //no hashCode() method       @Override  **public** **boolean** equals(Object obj){            Employee emp=(Employee)obj;  **return** (emp.name==**this**.name || emp.name.equals(**this**.name));     }     @Override  **public** String toString() {  **return** "Employee[ name=" + name + "] ";     }  }  /\*\* Copyright (c), AnkitMittal JavaMadeSoEasy.com \*/  **public** **class** Program7 {  **public** **static** **void** main(String...a){              HashMap<Employee, String> hm=**new** HashMap<Employee, String>();            hm.put(**new** Employee("a"), "emp1");            hm.put(**new** Employee("b"), "emp2");            hm.put(**new** Employee("a"), "emp1 OVERRIDDEN");              System.*out*.println("HashMap's data> "+hm);            System.*out*.println("HashMap's size> "+hm.size());            System.*out*.println(hm.get(**new** Employee("a")));       }  } |

**Answer**.

/\*OUTPUT

HashMap's data> {Employee[ name=a] =emp1, Employee[ name=a] =emp1 OVERRIDDEN, Employee[ name=b] =emp2}

HashMap's size> 3

null

\*/

**Buckets**= As hashCode() method is not there, hashcode generated for 3 objects will be different and we will end up using **3** buckets.

**Size**= Though equals() method is their(but because of hashCode() method’s absence), we won’t be able to locate correct bucket location for calling equals() method, so, size will be **3**.

**get()**=we won’t be able to get object.