# **Boot Optimization and Kernel Configuration Guide for AM43xx EVM**

## U-Boot Configuration

### Reducing or Increasing Boot Delay

To change the U-Boot autoboot delay time, modify the following:  
  
File: **configs/am43xx\_evm\_defconfig**

Add or update the line:

**CONFIG\_BOOTDELAY=0 // Delay in seconds**  
  
Example: Setting CONFIG\_BOOTDELAY=100 will introduce a 100-second delay.  
  
To confirm the applied configuration:  
After building U-Boot, check the generated .config file:

**CONFIG\_AUTOBOOT=y  
CONFIG\_BOOTDELAY=0**

### Disabling Kernel Boot Logs (Reducing Verbosity)

To suppress logs during the Linux kernel boot, modify the U-Boot environment:  
1. Edit the file: **include/configs/am43xx\_evm.h**

2. Change the nandargs:

=> **printenv nandargs**  
**nandargs=setenv bootargs console=${console} ${optargs} root=${nandroot} rootfstype=${nandrootfstype} quiet loglevel=3**

3. This sets a quieter kernel output (loglevel 3).

## Linux Kernel Configuration

### Locate the Defconfig File

**$ find -iname tisdk\_am437x-evm-rt\_defconfig**  
**Typical location:**  
**./arch/arm/configs/tisdk\_am437x-evm-rt\_defconfig  
  
Edit the file using:**  
**$ vim ./arch/arm/configs/tisdk\_am437x-evm-rt\_defconfig**

### Relevant Kernel Config Options

#### CAN (Controller Area Network) Support:

CONFIG\_CAN\_DEV=y // CAN Device Driver Interface  
CONFIG\_CAN\_RAW=y // Raw CAN sockets  
CONFIG\_CAN=y // Enable CAN subsystem  
CONFIG\_CAN\_BCM=y // CAN Broadcast Manager  
CONFIG\_CAN\_GW=y // CAN Gateway support  
CONFIG\_CAN\_C\_CAN=y // Bosch C\_CAN core  
CONFIG\_CAN\_C\_CAN\_PLATFORM=y // Platform support for C\_CAN

#### Ethernet and PRUSS Support:

CONFIG\_HSR=y // High-availability Seamless Redundancy  
CONFIG\_TI\_PRUSS=y // TI PRUSS support  
CONFIG\_PRU\_REMOTEPROC=y // PRU remoteproc driver  
CONFIG\_TI\_ICSS\_IEP=y // Industrial Ethernet Programmable Unit  
CONFIG\_TI\_PRUETH=y // PRU Ethernet driver  
CONFIG\_TI\_PRUSS\_INTC=y // PRUSS Interrupt Controller

#### Networking Support:

CONFIG\_LLC=y // IEEE 802.2 Logical Link Control  
CONFIG\_STP=y // Spanning Tree Protocol  
CONFIG\_BRIDGE=y // Ethernet bridging support

#### Additional Hardware Support:

CONFIG\_EEPROM\_AT25=y // Support for AT25 series EEPROMs

### Modify BitBake .bb File and Rebuild Custom Tiny Image

**Edit the following file:**

**$ ./meta-arago-distro/recipes-core/images/tisdk-tiny-image.bb**

### Content:

**# Enable SysVinit for this image**

**ARAGO\_SYSVINIT = "1"**

**# Include common image settings**

**require arago-image.inc**

**# Remove unnecessary features**

**IMAGE\_FEATURES\_remove = "package-management splash"**

**# Output formats**

**IMAGE\_FSTYPES += "cpio cpio.xz"**

**# Optional installs**

**ARAGO\_TINY\_IMAGE\_EXTRA\_INSTALL ?= ""**

**# Install these packages in the image**

**IMAGE\_INSTALL = " \**

**packagegroup-arago-sysvinit-boot \**

**net-snmp \**

**sntp \**

**iproute2 \**

**can-utils \**

**openssh-scp \**

**openssh-ssh \**

**bridge-utils \**

**mstpd \**

**mtd-utils \**

**${ARAGO\_TINY\_IMAGE\_EXTRA\_INSTALL} \**

**"# Optional: Disable do\_packagedata to save build time**

**deltask do\_packagedata**

**# Set image basename**

**export IMAGE\_BASENAME = "tisdk-tiny-image"**

**Navigate to the build directory**

**$ cd ~/yocto/build**

**Run the build command**:

MACHINE=am437x-evm bitbake tisdk-tiny-image

**Extract and Deploy Root Filesystem**

**$ <build\_dir>/deploy/images/am437x-evm/tisdk-tiny-image-am437x-evm-<timestamp>.rootfs.tar.xz**

**Create or clean the root filesystem directory**

**$ sudo mkdir -p /rootfs**

**Extract the root filesystem:**

**$ sudo tar -xJf tisdk-tiny-image-am437x-evm-20250515075447.rootfs.tar.xz -C /rootfs**

**Navigate into the extracted rootfs directory:**

**$ cd rootfs**

## Rootfs Configuration:

### Auto Login Configuration

**Edit etc/inittab:**

**$ vi etc/inittab**

**Update or add the following lines:**

l1:1:wait:/etc/init.d/rc 1

l2:2:wait:/etc/init.d/rc 2

l3:3:wait:/etc/init.d/rc 3

l4:4:wait:/etc/init.d/rc 4

**#l5:5:wait:/etc/init.d/rc 5**  **# Commented**

**st:5:once:/etc/init.d/start\_services.sh # Added**

l6:6:wait:/etc/init.d/rc 6

z6:6:respawn:/sbin/sulogin

**S:2345:respawn:/sbin/getty 115200 ttyS0 -n -l /bin/autologin # Added**

**#S0:12345:respawn:/bin/start\_getty 115200 ttyS0 vt102 # Commented**

### Create autologin Script

**Create file:**

**$ vi bin/autologin**

**Insert the following content:**

**#!/bin/sh**

**exec /bin/login -f root**

**Make it executable:**

**$ chmod +x bin/autologin**

**Custom Init Script for Service Startup**

**Create the script:**

**$ sudo etc/init.d/start\_services.sh**

**Make it executable**:

**sudo chmod +x etc/init.d/start\_services.sh**

**Content:**

**echo "[DEBUG] Launching /etc/network/network.sh"**

**/etc/network/network.sh &**

**sleep 1**

**echo "[DEBUG] Setting executable permission for /home/root/sw\_update/sw\_update.sh"**

**chmod 777 /home/root/sw\_update/sw\_update.sh**

**echo "[DEBUG] Launching /home/root/sw\_update/sw\_update.sh"**

**/home/root/sw\_update/sw\_update.sh &**

**Network Initialization Script**

**Create and edit network.sh:**

**$ vi etc/network/network.sh**

**Content:**

**![](data:image/png;base64,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)**

**Update TIPRUSS Firmware in Rootfs:**

**$ cd lib/firmware/tipruss**

**Copy the TISDK base image firmware files:**
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**$ cp /path/to/Downloads/Firmware \* .**

**Verify that the correct firmware files are now present in:**

**$ <rootfs\_path>lib/firmware/tipruss**

**Software Update Script**

**Create sw\_update.sh:**

**$ vi home/root/sw\_update/sw\_update.sh**

**content:**

**#!/bin/sh**

**LOGFILE="/home/root/sw\_update/app\_run\_log.txt"**

**chmod 777 /home/root/sw\_update/Main\_OS\_app**

**chmod 777 /home/root/sw\_update/firmware-update**

**CMDLINE=$(cat /proc/cmdline)**

**echo "====== Boot Check: $(date) ======" >> "$LOGFILE"**

**echo "Kernel Cmdline: $CMDLINE" >> "$LOGFILE"**

**if echo "$CMDLINE" | grep -q "NAND.file-system-1"; then**

**echo "Detected NAND.file-system-1. Launching Main\_OS\_app..." >> "$LOGFILE"**

**/home/root/sw\_update/Main\_OS\_app >> "$LOGFILE" 2>&1 &**

**elif echo "$CMDLINE" | grep -q "NAND.file-system-2"; then**

**echo "Detected NAND.file-system-2. Launching firmware-update..." >> "$LOGFILE"**

**/home/root/sw\_update/firmware-update >> "$LOGFILE" 2>&1 &**

**else**

**echo "ERROR: Unknown rootfs partition." >> "$LOGFILE"**

**fi**

**Edit etc/init.d/bootmisc.sh**

**$ vi etc/init.d/bootmisc.sh**

**# This is as good a place as any for a sanity check**

**#**

**# Set the system clock from hardware clock**

**# If the timestamp is more recent than the current time,**

**# use the timestamp instead.**

**#test -x /etc/init.d/hwclock.sh && /etc/init.d/hwclock.sh start #Commented**

**if test -e "$TIMESTAMP\_FILE"**

**then**

**SYSTEMDATE=`date -u +%4Y%2m%2d%2H%2M%2S`**

**read TIMESTAMP < "$TIMESTAMP\_FILE"**

**if [ ${TIMESTAMP} -gt $SYSTEMDATE ]; then**

**# format the timestamp as date expects it (2m2d2H2M4Y.2S)**

**TS\_YR=${TIMESTAMP%??????????}**

**TS\_SEC=${TIMESTAMP#????????????}**

**TS\_FIRST12=${TIMESTAMP%??}**

**TS\_MIDDLE8=${TS\_FIRST12#????}**

**date -u ${TS\_MIDDLE8}${TS\_YR}.${TS\_SEC}**

**#test -x /etc/init.d/hwclock.sh && /etc/init.d/hwclock.sh stop #Commented**

**fi**

**fi**

**To create a UBI-compatible root filesystem:**

**ubinize.cfg Configuration File**

**$ vim ubinize.cfg**

**Content:**

**[ubifs]**

**mode=ubi**

**image=rootfs.ubifs**

**vol\_id=0**

**vol\_size=28MiB**

**vol\_type=dynamic**

**vol\_name=rootfs**

**vol\_alignment=1**

**vol\_flags=autoresize**

**Create UBIFS Image**

**$ sudo mkfs.ubifs -r <rootfs path>/rootfs -o rootfs.ubifs -F -m 2048 -e 126976 -c 3989**

**Create UBI Image from UBIFS**

**$ sudo ubinize -o rootfs.ubi -m 2048 -p 128KiB -s 512 -O 2048 ubinize.cfg**

**Copy UBI Image to SD Card**

**$ cp rootfs.ubi /path/to/sdcard/**

**Flash UBI Image to NAND.....**