# Introduction

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs)

Resilience4j is a lightweight, easy-to-use fault tolerance library inspired by  
[Netflix Hystrix](https://github.com/Netflix/Hystrix), but designed for Java 8 and functional programming. Lightweight, because the library only uses [Vavr](http://www.vavr.io/), which does not have any other external library dependencies. Netflix Hystrix, in contrast, has a compile dependency to Archaius which has many more external library dependencies such as Guava and Apache Commons Configuration.

Resilience4j provides higher-order functions (decorators) to enhance any functional interface, lambda expression or method reference with a Circuit Breaker, Rate Limiter, Retry or Bulkhead. You can stack more than one decorator on any functional interface, lambda expression or method reference. The advantage is that you have the choice to select the decorators you need and nothing else.

With Resilience4j you don’t have to go all-in, you can pick what you need.

## Sneak preview

The following example shows how to decorate a lambda expression with a CircuitBreaker and Retry in order to retry the call at most 3 times when an exception occurs.  
You can configure the wait interval between retries and also configure a custom backoff algorithm.  
The example uses Vavr’s Try monad to recover from an exception and invoke another lambda expression as a fallback, when all retries have failed.

// Create a CircuitBreaker with default configuration

CircuitBreaker circuitBreaker = CircuitBreaker

.ofDefaults("backendService");

// Create a Retry with default configuration

// 3 retry attempts and a fixed time interval between retries of 500ms

Retry retry = Retry

.ofDefaults("backendService");

// Create a Bulkhead with default configuration

Bulkhead bulkhead = Bulkhead

.ofDefaults("backendService");

Supplier<String> supplier = () -> backendService

.doSomething(param1, param2)

// Decorate your call to backendService.doSomething()

// with a Bulkhead, CircuitBreaker and Retry

// \*\*note: you will need the resilience4j-all dependency for this

Supplier<String> decoratedSupplier = Decorators.ofSupplier(supplier)

.withRetry(retry)

.withCircuitBreaker(circuitBreaker)

.withBulkhead(bulkhead)

.decorate();

// Execute the decorated supplier and recover from any exception

String result = Try.ofSupplier(decoratedSupplier)

.recover(throwable -> "Hello from Recovery").get();

// When you don't want to decorate your lambda expression,

// but just execute it and protect the call by a CircuitBreaker.

String result = circuitBreaker

.executeSupplier(backendService::doSomething);

## Modularization

With Resilience4j you don't have to go all-in, you can pick what you need.

Resilience provides several core modules and add-on modules:

# Comparison to Netflix Hystrix

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/comparison-to-netflix-hystrix)

To highlight a few differences to Netflix Hystrix:

* In Hystrix calls to external systems have to be wrapped in a HystrixCommand. This library, in contrast, provides higher-order functions (decorators) to enhance any functional interface, lambda expression or method reference with a Circuit Breaker, Rate Limiter or Bulkhead. Furthermore, the library provides decorators to retry failed calls or cache call results. You can stack more than one decorator on any functional interface, lambda expression or method reference. That means, you can combine a Bulkhead, RateLimiter and Retry decorator with a CircuitBreaker decorator. The advantage is that you have the choice to select the decorator you need and nothing else. Any decorated function can be executed synchronously or asynchronously by using a CompletableFuture or RxJava.
* Hystrix, by default, stores execution results in 10 1-second window buckets. If a 1-second window bucket is passed, a new bucket is created and the oldest is dropped. This library stores execution results in Ring Bit Buffer without a statistical rolling time window. A successful call is stored as a 0 bit and a failed call is stored as a 1 bit. The Ring Bit Buffer has a configurable fixed-size and stores the bits in a long[] array which is saving memory compared to a boolean array. That means the Ring Bit Buffer only needs an array of 16 long (64-bit) values to store the status of 1024 calls. The advantage is that this CircuitBreaker works out-of-the-box for low and high frequency backend systems, because execution results are not dropped when a time window is passed.
* Hystrix only performs a single execution when in half-open state to determine whether to close a CircuitBreaker. This library allows to perform a configurable number of executions and compares the result against a configurable threshold to determine whether to close a CircuitBreaker.
* This library provides custom Reactor or RxJava operators to decorate any reactive type with a Circuit Breaker, Bulkhead or Ratelimiter.
* Hystrix and this library emit a stream of events which are useful to system operators to monitor metrics about execution outcomes and latency.

# CircuitBreaker

Getting started with resilience4j-circuitbreaker

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/circuitbreaker)

## Introduction

The CircuitBreaker is implemented via a finite state machine with three normal states: CLOSED, OPEN and HALF\_OPEN and two special states DISABLED and FORCED\_OPEN.
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The CircuitBreaker uses a sliding window to store and aggregate the outcome of calls. You can choose between a count-based sliding window and a time-based sliding window. The count-based sliding window aggregrates the outcome of the last N calls. The time-based sliding window aggregrates the outcome of the calls of the last N seconds.

## Count-based sliding window

The count-based sliding window is implemented with a circular array of N measurements.  
If the time window size is 10, the circular array has always 10 measurements.  
The sliding window incrementally updates a total aggregation. The total aggregation is updated when a new call outcome is recorded. When the oldest measurement is evicted, the measurement is subtracted from the total aggregation and the bucket is reset. (Subtract-on-Evict)

The time to retrieve a Snapshot is constant 0(1), since the Snapshot is pre-aggregated and is independent of the window size.  
The space requirement (memory consumption) of this implementation should be O(n).

## Time-based sliding window

The time-based sliding window is implemented with a circular array of N partial aggregations (buckets).  
If the time window size is 10 seconds, the circular array has always 10 partial aggregations (buckets). Every bucket aggregates the outcome of all calls which happen in a certain epoch second. (Partial aggregation). The head bucket of the circular array stores the call outcomes of the current epoch second. The other partial aggregations store the call outcomes of the previous seconds.  
The sliding window does not store call outcomes (tuples) individually, but incrementally updates partial aggregations (bucket) and a total aggregation.  
The total aggregation is updated incrementally when a new call outcome is recorded. When the oldest bucket is evicted, the partial total aggregation of that bucket is subtracted from the total aggregation and the bucket is reset. (Subtract-on-Evict)

The time to retrieve a Snapshot is constant 0(1), since the Snapshot is pre-aggregated and is independent of the time window size.  
The space requirement (memory consumption) of this implementation should be nearly constant O(n), since the call outcomes (tuples) are not stored individually. Only N partial aggregations and 1 total total aggregation are created.

A partial aggregation consists of 3 integers in order to count the number of failed calls, the number of slow calls and total number of calls. And one long which stores total duration of all calls.

## Failure rate and slow call rate thresholds

The state of the CircuitBreaker changes from CLOSED to OPEN when the failure rate is equal or greater than a configurable threshold. For example when more than 50% of the recorded calls have failed.  
By default all exceptions count as a failure. You can define a list of exceptions which should count as a failure. All other exceptions are then counted as a success, unless they are ignored. Exceptions can also be ignored so that they neither count as a failure nor success.

The CircuitBreaker also changes from CLOSED to OPEN when the percentage of slow calls is equal or greater than a configurable threshold. For example when more than 50% of the recorded calls took longer than 5 seconds. This helps to reduce the load on an external system before it is actually unresponsive.

The failure rate and slow call rate can only be calculated, if a minimum number of calls were recorded. For example, if the minimum number of required calls is 10, then at least 10 calls must be recorded, before the failure rate can be calculated. If only 9 calls have been evaluated the CircuitBreaker will not trip open even if all 9 calls have failed.

The CircuitBreaker rejects calls with a CallNotPermittedException when it is OPEN. After a wait time duration has elapsed, the CircuitBreaker state changes from OPEN to HALF\_OPEN and permits a configurable number of calls to see if the backend is still unavailable or has become available again. Further calls are rejected with a CallNotPermittedException, until all permitted calls have completed.  
If the failure rate or slow call rate is then equal or greater than the configured threshold, the state changes back to OPEN. If the failure rate and slow call rate is below the threshold, the state changes back to CLOSED.

The Circuit Breaker supports two more special states, DISABLED (always allow access) and FORCED\_OPEN (always deny access). In these two states no Circuit Breaker events (apart from the state transition) are generated, and no metrics are recorded. The only way to exit from those states are to trigger a state transition or to reset the Circuit Breaker.

The CircuitBreaker is thread-safe as follows :

* The state of a CircuitBreaker is stored in a AtomicReference
* The CircuitBreaker uses atomic operations to update the state with side-effect-free functions.
* Recording calls and reading snapshots from the Sliding Window is synchronized

That means atomicity should be guaranteed and only one thread is able to update the state or the Sliding Window at a point in time.

But the CircuitBreaker does not synchronize the function call. That means the function call itself is not part of the critical section. Otherwise a CircuitBreaker would introduce a huge performance penalty and bottleneck. A slow function call would have a huge negative impact to the overall performance/throughput.

If 20 concurrent threads ask for the permission to execute a function and the state of the CircuitBreaker is closed, all threads are allowed to invoke the function. Even if the Ring Bit Buffer size is 15. The size of the Ring Bit Buffer does not mean that only 15 calls are allowed to run concurrently. If you want to restrict the number of concurrent threads, please use a Bulkhead. You can combine a Bulkhead and a CircuitBreaker.

Example with 1 Thread:
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Example with 3 Threads:
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## Create a CircuitBreakerRegistry

Resilience4j comes with an in-memory CircuitBreakerRegistry based on a ConcurrentHashMap which provides thread safety and atomicity guarantees. You can use the CircuitBreakerRegistry to manage (create and retrieve) CircuitBreaker instances. You can create a CircuitBreakerRegistry with a global default CircuitBreakerConfig for all of your CircuitBreaker instances as follows.

CircuitBreakerRegistry circuitBreakerRegistry =

CircuitBreakerRegistry.ofDefaults();

## Create and configure a CircuitBreaker

You can provide your own custom global CircuitBreakerConfig. In order to create a custom global CircuitBreakerConfig, you can use the CircuitBreakerConfig builder. You can use the builder to configure the following properties.

| Config property | Default Value | Description |
| --- | --- | --- |
| failureRateThreshold | 50 | Configures the failure rate threshold in percentage.  When the failure rate is equal or greater than the threshold the CircuitBreaker transitions to open and starts short-circuiting calls. |
| slowCallRateThreshold | 100 | Configures a threshold in percentage. The CircuitBreaker considers a call as slow when the call duration is greater than slowCallDurationThreshold  When the percentage of slow calls is equal or greater the threshold, the CircuitBreaker transitions to open and starts short-circuiting calls. |
| slowCallDurationThreshold | 60 [s] | Configures the duration threshold above which calls are considered as slow and increase the rate of slow calls. |
| permittedNumberOfCalls InHalfOpenState | 10 | Configures the number of permitted calls when the CircuitBreaker is half open. |
| slidingWindowType | COUNT\_BASED | Configures the type of the sliding window which is used to record the outcome of calls when the CircuitBreaker is closed. Sliding window can either be count-based or time-based.  If the sliding window is COUNT\_BASED, the last slidingWindowSize calls are recorded and aggregated. If the sliding window is TIME\_BASED, the calls of the last slidingWindowSize seconds recorded and aggregated. |
| slidingWindowSize | 100 | Configures the size of the sliding window which is used to record the outcome of calls when the CircuitBreaker is closed. |
| minimumNumberOfCalls | 10 | Configures the minimum number of calls which are required (per sliding window period) before the CircuitBreaker can calculate the error rate. For example, if minimumNumberOfCalls is 10, then at least 10 calls must be recorded, before the failure rate can be calculated. If only 9 calls have been recorded the CircuitBreaker will not transition to open even if all 9 calls have failed. |
| waitDurationInOpenState | 60 [s] | The time that the CircuitBreaker should wait before transitioning from open to half-open. |
| automaticTransition FromOpenToHalfOpenEnabled | False | If set to true it means that the CircuitBreaker will automatically transition from open to half-open state and not call is need to trigger the transition. |
| recordExceptions | empty | A list of exceptions that are recorded as a failure and thus increase the failure rate. Any exception matching or inheriting from one of the list counts as a failure, unless explicitly ignored via ignoreExceptions. If you specify a list of exceptions, all other exceptions count as a success, unless they are explicitly ignored by ignoreExceptions. |
| ignoreExceptions | Empty | A list of exceptions that are ignored and neither count as a failure nor success. Any exception matching or inheriting from one of the list will not count as a failure nor success, even if the exceptions is part of recordExceptions. |
| recordException | throwable -> true | By default all exceptions are recored as failures.  A custom Predicate which evaluates if an exception should be recorded as a failure. The Predicate must return true if the exception should count as a failure. The Predicate must return false, if the exception should count as a success, unless the exception is explicitly ignored by ignoreExceptions. |
| ignoreException | throwable -> false | By default no exception is ignored.  A custom Predicate which evaluates if an exception should be ignored and neither count as a failure nor success. The Predicate must return true if the exception should be ignored. The Predicate must return false, if the exception should count as a failure.  // Create a custom configuration for a CircuitBreaker |

CircuitBreakerConfig circuitBreakerConfig = CircuitBreakerConfig.custom()

.failureRateThreshold(50)

.slowCallRateThreshold(50)

.waitDurationInOpenState(Duration.ofMillis(1000))

.slowCallDurationThreshold(Duration.ofSeconds(2))

.permittedNumberOfCallsInHalfOpenState(3)

.minimumNumberOfCalls(10)

.slidingWindowType(SlidingWindowType.TIME\_BASED)

.slidingWindowSize(5)

.recordException(e -> INTERNAL\_SERVER\_ERROR

.equals(getResponse().getStatus()))

.recordExceptions(IOException.class, TimeoutException.class)

.ignoreExceptions(BusinessException.class, OtherBusinessException.class)

.build();

// Create a CircuitBreakerRegistry with a custom global configuration

CircuitBreakerRegistry circuitBreakerRegistry

CircuitBreakerRegistry.of(circuitBreakerConfig);

// Get or create a CircuitBreaker from the CircuitBreakerRegistry

// with the global default configuration

CircuitBreaker circuitBreakerWithDefaultConfig =

circuitBreakerRegistry.circuitBreaker("name1");

// Get or create a CircuitBreaker from the CircuitBreakerRegistry

// with a custom configuration

CircuitBreaker circuitBreakerWithCustomConfig = circuitBreakerRegistry

.circuitBreaker("name2", circuitBreakerConfig);

You can add configurations which can be shared by multiple CircuitBreaker instances.

CircuitBreakerConfig circuitBreakerConfig = CircuitBreakerConfig.custom()

.failureRateThreshold(70)

.build();

circuitBreakerRegistry.addConfiguration("someSharedConfig", config);

CircuitBreaker circuitBreaker = circuitBreakerRegistry

.circuitBreaker("name", "someSharedConfig");

You can overwrite configurations.

CircuitBreakerConfig defaultConfig = circuitBreakerRegistry

.getDefaultConfig();

CircuitBreakerConfig overwrittenConfig = CircuitBreakerConfig

.from(defaultConfig)

.waitDurationInOpenState(Duration.ofSeconds(20))

.build();

If you don’t want to use the CircuitBreakerRegistry to manage CircuitBreaker instances, you can also create instances directly.

// Create a custom configuration for a CircuitBreaker

CircuitBreakerConfig circuitBreakerConfig = CircuitBreakerConfig.custom()

.recordExceptions(IOException.class, TimeoutException.class)

.ignoreExceptions(BusinessException.class, OtherBusinessException.class)

.build();

CircuitBreaker customCircuitBreaker = CircuitBreaker

.of("testName", circuitBreakerConfig);

## Decorate and execute a functional interface

You can decorate any Callable, Supplier, Runnable, Consumer, CheckedRunnable, CheckedSupplier, CheckedConsumer or CompletionStage with a CircuitBreaker.  
You can invoke the decorated function with Try.of(…​) or Try.run(…​) from Vavr. This allows to chain further functions with map, flatMap, filter, recover or andThen. The chained functions are only invoked, if the CircuitBreaker is CLOSED or HALF\_OPEN.  
In the following example, Try.of(…​) returns a Success<String> Monad, if the invocation of the function is successful. If the function throws an exception, a Failure<Throwable> Monad is returned and map is not invoked.

// Given

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("testName");

// When I decorate my function

CheckedFunction0<String> decoratedSupplier = CircuitBreaker

.decorateCheckedSupplier(circuitBreaker, () -> "This can be any method which returns: 'Hello");

// and chain an other function with map

Try<String> result = Try.of(decoratedSupplier)

.map(value -> value + " world'");

// Then the Try Monad returns a Success<String>, if all functions ran successfully.

assertThat(result.isSuccess()).isTrue();

assertThat(result.get()).isEqualTo("This can be any method which returns: 'Hello world'");

## Consume emitted RegistryEvents

You can register event consumer on a CircuitBreakerRegistry and take actions whenever a CircuitBreaker is created, replaced or deleted.

CircuitBreakerRegistry circuitBreakerRegistry = CircuitBreakerRegistry.ofDefaults();

circuitBreakerRegistry.getEventPublisher()

.onEntryAdded(entryAddedEvent -> {

CircuitBreaker addedCircuitBreaker = entryAddedEvent.getAddedEntry();

LOG.info("CircuitBreaker {} added", addedCircuitBreaker.getName());

})

.onEntryRemoved(entryRemovedEvent -> {

CircuitBreaker removedCircuitBreaker = entryRemovedEvent.getRemovedEntry();

LOG.info("CircuitBreaker {} removed", removedCircuitBreaker.getName());

});

## Consume emitted CircuitBreakerEvents

A CircuitBreakerEvent can be a state transition, a circuit breaker reset, a successful call, a recorded error or an ignored error. All events contains additional information like event creation time and processing duration of the call. If you want to consume events, you have to register an event consumer.

circuitBreaker.getEventPublisher()

.onSuccess(event -> logger.info(...))

.onError(event -> logger.info(...))

.onIgnoredError(event -> logger.info(...))

.onReset(event -> logger.info(...))

.onStateTransition(event -> logger.info(...));

// Or if you want to register a consumer listening

// to all events, you can do:

circuitBreaker.getEventPublisher()

.onEvent(event -> logger.info(...));

You could use the CircularEventConsumer to store events in a circular buffer with a fixed capacity.

CircularEventConsumer<CircuitBreakerEvent> ringBuffer =

new CircularEventConsumer<>(10);

circuitBreaker.getEventPublisher().onEvent(ringBuffer);

List<CircuitBreakerEvent> bufferedEvents = ringBuffer.getBufferedEvents()

You can use RxJava or RxJava2 Adapters to convert the EventPublisher into a Reactive Stream.

## Examples

Examples of resilience4j-circuitbreaker

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/examples)

### Create a CircuitBreakerRegistry

Create a CircuitBreakerRegistry with a custom CircuitBreakerConfig.

// Create a custom configuration for a CircuitBreaker

CircuitBreakerConfig circuitBreakerConfig = CircuitBreakerConfig.custom()

.failureRateThreshold(50)

.waitDurationInOpenState(Duration.ofMillis(1000))

.permittedNumberOfCallsInHalfOpenState(2)

.slidingWindowSize(2)

.recordExceptions(IOException.class, TimeoutException.class)

.ignoreExceptions(BusinessException.class, OtherBusinessException.class)

.build();

// Create a CircuitBreakerRegistry with a custom global configuration

CircuitBreakerRegistry circuitBreakerRegistry =

CircuitBreakerRegistry.of(circuitBreakerConfig);

### Create a CircuitBreaker

Get a CircuitBreaker from the CircuitBreakerRegistry with the global default configuration

CircuitBreaker circuitBreaker = circuitBreakerRegistry

.circuitBreaker("name");

### Decorate a functional interface

Decorate your call to BackendService.doSomething() with a CircuitBreaker and execute the decorated supplier and recover from any exception.

Supplier<String> decoratedSupplier = CircuitBreaker

.decorateSupplier(circuitBreaker, backendService::doSomething);

String result = Try.ofSupplier(decoratedSupplier)

.recover(throwable -> "Hello from Recovery").get();

### Execute a decorated functional interface

When you don't want to decorate your lambda expression, but just execute it and protect the call by a CircuitBreaker.

String result = circuitBreaker

.executeSupplier(backendService::doSomething);

### Recover from an exception

If you want to recover from an exception after the CircuitBreaker recorded it as a failure, you can chain the method Try.recover(). The recovery method is only invoked, if Try.of() returns a Failure<Throwable> Monad.

// Given

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("testName");

// When I decorate my function and invoke the decorated function

CheckedFunction0<String> checkedSupplier =

CircuitBreaker.decorateCheckedSupplier(circuitBreaker, () -> {

throw new RuntimeException("BAM!");

});

Try<String> result = Try.of(checkedSupplier)

.recover(throwable -> "Hello Recovery");

// Then the function should be a success,

// because the exception could be recovered

assertThat(result.isSuccess()).isTrue();

// and the result must match the result of the recovery function.

assertThat(result.get()).isEqualTo("Hello Recovery");

If you want to recover from an exception before the CircuitBreaker records it as a failure, you can do the following:

Supplier<String> supplier = () -> {

throw new RuntimeException("BAM!");

};

Supplier<String> supplierWithRecovery = SupplierUtils

.recover(supplier, (exception) -> "Hello Recovery");

String result = circuitBreaker.executeSupplier(supplierWithRecovery);

assertThat(result).isEqualTo("Hello Recovery");

SupplierUtils and CallableUtils contain other methods like andThen which can take can be used to chain functions. For example to check the status code of a HTTP response, so that exceptions can be thrown.

Supplier<String> supplierWithResultAndExceptionHandler = SupplierUtils

.andThen(supplier, (result, exception) -> "Hello Recovery");

Supplier<HttpResponse> supplier = () -> httpClient.doRemoteCall();

Supplier<HttpResponse> supplierWithResultHandling = SupplierUtils.andThen(supplier, result -> {

if (result.getStatusCode() == 400) {

throw new ClientException();

} else if (result.getStatusCode() == 500) {

throw new ServerException();

}

return result;

});

HttpResponse httpResponse = circuitBreaker

.executeSupplier(supplierWithResultHandling);

### Reset CircuitBreaker

The Circuit Breaker supports resetting to its original state, losing all the metrics and effectively resetting its Ring Bit Buffer.

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("testName");

circuitBreaker.reset();

### Transition to states manually

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("testName");

circuitBreaker.transitionToDisabledState();

// circuitBreaker.onFailure(...) won't trigger a state change

circuitBreaker.transitionToClosedState(); // will transition to CLOSED state and re-enable normal behaviour, keeping metrics

circuitBreaker.transitionToForcedOpenState();

// circuitBreaker.onSuccess(...) won't trigger a state change

circuitBreaker.reset(); // will transition to CLOSED state and re-enable norma

# Bulkhead

Getting started with resilience4j-bulkhead

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/bulkhead)

## Introduction

Resilience4j provides two implementations of a bulkhead pattern that can be used to limit the number of concurrent execution:

* a SemaphoreBulkhead which uses Semaphores
* a FixedThreadPoolBulkhead which uses a bounded queue and a fixed thread pool.

The SemaphoreBulkheadshould work well across a variety of threading and I/O models. It is based on a semaphore, and unlike Hystrix, does not provide "shadow" thread pool option. It is up to the client to ensure correct thread pool sizing that will be consistent with bulkhead configuration.

## Create a BulkheadRegistry

Just like the CircuitBreaker module, this module provides an in-memory BulkheadRegistry and a ThreadPoolBulkheadRegistry which you can use to manage (create and retrieve) Bulkhead instances.

BulkheadRegistry bulkheadRegistry = BulkheadRegistry.ofDefaults();

ThreadPoolBulkheadRegistry threadPoolBulkheadRegistry =

ThreadPoolBulkheadRegistry.ofDefaults();

## Create and configure a Bulkhead

You can provide a custom global BulkheadConfig. In order to create a custom global BulkheadConfig, you can use the BulkheadConfig builder. You can use the builder to configure the following properties.

|  |  |  |
| --- | --- | --- |
| Config property | Default value | Description |
| maxConcurrentCalls | 25 | Max amount of parallel executions allowed by the bulkhead |
| maxWaitDuration | 0 | Max amount of time a thread should be blocked for when attempting to enter a saturated bulkhead. |

// Create a custom configuration for a Bulkhead

BulkheadConfig config = BulkheadConfig.custom()

.maxConcurrentCalls(150)

.maxWaitDuration(Duration.ofMillis(500))

.build();

// Create a BulkheadRegistry with a custom global configuration

BulkheadRegistry registry = BulkheadRegistry.of(config);

// Get or create a Bulkhead from the registry -

// bulkhead will be backed by the default config

Bulkhead bulkheadWithDefaultConfig = registry.bulkhead("name1");

// Get or create a Bulkhead from the registry,

// use a custom configuration when creating the bulkhead

Bulkhead bulkheadWithCustomConfig = registry.bulkhead("name2", custom);

## Create and configure a ThreadPoolBulkhead

You can provide a custom global ThreadPoolBulkheadConfig. In order to create a custom global ThreadPoolBulkheadConfig, you can use the ThreadPoolBulkheadConfig builder. You can use the builder to configure the following properties.

|  |  |  |
| --- | --- | --- |
| Config property | Default value | Description |
| maxThreadPoolSize | Runtime.getRuntime() .availableProcessors() | Configures the max thread pool size. |
| coreThreadPoolSize | Runtime.getRuntime() .availableProcessors() - 1 | Configures the core thread pool size |
| queueCapacity | 100 | Configures the capacity of the queue. |
| keepAliveDuration | 20 [ms] | When the number of threads is greater than the core, this is the maximum time that excess idle threads will wait for new tasks before terminating. |

ThreadPoolBulkheadConfig config = ThreadPoolBulkheadConfig.custom()

.maxThreadPoolSize(10)

.coreThreadPoolSize(2)

.queueCapacity(20)

.build();

// Create a BulkheadRegistry with a custom global configuration

ThreadPoolBulkheadRegistry registry = ThreadPoolBulkheadRegistry.of(config);

// Get or create a ThreadPoolBulkhead from the registry -

// bulkhead will be backed by the default config

ThreadPoolBulkhead bulkheadWithDefaultConfig = registry.bulkhead("name1");

// Get or create a Bulkhead from the registry,

// use a custom configuration when creating the bulkhead

ThreadPoolBulkheadConfig custom = BulkheadConfig.custom()

.maxThreadPoolSize(5)

.build();

ThreadPoolBulkhead bulkheadWithCustomConfig = registry.bulkhead("name2", custom);

## Decorate and execute a functional interface

As you can guess Bulkhead has all sort of higher order decorator functions just like CircuitBreaker. You can decorate any Callable, Supplier, Runnable, Consumer, CheckedRunnable, CheckedSupplier, CheckedConsumer or CompletionStage with a Bulkhead.

// Given

Bulkhead bulkhead = Bulkhead.of("name", config);

// When I decorate my function

CheckedFunction0<String> decoratedSupplier = Bulkhead

.decorateCheckedSupplier(bulkhead, () -> "This can be any method which returns: 'Hello");

// and chain an other function with map

Try<String> result = Try.of(decoratedSupplier)

.map(value -> value + " world'");

// Then the Try Monad returns a Success<String>, if all functions ran successfully.

assertThat(result.isSuccess()).isTrue();

assertThat(result.get()).isEqualTo("This can be any method which returns: 'Hello world'");

assertThat(bulkhead.getMetrics().getAvailableConcurrentCalls()).isEqualTo(1);

ThreadPoolBulkheadConfig config = ThreadPoolBulkheadConfig.custom()

.maxThreadPoolSize(10)

.coreThreadPoolSize(2)

.queueCapacity(20)

.build();

ThreadPoolBulkhead bulkhead = ThreadPoolBulkhead.of("name", config);

CompletionStage<String> supplier = ThreadPoolBulkhead

.executeSupplier(bulkhead, backendService::doSomething);

## Consume emitted RegistryEvents

You can register event consumer on a BulkheadRegistry and take actions whenever a Bulkhead is created, replaced or deleted.

BulkheadRegistry registry = BulkheadRegistry.ofDefaults();

registry.getEventPublisher()

.onEntryAdded(entryAddedEvent -> {

Bulkhead addedBulkhead = entryAddedEvent.getAddedEntry();

LOG.info("Bulkhead {} added", addedBulkhead.getName());

})

.onEntryRemoved(entryRemovedEvent -> {

Bulkhead removedBulkhead = entryRemovedEvent.getRemovedEntry();

LOG.info("Bulkhead {} removed", removedBulkhead.getName());

});

## Consume emitted BulkheadEvents

The BulkHead emits a stream of BulkHeadEvents. There are two types of events emitted: permitted execution, rejected execution & finished execution. If you want to consume these events, you have to register an event consumer.

bulkhead.getEventPublisher()

.onCallPermitted(event -> logger.info(...))

.onCallRejected(event -> logger.info(...))

.onCallFinished(event -> logger.info(...));

## Examples

Examples of resilience4j-bulkhead

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/examples-3)

### Create a BulkheadRegistry

Create a BulkheadRegistry with a custom BulkheadConfig.

// Create a custom configuration for a RateLimiter

RateLimiterConfig config = RateLimiterConfig.custom()

.limitRefreshPeriod(Duration.ofMillis(1))

.limitForPeriod(10)

.timeoutDuration(Duration.ofMillis(25))

.build();

// Create a RateLimiterRegistry with a custom global configuration

RateLimiterRegistry rateLimiterRegistry = RateLimiterRegistry.of(config);

### Create a Bulkhead

Get a Bulkhead from the BulkheadRegistry with the global default configuration

Bulkhead bulkhead = bulkheadRegistry

.circuitBreaker("name");

### Decorate a functional interface

Decorate your call to BackendService.doSomething() with a Bulkhead and execute the decorated supplier and recover from any exception.

Supplier<String> decoratedSupplier = Bulkhead

.decorateSupplier(retry, backendService::doSomething);

String result = Try.ofSupplier(decoratedSupplier)

.recover(throwable -> "Hello from Recovery").get();

# RateLimiter

Getting started with resilience4j-ratelimiter

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/ratelimiter)

## Introduction

Rate limiting is an imperative technique to prepare your API for scale and establish high availability and reliability of your service. But also, this technique comes with a whole bunch of different options of how to handle a detected limits surplus, or what type of requests you want to limit. You can simply decline this over limit request, or build a queue to execute them later or combine these two approaches in some way.

### Internals

Resilience4j provides a RateLimiter which splits all nanoseconds from the start of epoch into cycles. Each cycle has a duration configured by RateLimiterConfig.limitRefreshPeriod. At the start of each cycle, the RateLimiter sets the number of active permissions to RateLimiterConfig.limitForPeriod.  
For the RateLimiter callers it really looks like this, but for the AtomicRateLimiter implementation has some optimizations under the hood that will skip this refresh, if RateLimiter is not used actively.

[![https://files.readme.io/44ca055-rate_limiter.png](data:image/png;base64,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)](https://files.readme.io/44ca055-rate_limiter.png)

The default implementation of RateLimiter is AtomicRateLimiter which manages it's state via AtomicReference. The AtomicRateLimiter.State is completely immutable and has the folowing fields:

* activeCycle - cycle number that was used by the last call
* activePermissions - count of available permissions after the last call.  
  Can be negative if some permissions where reserved
* nanosToWait - count of nanoseconds to wait for permission for the last call

There is also a SemaphoreBasedRateLimiter which uses Semaphores and a scheduler that will refresh permissions after each RateLimiterConfig#limitRefreshPeriod.

## Create a RateLimiterRegistry

Just like the CircuitBreaker module, this module provides an in-memory 'RateLimiterRegistry' which you can use to manage (create and retrieve) RateLimiter instances.

RateLimiterRegistry rateLimiterRegistry = RateLimiterRegistry.ofDefaults();

## Create and configure a RateLimiter

You can provide a custom global RateLimiterConfig. In order to create a custom global RateLimiterConfig, you can use the RateLimiterConfig builder. You can use the builder to configure the following properties.

|  |  |  |
| --- | --- | --- |
| Config property | Default value | Description |
| timeoutDuration | 5 [s] | The default wait time a thread waits for a permission |
| limitRefreshPeriod | 500 [ns] | The period of a limit refresh. After each period the rate limiter sets its permissions count back to the limitForPeriod value |
| limitForPeriod | 50 | The number of permissions available during one limit refresh period |

For example you want to restrict the calling rate of some method to be not higher than 10 req/ms.

RateLimiterConfig config = RateLimiterConfig.custom()

.limitRefreshPeriod(Duration.ofMillis(1))

.limitForPeriod(10)

.timeoutDuration(Duration.ofMillis(25))

.build();

// Create registry

RateLimiterRegistry rateLimiterRegistry = RateLimiterRegistry.of(config);

// Use registry

RateLimiter rateLimiterWithDefaultConfig = rateLimiterRegistry

.rateLimiter("name1");

RateLimiter rateLimiterWithCustomConfig = rateLimiterRegistry

.rateLimiter("name2", config);

## Decorate and execute a functional interface

As you can guess RateLimiter has all sort of higher order decorator functions just like CircuitBreaker. You can decorate any Callable, Supplier, Runnable, Consumer, CheckedRunnable, CheckedSupplier, CheckedConsumer or CompletionStage with a RateLimiter.

// Decorate your call to BackendService.doSomething()

CheckedRunnable restrictedCall = RateLimiter

.decorateCheckedRunnable(rateLimiter, backendService::doSomething);

Try.run(restrictedCall)

.andThenTry(restrictedCall)

.onFailure((RequestNotPermitted throwable) -> LOG.info("Wait before call it again :)"));

You can use changeTimeoutDuration and changeLimitForPeriod methods to change rate limiter params in runtime.  
New timeout duration won’t affect threads that are currently waiting for permission.  
New limit won’t affect current period permissions and will apply only from next one.

// Decorate your call to BackendService.doSomething()

CheckedRunnable restrictedCall = RateLimiter

.decorateCheckedRunnable(rateLimiter, backendService::doSomething);

// durring second refresh cycle limiter will get 100 permissions

rateLimiter.changeLimitForPeriod(100);

## Consume emitted RegistryEvents

You can register event consumer on a RateLimiterRegistry and take actions whenever a RateLimiter is created, replaced or deleted.

RateLimiterRegistry registry = RateLimiterRegistry.ofDefaults();

registry.getEventPublisher()

.onEntryAdded(entryAddedEvent -> {

RateLimiter addedRateLimiter = entryAddedEvent.getAddedEntry();

LOG.info("RateLimiter {} added", addedRateLimiter.getName());

})

.onEntryRemoved(entryRemovedEvent -> {

RateLimiter removedRateLimiter = entryRemovedEvent.getRemovedEntry();

LOG.info("RateLimiter {} removed", removedRateLimiter.getName());

});

## Consume emitted RateLimiterEvents

The RateLimiter emits a stream of RateLimiterEvents. An event can be a successful permission acquire or acquire failure.  
All events contains additional information like event creation time and rate limiter name.  
If you want to consume events, you have to register an event consumer.

rateLimiter.getEventPublisher()

.onSuccess(event -> logger.info(...))

.onFailure(event -> logger.info(...));

You can use RxJava or RxJava2 Adapters to convert the EventPublisher into a Reactive Stream.

ReactorAdapter.toFlux(rateLimiter.getEventPublisher())

.filter(event -> event.getEventType() == FAILED\_ACQUIRE)

.subscribe(event -> logger.info(...))

## Examples

Examples of resilience4j-ratelimiter

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/examples-4)

### Create a RateLimiterRegistry

Create a RateLimiterRegistry with a custom RateLimiterConfig.

// Create a custom configuration for a RateLimiter

RateLimiterConfig config = RateLimiterConfig.custom()

.timeoutDuration(TIMEOUT)

.limitRefreshPeriod(REFRESH\_PERIOD)

.limitForPeriod(LIMIT)

.build();

// Create a RateLimiterRegistry with a custom global configuration

RateLimiterRegistry registry = RateLimiterRegistry.of(config);

# Retry

Getting started with resilience4j-retry

## Create a RetryRegistry

Just like the CircuitBreaker module, this module provides an in-memory 'RetryRegistry' which you can use to manage (create and retrieve) Retry instances.

RetryRegistry retryRegistry = RetryRegistry.ofDefaults();

## Create and configure Retry

You can provide a custom global RetryConfig. In order to create a custom global RetryConfig, you can use the RetryConfig builder. You can use the builder to configure:

* the maximum number of retry attempts
* the wait duration between successive attempts
* a custom Predicate which evalutas if a certain reponse should trigger a retry attempt
* a custom Predicate which evaluates if an exception should trigger a retry attempt
* a list of exceptions which should trigger a retry attempt
* a list of exceptions which should be ignored and not trigger a retry attempt

|  |  |  |
| --- | --- | --- |
| Config property | Default value | Description |
| maxAttempts | 3 | The maximum number of retry attempts |
| waitDuration | 500 [ms] | A fixed wait duration between retry attempts |
| intervalFunction | numOfAttempts -> waitDuration | A function to modify the waiting interval after a failure. By default the wait duration remains constant. |
| retryOnResultPredicate | result -> false | Configures a Predicate which evaluates if a result should be retried. The Predicate must return true, if the result should be retried, otherwise it must return false. |
| retryOnExceptionPredicate | throwable -> true | Configures a Predicate which evaluates if an exception should be retried. The Predicate must return true, if the exception should be retried, otherwise it must return false. |
| retryExceptions | empty | Configures a list of error classes that are recorded as a failure and thus are retried. |
| ignoreExceptions | Empty | Configures a list of error classes that are ignored and thus are not retried. |

RetryConfig config = RetryConfig.custom()

.maxAttempts(2)

.waitDuration(Duration.ofMillis(1000))

.retryOnResult(response -> response.getStatus() == 500)

.retryOnException(e -> e instanceof WebServiceException)

.retryExceptions(IOException.class, TimeoutException.class)

.ignoreExceptions(BunsinessException.class, OtherBunsinessException.class)

.build();

// Create a RetryRegistry with a custom global configuration

RetryRegistry registry = RetryRegistry.of(config);

// Get or create a Retry from the registry -

// Retry will be backed by the default config

Retry retryWithDefaultConfig = registry.retry("name1");

// Get or create a Bulkhead from the registry,

// use a custom configuration when creating the bulkhead

RetryConfig custom = RetryConfig.custom()

.waitDuration(Duration.ofMillis(100))

.build();

Retry retryWithCustomConfig = registry.retry("name2", custom);

## Decorate and execute a functional interface

As you can guess Retry has all sort of higher order decorator functions just like CircuitBreaker. You can decorate any Callable, Supplier, Runnable, Consumer, CheckedRunnable, CheckedSupplier, CheckedConsumer or CompletionStage with a Retry.

// Given I have a HelloWorldService which throws an exception

HelloWorldService helloWorldService = mock(HelloWorldService.class);

given(helloWorldService.sayHelloWorld())

.willThrow(new WebServiceException("BAM!"));

// Create a Retry with default configuration

Retry retry = Retry.ofDefaults("id");

// Decorate the invocation of the HelloWorldService

CheckedFunction0<String> retryableSupplier = Retry

.decorateCheckedSupplier(retry, helloWorldService::sayHelloWorld);

// When I invoke the function

Try<String> result = Try.of(retryableSupplier)

.recover((throwable) -> "Hello world from recovery function");

// Then the helloWorldService should be invoked 3 times

BDDMockito.then(helloWorldService).should(times(3)).sayHelloWorld();

// and the exception should be handled by the recovery function

assertThat(result.get()).isEqualTo("Hello world from recovery function");

## Consume emitted RegistryEvents

You can register event consumer on a RetryRegistry and take actions whenever a Retry is created, replaced or deleted.

RetryRegistry registry = RetryRegistry.ofDefaults();

registry.getEventPublisher()

.onEntryAdded(entryAddedEvent -> {

Retry addedRetry = entryAddedEvent.getAddedEntry();

LOG.info("Retry {} added", addedRetry.getName());

})

.onEntryRemoved(entryRemovedEvent -> {

Retry removedRetry = entryRemovedEvent.getRemovedEntry();

LOG.info("Retry {} removed", removedRetry.getName());

});

## Use a custom IntervalFunction

If you don't want to use a fixed wait duration between retry attempts, you can configure an IntervalFunction which is used instead to calculate the wait duration for every attempt. Resilience4j provides several factory methods to simplify the creation of an IntervalFunction.

IntervalFunction defaultWaitInterval = IntervalFunction

.ofDefaults();

// This interval function is used internally

// when you only configure waitDuration

IntervalFunction fixedWaitInterval = IntervalFunction

.of(Duration.ofSeconds(5));

IntervalFunction intervalWithExponentialBackoff = IntervalFunction

.ofExponentialBackoff();

IntervalFunction intervalWithCustomExponentialBackoff = IntervalFunction

.ofExponentialBackoff(IntervalFunction.DEFAULT\_INITIAL\_INTERVAL, 2d);

IntervalFunction randomWaitInterval = IntervalFunction

.ofRandomized();

// Overwrite the default intervalFunction with your custom one

RetryConfig retryConfig = RetryConfig.custom()

.intervalFunction(intervalWithExponentialBackoff)

.build();

## Examples

Examples of resilience4j-retry

[**SUGGEST EDITS**](https://resilience4j.readme.io/docs/examples-5)

### Create a RetryRegistry

Create a RetryRegistry with a custom RetryConfig.

RetryConfig config = RetryConfig.custom()

.maxAttempts(2)

.waitDuration(Duration.ofMillis(100))

.retryOnResult(response -> response.getStatus() == 500)

.retryOnException(e -> e instanceof WebServiceException)

.retryExceptions(IOException.class, TimeoutException.class)

.ignoreExceptions(BunsinessException.class, OtherBunsinessException.class)

.build();

// Create a RetryRegistry with a custom global configuration

RetryRegistry registry = RetryRegistry.of(config);

# Resilience patterns

| **name** | **how does it work?** | **description** | **slogans** | **links** |
| --- | --- | --- | --- | --- |
| **Retry** | repeats failed executions | Many faults are transient and may self-correct after a short delay. | "Insert coin to try again", "Maybe it’s just a blip" | [overview](https://github.com/resilience4j/resilience4j#circuitbreaker-retry-fallback), [documentation](https://resilience4j.readme.io/docs/retry) |
| **Circuit Breaker** | temporary blocks possible failures | When a system is seriously struggling, failing fast is better than making clients wait. | "Stop doing it if it hurts", "Give that system a break", "Baby, don’t hurt me, no more" | [overview](https://github.com/resilience4j/resilience4j#circuitbreaker-retry-fallback), [documentation](https://resilience4j.readme.io/docs/circuitbreaker), [Feign](https://github.com/resilience4j/resilience4j/blob/master/resilience4j-feign/README.adoc), [Retrofit](https://github.com/resilience4j/resilience4j/blob/master/resilience4j-retrofit/README.adoc) |
| **Rate Limiter** | limits executions/period | Prepare for a scale and establish reliability and HA of your service. | "That’s enough for this minute!", "Well, it’ll work next time" | [overview](https://github.com/resilience4j/resilience4j#bulkhead), [documentation](https://resilience4j.readme.io/docs/ratelimiter), [Feign](https://github.com/resilience4j/resilience4j/blob/master/resilience4j-feign/README.adoc), [Retrofit](https://github.com/resilience4j/resilience4j/blob/master/resilience4j-retrofit/README.adoc) |
| **Time Limiter** | limits duration of execution | Beyond a certain wait, a success result is unlikely. | "Don’t wait forever" |  |
| **Bulkhead** | limits concurrent executions | Resources are isolated into pools so that if one fails, the others will continue. | "One fault shouldn’t sink the whole ship", "Please, please, not all at once." | [overview](https://github.com/resilience4j/resilience4j#bulkhead), [documentation](https://resilience4j.readme.io/docs/bulkhead) |
| **Cache** | memorizes a successful result | Some proportion of requests may be similar. | "You’ve asked that one before" |  |
| **Fallback** | provides an alternative result for failures | Things will still fail - plan what you will do when that happens. | "Degrade gracefully", "A bird in the hand is worth two in the bush" | [Try::recover](https://github.com/resilience4j/resilience4j#circuitbreaker-retry-fallback), [Spring](https://resilience4j.readme.io/docs/getting-started-3#section-annotations), [Feign](https://github.com/resilience4j/resilience4j/blob/master/resilience4j-feign/README.adoc) |

# Usage examples

## CircuitBreaker, Retry and Fallback

The following example shows how to decorate a lambda expression (Supplier) with a CircuitBreaker and how to retry the call at most 3 times when an exception occurs. You can configure the wait interval between retries and also configure a custom backoff algorithm.

The example uses Vavr’s Try Monad to recover from an exception and invoke another lambda expression as a fallback, when even all retries have failed.

// Simulates a Backend Service

public interface BackendService {

String doSomething();

}

// Create a CircuitBreaker (use default configuration)

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("backendName");

// Create a Retry with at most 3 retries and a fixed time interval between retries of 500ms

Retry retry = Retry.ofDefaults("backendName");

// Decorate your call to BackendService.doSomething() with a CircuitBreaker

Supplier<String> decoratedSupplier = CircuitBreaker

.decorateSupplier(circuitBreaker, backendService::doSomething);

// Decorate your call with automatic retry

decoratedSupplier = Retry

.decorateSupplier(retry, decoratedSupplier);

// Execute the decorated supplier and recover from any exception

String result = Try.ofSupplier(decoratedSupplier)

.recover(throwable -> "Hello from Recovery").get();

// When you don't want to decorate your lambda expression,

// but just execute it and protect the call by a CircuitBreaker.

String result = circuitBreaker.executeSupplier(backendService::doSomething);

### 6.1.1. CircuitBreaker and RxJava2

The following example shows how to decorate an Observable by using the custom RxJava operator.

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("testName");

Observable.fromCallable(backendService::doSomething)

.compose(CircuitBreakerOperator.of(circuitBreaker))

### CircuitBreaker and Spring Reactor

The following example shows how to decorate a Mono by using the custom Reactor operator.

CircuitBreaker circuitBreaker = CircuitBreaker.ofDefaults("testName");

Mono.fromCallable(backendService::doSomething)

.compose(CircuitBreakerOperator.of(circuitBreaker))

## RateLimiter

The following example shows how to restrict the calling rate of some method to be not higher than 1 request/second.

// Create a custom RateLimiter configuration

RateLimiterConfig config = RateLimiterConfig.custom()

.timeoutDuration(Duration.ofMillis(100))

.limitRefreshPeriod(Duration.ofSeconds(1))

.limitForPeriod(1)

.build();

// Create a RateLimiter

RateLimiter rateLimiter = RateLimiter.of("backendName", config);

// Decorate your call to BackendService.doSomething()

Supplier<String> restrictedSupplier = RateLimiter

.decorateSupplier(rateLimiter, backendService::doSomething);

// First call is successful

Try<String> firstTry = Try.ofSupplier(restrictedSupplier);

assertThat(firstTry.isSuccess()).isTrue();

// Second call fails, because the call was not permitted

Try<String> secondTry = Try.of(restrictedSupplier);

assertThat(secondTry.isFailure()).isTrue();

assertThat(secondTry.getCause()).isInstanceOf(RequestNotPermitted.class);

## Bulkhead

There are two isolation strategies and bulkhead implementations.

### SemaphoreBulkhead

The following example shows how to decorate a lambda expression with a Bulkhead. A Bulkhead can be used to limit the amount of parallel executions. This bulkhead abstraction should work well across a variety of threading and io models. It is based on a semaphore, and unlike Hystrix, does not provide "shadow" thread pool option.

// Create a custom Bulkhead configuration

BulkheadConfig config = BulkheadConfig.custom()

.maxConcurrentCalls(150)

.maxWaitTime(100)

.build();

Bulkhead bulkhead = Bulkhead.of("backendName", config);

Supplier<String> supplier = Bulkhead

.decorateSupplier(bulkhead, backendService::doSomething);

### ThreadPoolBulkhead

The following example shows how to use a lambda expression with a ThreadPoolBulkhead which uses a bounded queue and a fixed thread pool.

// Create a custom ThreadPoolBulkhead configuration

ThreadPoolBulkheadConfig config = ThreadPoolBulkheadConfig.custom()

.maxThreadPoolSize(10)

.coreThreadPoolSize(2)

.queueCapacity(20)

.build();

ThreadPoolBulkhead bulkhead = ThreadPoolBulkhead.of("backendName", config);

// Decorate or execute immediately a lambda expression with a ThreadPoolBulkhead.

Supplier<CompletionStage<String>> supplier = ThreadPoolBulkhead

.decorateSupplier(bulkhead, backendService::doSomething);

CompletionStage<String> execution = bulkhead

.executeSupplier(backendService::doSomething);

# Consume emitted events

CircuitBreaker, RateLimiter, Cache, Bulkhead, TimeLimiter and Retry components emit a stream of events. It can be consumed for logging, assertions and any other purpose.

## Examples

A CircuitBreakerEvent can be a state transition, a circuit breaker reset, a successful call, a recorded error or an ignored error. All events contains additional information like event creation time and processing duration of the call. If you want to consume events, you have to register an event consumer.

circuitBreaker.getEventPublisher()

.onSuccess(event -> logger.info(...))

.onError(event -> logger.info(...))

.onIgnoredError(event -> logger.info(...))

.onReset(event -> logger.info(...))

.onStateTransition(event -> logger.info(...));

// Or if you want to register a consumer listening to all events, you can do:

circuitBreaker.getEventPublisher()

.onEvent(event -> logger.info(...));

You can use RxJava or Spring Reactor Adapters to convert the EventPublisher into a Reactive Stream. The advantage of a Reactive Stream is that you can use RxJava’s observeOn operator to specify a different Scheduler that the CircuitBreaker will use to send notifications to its observers/consumers.

RxJava2Adapter.toFlowable(circuitBreaker.getEventPublisher())

.filter(event -> event.getEventType() == Type.ERROR)

.cast(CircuitBreakerOnErrorEvent.class)

.subscribe(event -> logger.info(...))