## JAVA

\*USING IntelliJ

// Single line comment

/\* …………………………  
 Multiple lines comment  
\*/

#Right click on project > Open module setting > Java 8   
#File > project structure > Program language level – 8

JAVA BASICS

## VARIABLES

into number; //declaration  
number = 7; //assignment or definition

A variable can be reassigned but not re-declared. Variable names start with letters and should only include letters, numbers, and underscores.

\n //new line character

## INPUT

import java.util.Scanner; //imports scanner class

Scanner in = new Scanner(System.in); //declare scanner, scanner\_name is “in”  
System.out.println(“Enter a radius: “); //ask for input  
double radius = in.nextDouble(); //store input  
in.close(); //close scanner

scanner\_name.nextInt() – to get an into  
scanner\_name.next() – get a string  
scanner\_name.nextLine() – to get a line from user

NOTE: Use scanner.nextLine() after using scanner.nextInt() or scanner.nextDouble() in order to remove the enter key from the input buffer

scanner.hasNextInt(); //it returns true if the input in scanner is int type, otherwise false

**>>> Program 1\_Hello\_world <<<**

**>>> Program 3.2\_User\_input <<<**

## OUTPUT

\r in System.out.println(“Enter: “); takes the cursor to next line. It is similar to \n in System.out.printf(“Enter: \n”);

## DATA TYPES

Key data types:

* byte - from -128 to 127 //width – 1 byte
* short – from -32767 to 32767 //width – 2 bytes
* int – integer value, 4 bytes
* long – integer value, 8 bytes
* float – whole number, 4 bytes
* double – whole number, 8 bytes //default whole number data type for Java
* char – single character, 2 bytes
* boolean – true or false

char a = ‘\u00A9’ //to represent Unicode character, eg 00A9 is for copyright symbol character  
long num1 = 123L  
float num2 = 1.1f  
double num3 = 2.22d

//use underscores to make up large numbers  
long number1 = 123\_323\_567\_890L

NOTE: Java automatically converts integers to int on assignments  
byte new\_byte = 12;  
byte byte\_2 = new\_byte/2; //this will give an error  
byte byte\_2 = (byte) (new\_byte/2); //casting to byte

**STRING**

String my\_string = “a string example”;  
String string2 = “String – “;

String concatenation

String new\_string = string2 + my\_string + “ – \u00A9 2015”;  
//new\_string will be “String – a string example - © 2015”

NOTE: if you add an int or any other number data type to a string, Java will convert the int or any other number data type to string before adding them as strings

OPERATORS

Assignment =  
Arithmetic + - \* / %  
Unary ++ -- !  
Equality/Relational == != > < >= <=  
Conditional && || ?:  
Bitwise >> << & | ^

Ternary Operator (shorthand for if-then-else)

boolean a = true;  
int b = a? 2:3; // here b will be 2 if a is true and b will be 3 if a is false (a must be boolean type)

KEYWORDS

Keywords are one of 53 reserved words  
List - <https://en.wikipedia.org/wiki/List_of_Java_keywords>

## EXPRESSION AND STATEMENT

Expression – variables + operator + values  
Statement – Expression + data\_type + ;

int number = (100\*123); //Statement  
number = (100\*123) //Expression

System.out.println(“This part is expression”); //statement

NOTE: The following code is a valid Java statement

System.out.println(“This is”+  
 “still a valid“+  
 “Java statement”);

Whitespaces – space, tab, enter

Use whitespaces and indents to format the code for better appearance.

## CONTROL FLOW STATEMENTS

if(condition)  
 statement;

if(condition)  
{  
 statement;  
}  
else if(condition2)  
{  
 statement2;  
}  
else  
{  
 statement3;  
}

VARIABLE SCOPE (Code Block)  
The region from the variable declaration to the corresponding } where it is alive refers to variable scope.

METHOD in main class

In Java, you can declare and define functions after the main function.

public static return\_type method\_name(arg\_type arg\_name, … )  
{  
 //method implementation  
 return return\_value;  
}

**>>> Program 2.1\_Circle\_area <<<**

**>>> Program 2.2\_Leap\_year <<<**

**INTELLIJ tricks**psvm +tab //creates public static void main(String[] args) { }   
sout +tab //create System.out.println(“ “);

## METHOD OVERLOADING

Creating new implementation for already existing functions, with the same name but with different arguments (number or type) – Method overloading

Method overloading does not affect return type. In other words, the return type of the new function should be same as that of overloaded function.

CONSTANTS for a class

private static final c\_type c\_name = c\_value; //final makes it constant

STATIC

Static methods can be accessed without creating an instance of the class. The constants that are accessed by such static methods need to be static as well.

**>>> Program 3.1\_Method\_overloading <<<**

CONTROL FLOW STATEMENTS continued…

NOTE:  
- break is used to get out from a loop (for,switch, or while)  
- continue is used to jump to next iteration of the loop

SWITCH Statement

switch(switch\_vaue)  
{  
 case 1:   
 …………………  
 break;  
 case 2:  
 …………………  
 break;  
 …  
 default:  
 ………………..  
 break;  
}

//when multiple cases have same statements to execute  
case 1: case 2: case 3:  
 ……………………………  
 break;

FOR LOOP

for(initialization; condition; increment)  
{  
 …………  
}

//declaring i within for loop is allowed in Java

NOTE: To print a printf type line in a println statement:  
System.out.println(“My lucky number is” + String.format(“%d”,10));

WHILE LOOP

It is used when we do not know the number of iterations.

initialization;  
while(condition)  
{  
 ……………  
 increment;  
}

DO WHILE LOOP

It is used when the code needs to run once before checking the condition.

initialization  
do  
{  
 ………..  
 increment;  
} while(condition)

## STRING OPERATIONS

* Length of a string  
  int length = var\_name.length();
* String concatenation  
  String name = f\_name + l\_name;
* Characters  
  char var\_char = string\_name.charAt(int\_position);
* Substring  
  String var\_name = string\_name.substring(start\_index,end\_index);
* Split  
  String[] data = my\_string.split(delimiters,…);

Example:   
String name = “Vader”;  
String substring = name.substring(0,2) //this will be “Va” and not “Vad”  
String substring = name.substring(2) //this will be “der”, from 2 to the end

* Converting numbers to String  
  String a = Integer.toString(int\_val);  
  String b = Double.toString(double\_val);
* Converting character to String  
  String c = Character.toString(char\_val);
* Changing to Uppercase and lowercase  
  String y\_string = x\_string.toUpperCase();  
  String z\_string = x\_string.toLowerCase();
* Comparison of Strings

a\_string.equals(b\_string) //return boolean  
a\_string.compareTo(b\_string)  
// returns 0 if strings are same  
// returns negative value if a\_string comes before the b\_string in Java  
// returns positive value if a\_string comes after the b\_string

NOTE: Uppercase letters come before lowercase letters in Java

PARSING VALUES FROM STRING

//parsing string to a number  
int number = Integer.parseInt(a\_string);  
double number2 = Double.parseDouble(b\_string);

//if the parsing fails, it will throw an error (java.lang.NumberFormatException)

OBJECT ORIENTED PROGRAMMING

OBJECT – Real world objects with two characteristics: state and behavior

CLASS – a template for creating an object

Benefits of using class:  
1. Restrict access to the data  
2. Create your own data type

Access modifiers – public, private, protected

//class definition   
public class class\_name  
{  
 //variables  
 //constructor  
 //methods  
}

//creating object in main (using default empty class constructor)  
 Class\_name object\_name = new Class\_name();

Variables are initialized to NULL by default when a class is initialized without any parameter.  
  
  
GETTERS AND SETTERS  
  
Usually, the variables of a class are private. In order to access those variables, we need to use getters and setters methods. This is done so that only valid values could be set to the variables.

public void set\_variable\_x(int x)  
{  
 if(x > 0)  
 this.x = x;  
 else   
 this.x = 0;   
}

public int get\_variable\_x()  
{  
 return this.x;  
}

**INTELLIJ tricks:**Getters and setters as well as other general functions can be automically generated using IntelliJ   
( Code > Generate OR Alt+Insert ) > Choose function

## CONSTRUCTORS

Constructor is a special method that initializes the variables of the object. A class can have multiple constructors, each for different cases. A constructor name must be same as class name.

//calling another constructor form a constructor

public class\_name()  
{  
 this(11,”hello”); // when using “this()”, this line must be the first line in constructor  
 system.out.println(“Empty constructor”);  
}  
public class\_name(int x, String y)  
{  
 this.x = x; //it is better to set variables directly rather than using setter function here  
 this.y = y;  
}

**NOTE**: When coding multiple constructors for a class, use constructor chaining. That means, make a constructor initialize all the fields and call this base constructor in other constructors.

**>>> Program 4.1\_Getters\_and\_Setters <<<**

* “this” keyword is used to access current class members (variables and methods) – usually required when we have arguments with same name as class member
* “super” keyword is used to access parent class members (variables and methods)

## INHERITANCE

Inheritance is used to inherit the state and behavior of a class to another class.

Inheritance establishes IS-A relationship between a parent class and a child class. That means German shepherd (child class) is a dog (parent class). So, if we setup a function that has return type of parent class (dog), it can also return an object of type child class (german shepherd) and that returned child object can be assigned as parent class object in the callee function.

public class child\_class extends parent\_class   
{  
 private int child\_var1;  
 private String child\_var2;

public child\_class(int var0, int var1, String var2)  
 {  
 super(var0); //will set parent\_var0 to var0  
 this.child\_var1 = var1;  
 this.child\_var2 = var2;  
 }  
 }

**NOTE**: Every class created in java inherits from a default java class called Object.

Method Override  
A child class can access the parent methods to define its own behavior. When a parent method is rewritten in child class to make it unique to the child class, it is said to be method overriding.

@Override //symbol to represt method override in Java, helps compiler  
public parent\_method(int var1) //In child class  
{  
 child\_method(int var1); //to use different method when parent\_method is called for child object  
 //OR  
 super.method\_name(var1\*x); //remodelling variable before using parent’s method  
}

**>>> Program 4.2\_Inheritance <<<**

* this() call is used to call a constructor from another overloaded constructor in the same class
* super() call is used to call a parent constructor from a child class, a default super() call is always added automatically to a child class by Java
* These two calls must be the first line when used in a constructor
* These two calls cannot be made at the same time in a constructor

REFERENCE – In Java, you always have references to an object in memory. There is no way to access an object directly, everything is done using a reference. An object can have multiple reference and a class can have multiple instances.

|  |  |
| --- | --- |
| Method Overloading  OR  Compile-time Polymorphism | * Methods must have the same method name * Methods must have different parameters (type or number) * Methods may or may not have different return types and access modifiers |
| Method Overrding OR  Runtime Polymorphism | * Methods must have same name and same arguments * Return type can be a subclass of the return type in parent class * Cannot have a lower access modifier (private < protected < public) * Methods can be overriden only in child classes * Static methods, private methods, final methods, and constructors cannot be overriden |

|  |  |
| --- | --- |
| Static methods | Static methods can not access instance methods or instance variables of a class directly. Also, this method can be called without instantiating an object for a class. Class\_name.method\_name(); |
| Instance methods | To use an instance method, we have to instantiate the class first using the new keyword. These methods can access all instance and static methods and variables directly. |
| Static variables | Every instance of a class shares the same static variable. So any change made to static variable is visible to every instance of the class. |
| Instance variables | Every instance of a class has its own copy of an instance variable. |

## COMPOSITION

While inheritance exhibits IS-A relationship between child class and parent class, composition exhibits HAS-A relationship. Composition is when an object of a class is included as a state in another class. This does not need any inheritance, but both class files must be in the same package. Using composition, one class can be used to manage other classes.

**>>> Program 4.3\_Composition <<<**

## ENCAPSULATION

We use encapsulation to restrict access to certain object, variable, or method. We use different levels of access modifiers for object, variables, and methods: public, protected, and private.

**INTELLIJ tricks**When you have to change a name of a variable in a class, do the following for one of them and it will update all the copies of that name.  
select > right click > Refactor > rename

## POLYMORPHISM

Polymorphism allows a method to behave differently at runtime depending on the object calling it (this usually needs inheritance in conjuction).

**INTELLIJ tricks**To create a similar class, we can copy a class:  
right click on class name > refactor > copy > //set new class name > OK

To move a class from external file to main class:  
right click on class name > refactor > move > make inner class of > main > OK

We can use getClass().getSimpleName() function to get class name as a string. getClass() is a method from Object class.

**>>> Program 4.4\_OOP\_review <<<**

DATA STRUCTURES

## ARRAY

import java.util.Arrays;  
  
**Declaration and definition**

data\_type[] my\_array = new data\_type[size];  
my\_array[0] = val0; //for loop can be used here  
my\_array[1] = val1;   
….  
OR  
data\_type[] my\_array = {val1, val2, …, valN};

**To get the size of an array**

int size = my\_array.length;

**Passing to and returning from a function**

public static data\_type[] my\_function(data\_type[] my\_array)   
 { return my\_array };  
Trying to access index that is out of range will result ArrayIndexOutOfBoundsException.

**NOTE:** When an array is declared, all the elements are initialized to default values: 0 for int, false for boolean, NULL for String, etc.

**To print an array in same line using single print statement**System.out.println(“Array = “ + Arrays.toString(my\_array));

|  |  |
| --- | --- |
| **Reference types** | These are data types which hold reference to other data types or objects  Example: Array, String  int[] array1 = new int[5]; int[] array2 = array1;  These two arrays will point to same set data. So changing one will change both |
| **Value types** | All primitive data types are value types. That means they hold value.  int a = 5;  int b = a;  Here a and b share same value. But changing one does not change another |

**NOTE:** int max = Integer.MAX\_VALUE; //this will give the max value possible for an integer data type

**>>> Program 5.1\_Arrays <<<**

## ARRAY LIST

import.java.util.ArrayList;

**Declaration and definition**

ArrayList<class\_data\_type> my\_list = new ArrayList<data\_type>()  
my\_list.add(val1);  
my\_list.add(val2);  
…

An array is a data type whereas an ArrayList is a class. So, we have to use class constructor and methods. The size of an array can not be changed directly after its declaration. The size of the ArrayList is dynamic.

|  |  |
| --- | --- |
| **Add an element at position pos** | my\_list.add(pos, val); |
| **Get the size of an ArrayList** | my\_list.size(); |
| **Access the elements** | my\_list.get(position); |
| **Change an element at position pos** | my\_list.set(pos, new\_val); |
| **Remove an element at position pos** | my\_list.remove(pos); |
| **Check if the list is empty** | boolean check = my\_list.isEmpty(); |
| **Check if an element is present** | boolean value = my\_list.contains(value); |
| **Get index of an element** | int position = my\_list.indexOf(value);  //returns -1 if the element is not present |
| **Copy an ArrayList to new ArrayList** | ArrayList<data\_type> new\_list = new ArrayList<data\_type>(); new\_list.addAll(my\_list)); OR ArrayList<data\_type> new\_list = new ArrayList<data\_type>(my\_list); |
| **Convert ArrayList to an array** | data\_type[] my\_arr = new data\_type[my\_list.size()]; my\_arr = my\_list.toArray(my\_arr); |
| **Print an ArrayList** | System.out.println(my\_list); |

**>>> Program 5.2\_ArrayList <<<**

## Autoboxing and Unboxing

The data\_type to be used in an arraylist must be a class. We cannot make an arraylist of primitive data type. But there exist corresponding class data type for each primitive data type. This process of converting primitive data type to class data type (which acts as a wrapper to the primitive data type) is refered as autoboxing. On the other hand, unboxing is when we convert the class data type to a primitive data type (removing the wrapper class).

For example, Integer is class data type for int, Double is class data type for double, etc.

**NOTE:** String is not a primitive data type. It is rather a class data type.

Integer my\_integer = new Integer(2);  
OR  
Integer my\_integer = Integer.valueOf(2); //Autoboxing  
int my\_int = my\_integer.intValue(); //Unboxing

However, Java does the autoboxing and unboxing automatically. So the following code executes same as above.

Integer my\_integer = 2;   
int my\_int = my\_integer;

**FOR EACH LOOP**

ArrayList<String> names = new ArrayList<String>();  
for(int i=0; i < names.size(); i++)  
 System.out.println(names.get(i));

OR  
ArrayList<String> names = new ArrayList<String>();  
for(String name: names)  
 System.out.println(name);

**>>> Program 5.3\_Autoboxing\_and\_unboxing <<<**

## LINKED LIST

import.java.util.ArrayList;

For operations on large number of data, ArrayList would take up a lot of time. In that case, we prefer linked list, since operations such as adding and removing are faster using linked list.

**Declaration**LinkedList<String> my\_list = new LinkedList<String>();

LinkedList has same operations as an ArrayList.

|  |  |
| --- | --- |
| **To get first element** | my\_list.getFirst(); |

**ITERATOR**

import.java.util.ArrayList;An iterator iterates through a given list.

Iterator<String> it = my\_list.iterator(); //it does not point to first item here  
while(it.hasNext()) //it points to first item after first it.hasNext()  
 System.out.println(i.next());
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ListIterator provides more flexibility as it is bi-directional. But it only applies to list classes.

ListIterator<Integer> it = my\_list.listIterator();  
while(it.hasNext()) //ListIterator also has it.hasPrevious()  
{  
 if(val1 < it.next())   
 {  
 it.previos();  
 it.add(val1);  
 }

}

**NOTE:** it.remove() removes the last item returned by next() or previous(), and it can be called only once per next() or previous()

**>>> Program 5.4\_LinkedList <<<**

Inner and Abstract Classes and Interfaces

## Interfaces

Interface does not contain any code implementation and is rather used for abstraction.

Like a class, an interface can have methods and variables, but   
- the methods declared in interface are by default abstract (only method signature, no body)  
- all methods are public and abstract (can with implementation since Java 8 and can be private since Java 9)  
- all fields are public, static, and final

Interface acts as a blueprint for a class. A class that implements an interface must define all the methods present in the interface, otherwise it is considered as abstract class.

**Syntax:**public interface Interface\_name  
{  
 //declare constant fields and abstract methods  
 return\_type method(arg1, …);  
 data\_type var1;  
}

//implementation  
public class class\_name implements Interface\_name { }

**INTELLIJ tricks**To implement all the methods from an interface in a class:  
Alt+insert > Implement Methods > Select methods > OK

**NOTE:** An object can be **declared** as an interface type but it must be **defined** as a class type object.  
Example: Interface\_name my\_object = new class\_name(args, … );  
Here you will have to use class casting to access methods of the class that my\_object belongs to. On the positive side, you can hold different objects that have common interface in this way.

**NOTE:** A class can not inherit from multiple classes, but can implement multiple interfaces.

**>>> Program 6.1\_Interface <<<**

## Inner Classes (Nested Classes)

The class written within a class is called the nested class, and the class that holds the inner class is called the outer class.

**Syntax**public class Outer\_class()  
{  
 class Inner\_class() { }  
}
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<source: tutorialspoint.com>

|  |  |
| --- | --- |
| Inner class | An object of outer class must be defined in order to declare an object for an inner class. The inner class can be either be public or private. The public inner class can be accessed from main as: Outer\_class.Inner\_class my\_obect = outer.new Inner\_class(args,…); |
| Method-local inner class | The scope of the inner class is limited within a method of the outer class. |
| Anonymous inner class | It has no name and thus needs to be defined and instantiated at the same time. |
| Static nested class | It is a static member of outer class. It can be accessed without instantiating the outer class. Just like static members, a static nested class does not have access to the instance variables and methods of the outer class. Outer\_class.Static\_nested my\_object = new Outer\_class.Static\_nested(args,…); |

**>>> Program 6.2\_Nested\_classes <<<**

**Abstract Class**

Abstraction – Declaring what needs to be done but not how it is to be done

Abstraction can be achieved by using either an interface or an abstract class. An interface can extend another interface.

The purpose of an Abstract class is to provide a common definition of a base class that multiple derived classes can share.

* If a class is declared abstract, it cannot be instantiated.
* Abstract classes may or may not contain abstract methods, i.e., methods without body ( public abstract void get(); )
* If a class has at least one abstract method, then the class **must**be declared abstract.
* To use an abstract class, you have to inherit it from another class, provide implementations to all the abstract methods in it.

Interface is used primarily when unrelated classes are expected to implement the interface.

GENERICS

We can make a method, class or interface that operates on a general data type. In other words, same declaration can accept multiple types of arguments.

**Generic method:**  
public static <E> return\_type foo(E my\_var)   
//<E> is not written if the method is a member of a generic class  
{  
 System.out.printf(“%s\n”,my\_var);  
 return E;  
}

**Generic class:**  
public class House<T> // T type can be any class-type and not primitive data types  
{  
 private T t;  
 public void House(T t)  
 {  
 this.t = t;  
 }  
 public T get()  
 {  
 return t;  
 }  
}

**In main:**  
foo(1); //prints 1  
foo(“ablaze”); //prints ablaze  
House<String> my\_house = new House<String>(“Green”);  
System.out.println(my\_house.get()); //prints Green

If no restriction is placed on T, any class-type can be set to the generic class. But if we can also set a upperbound on the type T:  
public class House<T extends upper\_class>   
{ … }

Here, any object of upper\_class or its child classes can only be the type for generic class House.

**Note:** A type in generic class can have multiple upperbounds (one class but multiple interfaces).  
public class House<T extends class\_A & interface\_B & interface\_C> { … }

**Comparable Interface**When a generic class implements a comparable interface, it has to implement compareTo() method. We can set that method to only allow comparing generic object with similar objects. We can also set desired field to be compare.   
public class House <T> implements Comparable<House<T> { … }

**>>> Program 7.1\_Generics <<<**

Naming Conventions and Packages

|  |  |
| --- | --- |
| CATEGORY | CONVENTIONS |
| Packages | * lowercase, unique * internet domain name in reverse * if domain name contains invalid characters, start with number, or include Java keywords, it should be replaced/adjusted with underscore * Example: java.lang, java.io |
| Class name | * CamelCase * Example: ArrayList, LinkedList, String |
| Interface | * CamelCase |
| Method name | * mixedCase |
| Constants | * UPPER\_CASE |
| Variable name | * mixedCase * no underscores and start with lower case |
| Type parameters | * Single capital character * E – Element, K – Key, T – Type, V – Value |

**Packages**

We can not import two packages that have classes with same name. If we need to access the class from second package, we can do:  
com.package.second.MyClass myClassObject;  
However, this needs to be done for every time we use the object of MyClass from second package.

Java object class is imported from the package java.lang, and this import is done automatically.

import java.util.\*  
//this imports all the classes in package java.util  
//this is different than  
import java.util.test.\*  
//here java.util.test is a different package from java.util

**NOTE:**You can use:  
com.example.package\_name;  
org.example.package\_name;  
for the packages you are not going to distribute.

**>>> Program 8.1\_Packages <<<**

**Scope & Access Modifiers**

A class can access private variables from its inner class.

Top Level  
Classes, Enum, and Interfaces at top level must be public or package-private. Package-private is specified by not specifying (except interfaces where all methods and variables are private).

Member Level   
Public – can be accessed from anywhere  
Private – only visible to the class it is declared in  
Protected – visible in the same package or in subclasses anywhere

A static method can not call a non static method since non static method requires an instance of the class. But non static method can call static method.

Final keyword in a variable means that the variable can only be defined once either at the class definition or in the constructor. Final keyword in a class means that the class can not be changed or extended.

Java Collections

Collection frameworks:

* Interfaces
* Implementations (Classes)
* Alogrithms

![Capture.JPG](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAeAB4AAD/4RDyRXhpZgAATU0AKgAAAAgABAE7AAIAAAANAAAISodpAAQAAAABAAAIWJydAAEAAAAaAAAQ0OocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAFB1bnR1IE1haWNoYQAAAAWQAwACAAAAFAAAEKaQBAACAAAAFAAAELqSkQACAAAAAzMzAACSkgACAAAAAzMzAADqHAAHAAAIDAAACJoAAAAAHOoAAAAIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAyMDE5OjAyOjI0IDAxOjAyOjE1ADIwMTk6MDI6MjQgMDE6MDI6MTUAAABQAHUAbgB0AHUAIABNAGEAaQBjAGgAYQAAAP/hCx9odHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvADw/eHBhY2tldCBiZWdpbj0n77u/JyBpZD0nVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkJz8+DQo8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIj48cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIi8+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczp4bXA9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8iPjx4bXA6Q3JlYXRlRGF0ZT4yMDE5LTAyLTI0VDAxOjAyOjE1LjMyNzwveG1wOkNyZWF0ZURhdGU+PC9yZGY6RGVzY3JpcHRpb24+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iPjxkYzpjcmVhdG9yPjxyZGY6U2VxIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpsaT5QdW50dSBNYWljaGE8L3JkZjpsaT48L3JkZjpTZXE+DQoJCQk8L2RjOmNyZWF0b3I+PC9yZGY6RGVzY3JpcHRpb24+PC9yZGY6UkRGPjwveDp4bXBtZXRhPg0KICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICA8P3hwYWNrZXQgZW5kPSd3Jz8+/9sAQwAHBQUGBQQHBgUGCAcHCAoRCwoJCQoVDxAMERgVGhkYFRgXGx4nIRsdJR0XGCIuIiUoKSssKxogLzMvKjInKisq/9sAQwEHCAgKCQoUCwsUKhwYHCoqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioq/8AAEQgA0AIoAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8A+kaKK57xXqt1pr6Ulo+wXd55MhxkldjHj05AoA6Gis7D/wDPaT/vo0Yf/ntJ/wB9GgDRorOw/wDz2k/76NLh/wDntJ/31QBoUVn4f/ntJ/31Rh/+e0n/AH1QBoUVn4f/AJ7Sf99UuH/56yf99UAX6KoYf/nrJ/31Rh/+esn/AH1QBfoqhh/+esn/AH1Rtf8A56yf99UAX6KobX/56yf99UbX/wCesn/fVAF+iqG1/wDnrJ/31S7G/wCesn/fVAF6iqOxv+e0n/fVGxv+e0n/AH1QBeoqjsb/AJ7Sf99UbG/57Sf99UAXqKpeW3/PaT/vqjy2/wCe0n/fVAF2iqXlt/z2k/76oEbf89ZP++qALtFU/Lb/AJ6yf99Gjy2/56yf99GgC5RVPy2/56yf99GgRt/z1k/76NAFyiqnln/nrJ/30aPLP/PWT/vo0AW6KqeWf+esn/fRo8s/89ZP++jQBboqp5R/56yf99Gjyj/z1k/76NAFuiqnlH/nrJ/30aPKP/PWT/vo0AW6Kq+Sf+esn/fRo8k/89ZP++jQBaoqr5J/56yf99GjyT/z1k/76NAFqiq3kn/nrJ/30aPJP/PWT/vo0AWaKreSf+esn/fRo8k/89ZP++jQBZoqv5H/AE1k/wC+jR5H/TWT/vo0AWKKrQ7lu2TezLtB+Y5rM13Ubm01XSLaB9kd3MyS8ckBCRz25FAG5RVQxHP+tk/76NHln/nrJ/30aALdFVPKP/PWT/vo0eUf+esn/fRoAt0VU8o/89ZP++jR5R/56yf99GgC3RVXyj/z1k/76NHkn/nrJ/30aALVFVfJP/PWT/vo0eSf+esn/fRoAtUVV8k/89ZP++jS+Sf+esn/AH0aALNFVvJP/PWT/vo0eSf+esn/AH0aALNFVvJP/PWT/vo0vkf9NZP++jQBYoqt5H/TWT/vo06zZnt8uSxDMMn60AT0UUUAFcl46/4+PD//AGER/wCi3rra5Lx1/wAfHh//ALCI/wDRb0AbtFFFABS0lLQAUUUUAFLSUtABRRRQAtc/a6rd3c1wGcII5SihB2/GugrktL/197/13atKauzOpojX+0T/APPd/wAh/hThPOf+W7/kP8KiFc14u8TXWjXGnaZpFvHPqepSFIRK2EjAGSx/DPFbNJGSbOsEsx/5bv8AkP8AClEk3/Pd/wAh/hXHwSeM9LvoH1I2GqWDZNw9uvkNbAAnd8x+YcduabF8StNe4idrDUF02WfyE1Joh5JbOPXcBnjOMVOhWp2oaX/nu/6f4UoMp/5byfp/hXk8/wASNZitbyVfs2IdcNkpMfHk/Pz16/KOa6YfErT/APXrp9++mLL5L6ksa+SrfQndjjrtxS0HqdoPNP8Ay3k/T/ClAk/57yfp/hXI3vxDsre6uUsNN1DVLezbbdXVlGrRwn05ILY/2Qa5jWfipqdnrevW1vp0kdnY2AuYbgojFCd3LLvBIOOnXg5pXQ9T1gJIf+W8n6f4Uojc/wDLxJ/47/hXGf8ACxreKKKCDTr7VbxLcT3S2US/uVOeTuYDPHQEmnTfE/TReafa6bp9/qc2oQGaFLZF7EgqdzDB+U9aV0PU7MQuf+XiX/x3/CnCBsf8fEv/AI7/AIVj+F/FFl4p097qxWWJopDFNBMAHiYdQcZH5GtwGkMh+aK6jXzWdWByGx/QVYqvIc3sP+6asVMhxClFJQKkoWiiigApRSUUALRRRQAUUUUALRRRQAUUUUALS0gpaACiiigAFLSUUARJ/wAfzf7grC8Tf8jD4e/6+ZP/AEWa3Y/+P5/9wVheJv8AkYfD3/XzJ/6LNAGnq909jpF3dQhTJDGXUMOM1iabq15e6XbXMk215oldgoGASM8Vq+JP+Ra1H/rg1c9oX/IvWH/XvH/6CK2pJO9zKo2rGsLy5/57t+Q/wpwu7n/nu35D/Cq4p46VrZdjK7J/tVz/AM93/If4UouLg/8ALw/5D/CoRTx2pWQ7sl8+4/57v+Q/wpwlnP8Ay8P+Q/wrgPil4v1XwhpFlcaJHFJNPcpEVlTduBYDA5681S8d/Em70bwbpl74cSKa/wBQG5A67lQL/rCRnttYVLsUrnpwkn/5+JPyH+FO3zf8/En5L/hXET/ESKws4Xm0q/uglrFNd3EKIkcZZAxxvYFuv8OaluviRp8WoadZ6fp9/qc2pWn2q3Fqi8rxwdzDB578VOg9Tsw03/PxJ+S/4U8eaf8Al4k/Jf8ACsTw34mtPEtrPJaxzQTWsnlXFvOuHibng4yOx6GtsUDFAl/5+JP/AB3/AApwST/n4l/8d/wopwNIYCOT/n4l/wDHf8KbL5sSbhPIeRwcev0qQGo7o/uf+BD+dC3DoXByo+lR2P8Ax7H/AH2/maep+QfSo7H/AI9v+Bt/M1kaFmiiigArkvHX/Hx4f/7CI/8ARb11tcl46/4+PD//AGER/wCi3oA3aKKKAClpKWgAooooAKWkpRQAUUUUALXJaX/r73/ru1dbXD2up2lleXsd1KY389uCjf4VrT3M6mxvCsDxT4YbXzZXdndGz1HT5C9vPtyOeCCPQiro1/TP+fof98N/hTh4g0z/AJ+h/wB8N/hWrsZamGfDPiHWrmL/AISbV4BaRKy+RYKy+aWUqSxPselZ8fw91b+zoNBl1O2OhQ3AmAEZ85gG3BSenXHPtXXDxDpf/P2P++G/wp3/AAkWlf8AP2P++G/wqdCtTip/hbdz2N1bC/gCz6qb0Ha3EZDjb9fnqlH8F/IJtIv7MksjNv8APmhLXAXPT+7+NeiDxFpX/P2P++G/wp3/AAkekgc3i/8AfDf4UrId2c1H4J1vR3v7fwxqtvaWOoSmWQyxkyxEnnZjj86p+IfhnqeqahqstlqVuI9U08WkpuFYuGG7DDH+9XYw+KNGmjEkN8jo3RlViD+lSDxJpP8Az+L/AN8N/hS0HqctD4E1nR7ya68O6jaRy3luIboXMbEAgEblx9eh9Km0P4ctoniTSNQgvEeGwtmikVlO53ZmJI7AfNXS/wDCSaT/AM/i/wDfDf4U4eJdJ/5/F/74b/ClZD1M7wT4Un8LLqYubiOc3t006+WCNoPY5rqgfSsceJtJ/wCfxf8Avhv8KX/hJtI/5/F/74b/AApAabf8f0X+6as1l2Oo2upXitZS+aI1O4gEY/OtSpkVEKKKKkoWiiigAooooAWigUUAFFFFACiikpaACiiigApaSigB1FJmloAKKKKAIo/+P5/9wVheJv8AkYfD3/XzJ/6LNbsf/H8/+4KwvE3/ACMPh7/r5k/9FmgC74k/5FrUf+uDVzuhf8i/p/8A17R/+giuj8RKW8OaiFBJMLYAHWuO0jWLGDRbKKWba6QIGUo3B2j2rak9zKp0N8U4VmDXtN/5+f8Axxv8KUa/pv8Az8/+ON/hW10ZWZqCnisoa/pn/P0P++G/wpw8QaZ/z9D/AL4b/Cpuh2Zn+MPC0viaTSmhnjiFjeR3DhwTvVWBIHvxXLt8J7pzrKtqUTxXClNORlOLYMdzZ+pLdPWu7HiHS/8An6H/AHw3+FKPEOl/8/Y/74b/AAqXYpXOG1D4V315czsbmwuVns47cNdxszW5WNVJj7YO3PPrWZDoWv6L4/8ADumafc2Zu7TSZI2ldGMTqHAHuD0r00eJ9HM3lfbk8zbu27Wzj16VIPEWl/8AP2P++G/wqbIepT8IeGpfD8d/PfXCXF9qMwmuHjXagIzgD2ANdKDWR/wkelf8/Y/74b/Cnf8ACR6V/wA/Y/74b/CjQeprg04GsceJNJ73i/8AfDf4U4eJdJ/5/F/74b/CkBsA1Fcn9z/wIfzrN/4SXSf+fxf++G/wo/t3Trtkht7kPIzDChW55+lC3G9jfX7o+lMsf+Pb/gbfzNSD7o+lR2P/AB7f8Db+ZrI0LNFFFABXJeOv+Pjw/wD9hEf+i3rra5Lx1/x8eH/+wiP/AEW9AG7RRRQAUopKUUAFFFFABSikqnq2pRaPpM+oTo7xwgZVMbmywUAZ9yKALtFYQ13VSoI8K6iQRkf6Rbf/AB2l/tzVv+hU1H/wItv/AI7QBuUorC/tzVv+hU1H/wACLb/47R/bmrf9CpqP/gRbf/HaAN6isL+3NW/6FTUf/Ai1/wDjtH9uat/0Kmo/+BFr/wDHaAN2isL+3NW/6FTUf/Ai1/8AjtH9uat/0Kmo/wDgRa//AB2gDeqOf/j1l/65t/Ksb+3dW/6FTUf/AAItf/jtMn1zVjby58KaiPkbn7Rben/XWgCP4ff8iJp3+5/QV0lcD4E1nU4vBVgkfhm/mUJxIs9uAenrIDXQ/wBu6t/0Kmo/+BFr/wDHaAN6isH+3dW/6FTUf/Ai1/8AjtL/AG7q3/Qp6j/4EWv/AMdoA3aKwv7d1b/oU9R/8CLX/wCO0f27q3/Qp6j/AOBFr/8AHaAN4UVg/wBu6t/0Keo/+BFr/wDHaX+3dW/6FPUf/Am1/wDjtAG7RWF/burf9CnqP/gTa/8Ax2j+3dW/6FPUf/Am1/8AjtAG6KWsEa5q5PHhPUf/AAJtf/jtVNN8Y3mrW7zWPhfUpERzGSZ7YfMOvWWgDqaKwv7d1f8A6FPUv/Am1/8AjtH9u6v/ANCnqX/gTa//AB2gDdpawf7d1f8A6FPUv/Am1/8AjtH9u6v/ANCnqX/gTa//AB2gDeorC/t3V/8AoU9S/wDAm1/+O0f27q//AEKepf8AgTa//HaAN2isL+3dX/6FPUv/AAJtf/jtH9u6v/0Kepf+BNr/APHaAN6isH+3dX/6FPUv/Am1/wDjtL/b2rf9CnqX/gTa/wDx2gDdorm7jxZcWDQtqnh6/s4ZZBGJnlgcAnpkJIT+ldLQAlLSUUALmjNJRQAyP/j+f/cFYXib/kYfD3/XzJ/6LNbkX/H8/wDuCsPxN/yMPh7/AK+ZP/RZoA3z1NJSnqaSgAooooAWigUUAFFFFAHORf8AJT5v+wT/AO1RXSVzcX/JTpv+wT/7VFdJQAUUUUAFFFFAC0ZpKKAFzUdj/wAe3/A2/mafTLH/AI9v+Bt/M0AWaKKKACuS8df8fHh//sIj/wBFvXW1yXjr/j48P/8AYRH/AKLegDdooooAKKKKAForJ1nUZ7O+02CAgLdO6uSMkbVBGKnEk5/5bt/3yv8AhVqDauQ5JOxfrB8cf8iTqH1h/wDRyVpAzH/lu3/fK/4VDf2C6pYSWd5K7wS7d6jAzhgw5HuBRyMOdGjF/qU/3RTqrJHIFAFw+AMD5V/wqQRSH/l4f/vlf8KOUfMS0UwQSf8APw//AHyv+FNtnZ7dWc5Y9Tik1YadyalpBVbU7l7PTJ7iLBeNCRmpGWqK5y11W8nt45GlwWGSAo/wqwt7dH/lt/46P8K29lIy9qjbFMn/AOPWX/rm38qy1urk/wDLc/8AfI/wp/nTyIVadsMCD8q/4VPs2P2iKHw+/wCRE07/AHP6CukrF0yyXStOisrGRo4IhhFODj8TV0GY/wDLw3/fK/4UuRj50XaWqoWU/wDLw/8A3yv+FLbO5mlR3LhTwSAP5UnGw+Ys0UUDkipKClrk7bX765urxC6osE7RqFUdASO/0q2NSvP+e3/jg/wrVUpNXMnVinY6GisJb+7P/Lf/AMcX/CpFvLo/8tz/AN8r/hR7Jj9ojaX7w+tct8P/APkB3P8A1+Sf0rSW6us/68/98r/hVfTLJdLt3hspGjjdzIwODlj160vZsOdG/RWcslwf+Xhv++V/wqRTOf8Al4b/AL5X/ClyMfMi7RVVUmP/AC8v/wB8r/hT7R3bzRI5fa2ASAP5UnGyGpXLFFJSipKCiuSsfEF/eLM7SKmyZowFQdBirY1O8P8Ay3/8cX/CtVSk1cydWKdjoqKwV1C8P/Lf/wAcX/Cni9uz/wAtz/3yv+FHsmP2iKHxA/5A1n/1+R/zrrD1NczqFqNWgSG+kaREcSKBgYYdOlaAuLkn/j4b/vlf8KXs2HOjVorNEtwf+Xhv++V/wqQNOf8Al5b/AL5X/ClyMfMi9RVRVmPW5f8A75X/AAqSzd5IW8xtxVyM4ApONkNO4+L/AI/n/wBwVh+J/wDkYfD3/XzJ/wCizW5F/wAfz/7grD8T/wDIw+Hv+vmT/wBFmpKN7uaKp6vdPY6Td3UQBeGMuoPTNc5ZeIdQudPt53lUNLErkBBgEgGrhBz2IlNR3Ovorlv7avv+ew/74H+FH9tX3/PYf98D/CtPYSI9tE6mlrlf7avv+ew/74H+FH9tX3/PYf8AfA/wo9hIPbROqorlf7bv/wDnsP8Avgf4Uo1q+P8Ay2H/AHwP8KPYSD20SaL/AJKdN/2Cf/aoro65BJpBqx1IP/pTQ+QXwPuZzjHTrV0apeH/AJb/APji/wCFL2Mh+1idFS5rAXULs/8ALf8A8cX/AAqQXt0f+W5/74X/AApeyY/aI26Kx1uro/8ALw3/AHyv+FSLPcn/AJeG/wC+V/wpezY+dGpRWeJLg/8ALw3/AHyv+FDyToob7Qx5HBVf8KXIw5kaFMsf+Pb/AIG38zTxyo+lMsf+Pb/gbfzNQWWaKKKACuR8d/6/QP8AsIj/ANFvXXVyPjv/AF+gf9hEf+i3oA3h0opBS0AFFFFAHP8AiP8A5DOh/wDXWb/0AVoCs7xJ/wAhnQ/+uk3/AKAK0FNbw+Exn8RzPjnxVdeGobBbJIozeTGN7y4RnhtgATuYLyemOo69ar+HfGN60l6+tX2k32nW0Pnf2jpzbVHIG1oyzMDz61f8SaRrN9eWt3ot7bqIVKS2V4pMM455JAJB/DtXNTfDK61q4vptWaw037Ta/Z/J0vdtY7wwZiQueVx06UO4Kx01l8Q9Nu7iKA2WoWzXMZe0a4hVVucDOF+Y8+xxTfh340u/GFnqEt7p0lm1rdvCpKgKwBIA+8fmGOe1cxoPwuu7LWNPub5dNjj0/JV7d5ZHkOMAkNgL17ZrqvBHhy/8MLqltdy281tcXklzA8Rbfh2JIYEYGOOhNTqPQ7ANUNn/AMeiUoam2X/HnH9KUthx3LFUNd/5AN3/ANczV6qGu/8AIBu/+uZrM0MCwP8AoMP+6KvIeRVCwP8AoUP+6KuI3IrvOEwtA8RXep+Mtd0qdIlt9P8AL8oqp3HcuTk5/pTNQ8axaP4vvrHUJkjsbOzS4Y+SS3IH8W7nr0x+NZi+HvFGmeLtV1bQpNKkh1HZlLuSRWXaMfwoRRP4M1vVNevtV1C5sIZbqxS32RBpFDADJIYDI4rF3NlYt6h8T4IdAvbux0nUhcRW5mtxNCuyQD+LcrkY+pB56V03g/XZvEXhez1O5tmtpJ0DMjAD8sE8V5/Z/DHU83vm3NlYR3Fm1t5NnJI8cjHHzsGA29Ogz1rvPCOnXui+GLTTtSMDTW6bN1uxKkfiAanUeh0Qei0Obif/AHh/KoQ9SWJzNP8A739KUloVHcu0o+8PrTRTh94fWsTU4DTf+P7U/wDr7f8Amal1vV4NB0O51O6BMduudo6sewqLTf8Aj+1P/r7f+ZqXWNKt9d0a5028z5Vwm0kdVPqK7Y/AjjfxM5211Dx7faYmq20GjwxSJ5qWEqu0hXrgyA4B/wCA1e8KfETTvE19bacsE0GoTRF3jIBRCOo3Z/pWS/h/x3DpUWl6frenrDCNiXThxKVxjBUKR+tVNB+Hut6BeafqmmzWAv4YjFOszuVfOPmBC9fbFQ+YtWOrj+IWjvpxu40unJuDbR26xgyyuMcKM47jkkU5viRo0GmzXdzDeQvBMkE1rJEomjZiAMjdjHI6GuST4VXz6HAl1dWk+oQXbXIBZ1ikDY+UkDcOnUCrKfCueXQr+KSWztb65mSWMW+9o1KkEAs3J6elT7xWh2914y0qw1ldNu2ljkNp9rMhUbFTBPJznPHTFRab8QNLv762tntb6zW7z9lnuoQsc/8AukMT27gVy8/gDXNd1qS78QXljHE+n/YwloXJUgHB5UZ6iotB+Fl1Zavp018NNSHT23LJA8skkvXGQ2Av4ZqdStD1tTg02z6z/wC/TN+Wz6mnWByJ/wDfpS2Gty1SikpRWRoef6N/qLn/AK+n/pUmt38ml+H72+gVWkt4WdQ3QkDPNRaP/qLn/r6f+lS61YPqug3ljEyo9xC0as3QEjFdy+FHE/iOUtdc8ZjwjB4lkm0i5tmiM0lmlrJE4QEggOZGGcD+7WxF8RdMktLaW2tL28kmg8+SK1jDmBehLEkDqKybbw74v/4RWDw5LPpMFmkZie4ikkeQoWJOFKAZ5x1qpe/CowXiy6L9knia3EDR3ssibT3YFAc/Q1n7xpodXJ8QdIAtBYR3epTXaF0hs4wzqB1LbiAMfWotN+KGh6jdQQQwXySTXf2QCWFRtkwTz83T5TWTY+AdS8PXNnqHh24sftkUDRTxzqyxuDz8pAJHOK5jwl4Y1fW21C8guLRNT0zWvO2ybhE5w4xkAnv6VDbKVj1Gfx3o1ndatBdNNE2lFVnJQYYtnATnJ6e1WdD8ZWOs6k2nG1vNPvRH5q297EEZ0/vDBI/XNcRc/DLU9aTXZdbvrQXWpyJLH5G4ohXPByAcc9a1vB/gS40bxGdY1CPT4ZFiMaR2bySde5Z8Y6dMUtStD0VW5osf9TJ/10P9KiVuak0//j3f/rof6VMthrcni/4/m/3BWH4n/wCRh8Pf9fMn/os1uRf8fzf7grD8T/8AIw+Hv+vmT/0WazNC54j/AORb1H/rg1cfpX/IFsf+veP/ANBFdh4j/wCRb1H/AK4NXH6V/wAgWx/694//AEEV04fdnPX2RarmvGPiO50C3tRaJGhuZhG11OjNFAP7zBeT+ldLWD4g0nVby6trrSbyEeTkSWd0uYZgfXAJB49O9dMr20OeNr6mboviq6M1wdXvNMvNPiiMn9oWLbVXHZoyzEfXNXLLxxp15cxRPbXtoLgE28lzEFWf/dwT+uKw5vh3Pq93cT6qbKwEtu8Ji03dtfd3YkDOPpVuPwlrN7Npqa1dWf2fSzug+z7t0jDpuyBjp2zWa5y/dC4+I0Fx4Zv9U0bTL+b7LGxDSQqE3DPX5uQMZOO1W7PxzC2l6dJcWF5Jf3kPmi0t41Zsc5blsAcdzTdO8I3Nr8PLrw9NcQmedJV81M7RvzjtnvWNdfDy/uF0y5c2M13Z232aSKSWRY2UEkMGUZzz6Ue+HunRL8QtIcQpZxXl5dyEg2cEQMseM53AkAdPWuV1j4rarbJrMmm2cIWyliSGO5hYPlgNwYBuuScY/Wrej/DvUPD18mraNNYjUWJE0ThxEynsG5OenOKbc/DjW9SuNQur6+sTPe3EMpCbtqhMcdPQVL52i1yXNbxF8RZdN+Htrq+mQxS6ndYiSBxlVlA+cEAg4GCOta1n48SPw3ot1e2V1d32o2S3LRWMIKrwCxyzAAc9zmsCX4aXMutanP8AbYTYyrI1lbtn9zK5yzHj69PWmL8ONYRNNR59Pvo7XT47UxXEkirEyqAWTaPmzjvip94funSL8UdEdbD7Lb391JftIkMUMKlg6bdynLAA/MO+Pet/w94osfEJuI7ZJ7e5tW2z21ygWSP0yASMfj2rx+Dwxr/hTxj4b021m0+WczXdxC53hCG8vIYYyOg6Zr07wp4butK1XU9Y1aaGTUdSKiRbcHy0VclQCcE/ePap1ZWh2CtRK37sf7w/nUStRI2VX/eH86LBc1l+6PpSWH/Hr/wNv5mlX7o+lJYf8ev/AANv5muc3LNFFFABXI+O/wDX6B/2ER/6LeuurkfHf+v0D/sIj/0W9AG6KWkpaACiiigDmPF93BY3+jXF1IIolll3O3QfKKgHi/Qx/wAxGH8666lFaRnZWIcLu5yY8YaF/wBBGH86H8beHoYy8uqQIo6ktgCusrB8cf8AIk6h9Yf/AEclP2guQqjxpoH/AEEovzpf+E10D/oJRfnXSxf6lP8AdFOpc/kPkOZ/4TXQP+glF+db+nsHsImXoRkVYoqXK6Go2YVQ13/kA3ntGT+lX6Kko87tPEekx2savfQhguCN1WB4n0f/AJ/4f++q70Utb+2fYx9ku5wo8U6MP+YhD/31Tx4s0Uf8xCH867eil7V9h+yXc4seLtE/6CEP508eL9DH/MRh/OuxpaXtPIfszj/+Ew0P/oIw/nW3oV7BqEMtzaSCWF2+Vx0NatFJzurDULO4Uq/eH1pKKzLPNYtXsbDU9TivLmOF/tTnaxwcZNWh4m0cf8v8P/fVeg0VsqzStYxdJN3OBHijRv8AoIQ/99VIPFeijrqEP513VFHtn2D2S7nEDxbog/5iEP508eLtDH/MRh/Ou0paXtH2H7NHGjxhoX/QRi/OnjxloX/QRi/Ouvope08h8hyX/CaaCP8AmIxfnW7ol1De2b3Fs4eKRsqw6GtCik5XVhqNncWlFNpags8wsta0+y+1Q3V3HFILlyUY4I6VcHibRx1v4f8AvqvQ6K3VZpWsYukm7nn48UaN/wBBCH/vqpF8VaKOuoQ/nXeUUvbPsHsl3OGHi3RB/wAxCH86cnizQUztv4Bnk47129FL2j7D9mcYPGGhD/mIxfnTx4y0LvqMX512FFL2nkPkORHjTQR11KL866HR5kudOE8Lbo5GLK3qKu0uaTldWKUbMZF/x/N/uCsPxP8A8jD4e/6+ZP8A0Wa3Iv8Aj9b/AHBWH4n/AORh8Pf9fMn/AKLNQUXfEQLeHNRCjJMLYArz7Ttd0yHSrSKW9iV0gRWUtyCFGRXqR6mkrSFRw2InBT3PNv8AhIdJ/wCf+H/vqj/hIdJ/5/4f++q9JorT28uxn7Fdzzb/AISHSf8An/h/76o/4SHSf+f+H/vqvSaM0e3l2D2K7nm3/CQ6T/z/AMP/AH1R/wAJDpP/AD/w/wDfVelUUe3l2D2K7nmw8RaSP+X+H/vqpF8S6QOt/D/31XotFHt32D2K7nnw8T6OP+X+H/vqnjxTow/5iEP/AH1XfUVPtn2H7JdzhP8AhKdDLBjfQ5HQ56U8eLtE/wCghF+ddxRR7V9h+zRxQ8X6GP8AmIw/nU1v4l0m+uI7e1vY5JXYbVU8nmuvope08h+zAfdH0pLD/j1/4G38zS5pLD/j1/4G38zWRoWaKKKACuR8d/6/QP8AsIj/ANFvXXVyPjv/AF+gf9hEf+i3oA1r2ZrexmmjxuRcjNYFnq95c2kUzy4Z1DEKOK29V/5BNz/1zNctpZ/4ltv/ANcx/Kuiik73MKratY1hf3R/5bH8hTxe3J/5bN+QqoteZRePNSuri4W41vTNDuo3ZY9O1CHYTjpmRiBz7ZrWSiuhmnJ9T1sXdwf+WzfkP8KeLmf/AJ7N+Q/wrio/GkkItLKTTZr3WJIfNltLB0cRrkgMXJC4OPWorn4o6RbWFpOtpfTy3Fy1qbaOLMkUoXO1h75HI9al8pS5jvRPOf8Als/5D/Cory3XUrKS0vHaSGTG5eBnBBH6gVwsHjy//wCE9l0u70qa206Ow+1PJIUDRY5LN83Ttgc5rQtPiNYS3Fr9rsL6ytL0sLW8uEAjmwC3GDkfKpPIHFT7o9TtFMgAHnPgD2/wp48w/wDLeT9P8K8w8R/FOaDw9Jf6Bpd2YTcLDFqEsSmFjuweM7sdecYpL7x9qC+JLuwvNZsPDSQNtg+325IuR/fDEhQD9e9ToVqephX/AOe8n6f4U8Rsf+W8n6f4VxVn42msfD9rPrkUV3e3cpitY9MkWYXY/vqQcAc9yMZrL8UfFS403QpZNM0i5j1O3uo4ri1udgMSseD97Bzg4IJ6HNS7D1PSxCT/AMt5P0/wokiZImYTSZAzzj/CotOuZLrToJ5omhkkQM0bEEqfwJFTTt/o7/SgY+MkxqT1Ip1Mi/1K/Sn1kzRC0UUUAFFFFAC0UgpaACiiigApaSigBaKKKACiiigBaKSlzQAUUUUAFFFFABmlpKKAFopKXNABRRRQAUUUUAFFFFADYf8Aj9f/AHBWH4n/AORh8Pf9fMn/AKLNbkP/AB+v/uCsPxP/AMjD4e/6+ZP/AEWaAN0/eNFIepooAWijNFABRRRQAUuaSigBaKSjNAC0UZooAKKKKACiiigApLD/AI9f+Bt/M0tJYf8AHr/wNv5mgCzRRRQAVyPjv/X6B/2ER/6LeuurkfHf+v0D/sIj/wBFvQBpar/yCbn/AK5muV0z/kG2/wD1zFdVqnOk3OBn92elcRp+qWkenwK7uGCAEGJuP0rooNK9zCsm7G2prjLjwnr7Wdzp66jZXtnMW2vfxF5Ywe2ehx710Y1myH/LVv8Av03+FPGt2P8Az1b/AL9N/hWz5X1MVdHM6d4BvPDlxb3nhvUIhcrbC3nF2pZJAGLA8cg5Y02H4bTJcWF0b+N7pNQa+u2KECQlAoCjtwBXVjXLD/nq3/fpv8KeNe08f8tW/wC/Tf4VNolpyMbVfBs+o+LJ9SS5iFpeWDWVxE4O8A8hlI75x1rD0v4Ri1vLQXI0z7Na7gJIbbE0oKlfmJ4BweoruB4g07/ns3/fpv8ACnjxDp3/AD2b/v03+FS0hps4u8+HOvSeGz4cstWsk0pZhJF5kLeYFDZCnHGPet248NeIIb66bTtSs7q0uuTb6lGziI9wmO3PStkeI9NH/LZv+/Tf4U8eJNM/57t/36b/AAqbIq7OLm+EEcvh+ztmuYJry1uHuAs0WYCXxuXb2HyjFNPwjlOiahFFNp1ne3U0UiC1tysS+WSQD/EetdwPE2mD/lu3/fpv8KcPE+l/892/79N/hSsh3Zqaek0GnwRXRRpUQKxjztJHpmpZm/ct9Kx/+Eo0v/nu/wD36b/Cg+JNNmxHHM5ZyAB5TdfyoA34v9Sn0p1NiGIUz6U6sXuarYUUtNpaQxaKKKACiiigBaKQUtABRRRQAUtJRQAtFFFABRRRQAUtJRQAtFJS5oAKKKKACiiigAooooAM0uaSigBc0ZpKKAGw/wDH8/8AuCsTxP8A8jD4e/6+ZP8A0Wa24f8Aj+f/AHB/OsTxP/yMPh7/AK+ZP/RZoA3D1NFB6migAooooAWikozQAtFFFABRRRQAUUUUAFGaKKAFzRmkooAWksP+PX/gbfzNFFh/x6/8Db+ZoAs0UUUAFcl48DBtElCOyRX4Zyqlto8t+TiutpCoYYYAj3FAHO/29p//AD1f/v0/+FL/AG9p/wDz1f8A79N/hW/5Uf8AzzX/AL5o8qP/AJ5r/wB80AYH9vaf/wA9X/79N/hR/b2n/wDPV/8Av03+Fb/lR/8APNf++aPKj/55r/3zQBgf2/p//PV/+/Tf4Uf2/p//AD1f/v03+Fb/AJUf/PNf++aPKj/55r/3zQBgf2/p/wDz1f8A79N/hR/b+n/89X/79N/hW/5Uf/PNf++aPKj/AOea/wDfNAGD/b+n/wDPST/v03+FH/CQaf8A89JP+/Tf4VveVH/zzX/vmjyo/wDnmv8A3zQBg/8ACQaf/wA9JP8Av03+FH/CQaf/AM9JP+/Tf4VveVH/AM81/wC+aPKj/wCea/8AfNAGD/wkGn/89JP+/Tf4Uv8AwkGn/wDPWT/v0/8AhW75Uf8AzzX/AL5o8qP/AJ5r/wB80AYX/CQad/z1f/vy/wDhR/wkGnf89X/78v8A4Vu+VH/zzX/vmjyo/wDnmv8A3zQBhf8ACQad/wA9X/78v/hR/wAJBp3/AD1f/vy/+FbvlR/881/75o8qP/nmv/fNAGH/AMJDp3/PWT/vy/8AhR/wkOnf89ZP+/L/AOFbnlR/881/75o8qP8A55r/AN80AYf/AAkOnf8APWT/AL8v/hR/wkOnf89ZP+/L/wCFbnlR/wDPNf8Avmjyo/8Anmv/AHzQBh/8JDp3/PWT/vy/+FH/AAkOnf8APWT/AL8v/hW55Uf/ADzX/vmjyo/+ea/980AYf/CQ6d/z1k/78t/hR/wkOnf89ZP+/Lf4VueVH/zzX/vmjyo/+ea/980AYf8AwkOnf89ZP+/Lf4Uf8JDp3/PWT/vy3+FbnlR/881/75o8qP8A55r/AN80AYf/AAkOnf8APWT/AL8v/hS/8JFp3/PWT/vy3+FbflR/881/75o8qP8A55r/AN80AYn/AAkWnf8APWT/AL8t/hR/wkWnf89ZP+/Lf4Vt+VH/AM81/wC+aPKj/wCea/8AfNAGJ/wkWnf89ZP+/Lf4Uf8ACRad/wA9ZP8Avy3+FbflR/8APNf++aPKj/55r/3zQBif8JFp3/PWT/vy3+FH/CRad/z1k/78t/hW35Uf/PNf++aPKj/55r/3zQBif8JFp3/PWT/vy3+FL/wkenf89JP+/Lf4VteVH/zzX/vmjyo/+ea/980AYv8AwkWm/wDPWT/vy/8AhR/wkWm/89ZP+/L/AOFbXlR/881/75o8qP8A55r/AN80AYv/AAkWm/8APWT/AL8v/hR/wkWm/wDPWT/vy/8AhW15Uf8AzzX/AL5o8qP/AJ5r/wB80AYv/CRab/z1k/78v/hR/wAJFpv/AD1k/wC/L/4VteVH/wA81/75o8qP/nmv/fNAGL/wkWm/89ZP+/L/AOFH/CRab/z1k/78v/hW15Uf/PNf++aPKj/55r/3zQBn6bew31zJJbFmQKASUK8/jWV4tkEGsaFcSK/lRXDl2VC2392RziunVVX7oA+goZQwwwB+ooAwj4i07P8ArZP+/Lf4Uf8ACRad/wA9ZP8Avy3+FbflR/8APNf++aPKj/55r/3zQBif8JFp3/PWT/vy3+FH/CRad/z1k/78t/hW35Uf/PNf++aPKj/55r/3zQBif8JFp3/PWT/vy3+FH/CRad/z1k/78t/hW35Uf/PNf++aPKj/AOea/wDfNAGJ/wAJFp3/AD1k/wC/Lf4Uf8JFp3/PWT/vy3+FbflR/wDPNf8Avmjyo/8Anmv/AHzQBi/8JFp3/PWT/vy3+FH/AAkWm/8APWT/AL8v/hW15Uf/ADzX/vmjyo/+ea/980AYv/CRab/z1k/78v8A4Uf8JFpv/PWT/vy/+FbXlR/881/75o8qP/nmv/fNAGL/AMJFpv8Az1k/78v/AIUf8JFpv/PWT/vy/wDhW15Uf/PNf++aPKj/AOea/wDfNAGL/wAJFpv/AD1k/wC/L/4Uf8JFpv8Az1k/78v/AIVteVH/AM81/wC+aPKj/wCea/8AfNAGL/wkWm/89ZP+/L/4VqafzZq2CAxLDIxwTkVN5Uf/ADzX/vmn9OlABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAVyPivxP4i8OSRy2+haZeWU95BZwSPq0kUhaV1QFkFuwUBm5wx4Gfauurj/AIlf8gTSf+w9pv8A6VJTirziu7S+9oOj9H+RZm8V3GjXNjD4st9N0sXSzvJcR6iXhhSMKQS7xx9S2Ogxjqc1sprelS6MdXj1OzfTAhkN6twhhCjq2/O3Ax1zWFr9tDcfETwm08SSGFbySMsM7G8tRke+Cfzrg9Uiuo4bya1mt7TTrHxnJPeSXNs01vAnk5WSSNWQlRKysTuAU/OeAaiLvLl/rdL9f66Gyv8A1s3+h67puqafrNit5pF9bX9q5IWe1mWVGIODhlJHBqDVPEOi6G8Ca3q9hpzXBIhW7uUiMpGM7dxGeo6etcr4DY33ibXtWj1ez1aG5jt43utMsjBZyyIHyVYzSeY4UqrEYAwoySCAxtX0bw9488TS+MLuzsEvorcWc1+6olxbrHho0LYDESGQlASfnHHIqno0C1udbqniHRdDaBda1ew05rgkQi7uUiMpGM7dxGeo6eop+oa5pOkMg1XVLKxMmNgubhI92TgY3EZ5IFcHaar4c0LxVr0viE2+nWupWdsNMW9h8gTWiwgGCNHUHIctmIDcN4+XkU3wXps9tr/hVNVgkW8tvDk4RZx+8gUzRYQ+hC7VPfg0LVpf1s3+n9W1mTsr+n4tL9TvB4g0Y64dGGr2P9qAZNj9pTzwMbs+Xnd056dKvu6xozyMFVRlmY4AHrXhtmLl9DPhvUNf0qHV21gzSaWmlPJqf2j7R5gmUm5XIxh/N2bAnsK9I+JNvNc+CZkjgkuYFuraS7hjjLmS2WdGmG0AlhsDZAByMijdJ9y/tW/r+v8Ahja0zxDout20txo2r2GoQQnEstpcpKsZxn5ipIHHPNUbnxlo7+FdW1vQr+x1qLTLaSZ1s7tJFJRC+wsudpOP/rVy3jLVfD3ijw7dv4cltdaeF7RtQk05BcbrNblWkiZ0BB+XefKySRn5eazfFmo6b4hn1jUvCt1Be2Vv4Vv4L67snDwkkKYYi68FxiRtvVQecbuZk3ytrz/BXv8Ap95dNKU4p91+a0/ryO+07xKt9r17p0luIFtLC2vWmaXIImMvy4wMbfK655z2xV3Sdd0jXrd59C1Sy1KGNtjyWdwkyq2M4JUnBweleVeKrW9vX8RQ6eu8/wBkaI06+S0oaBbiYygxqQzjYGygILDIHWk1H7b4l/tq80HXdP1+5Xw9cWu/w/YGKJtzKUieU3EgMnD7UC5AZicbhnacUptL+tL/APAMo6pX8v0PRbnx14Zg0vU76LXdNuU0uMvdLBeRM0R5AVvm+UkjaAcZPFS6D4mtfENrp91YT2MkF7Z/aQIrwPIpBAZQoGGCklS2RhgBjnjn7vW/Cmt+HLqy8PS2d7qEGkXEcMNpEJJbRPLAMbbQTCSQo2NtJK4wSvHLXsj674atV8NzC+ml8FTwxGylDF3DQqyKwz82QV9jxWcd2v62l/khN6Rff/OK/Vnqem+IdF1m4uINI1ewv5rU4njtblJWiOSPmCkleQevpUdp4p8P3+opp9jrum3N68YkW2hvI3kZCNwYKDkjBzn0rjotS0TXvE/hFfBc1vL/AGYsv2sWij/Q7UwFfJlA/wBWTIIsRtg5jPHymsrSbS3tfhl8OGtoY4mGp2jgooBDOH3nPq2459cmjql5pfe7Dv7kpdlf8L/oepXl39la2G63XzpxF+/n8vOQThODubjheM888VTbxT4fTUotObXdNW+mcxx2pvI/NdgxUqFzkkMpGPUEdqzvGX/Hx4c/7DUP/oElcTe2lvF8KfFc8cMazP4huZmkCjcZFvgFbPqAowe2BUxd279P/tf8ype7G/p/7d/kd3ovjXR9d1zWtLsry3abR5RHNi4RiflBZsA8KpO0k/xAjtV/T/EeiavYzXulaxp99a2+RNPbXSSRx4GTuZSQOOee1eX+JlnuP+E/0yzkT7XJqVjdS2rIZXks1S3Er+SCGkjwrghfvYKg5qY3H9tX2sapb+INL1pIfDl1BNNolgYrcA4KJJIbiQFxhyqAZALE4yMrmtDm8v0v/wAD7yuX3rf10/4f7jqfEnxN0LRltIdO1PRr69u7w2axy6okMcThSzGRwHKgcD7p5ZRxnNb0nibQ7fVotJu9Z02DVZNoWxa8QTMSOAEJDHPbjmuS1G3itbL4bQW0axRR38KoijAUCzm4rhfFWsxHwzrccuuW2nvFqkkr+H7O3DXW4XSnz7l5S77dqhwyLGoDLhiNtaWtJx87fl/n5mTfuKS6q/5/5eR7Ve+ItE03U7fTtR1jT7S+udvkWs90iSy5O0bUJy2TwMDrTrvxBo1hqkGmX2r2Ntf3OPItJrlEllycDahOWyQRwO1cVY6x4d0e98UWHjGaziutQ1F5Pst4gd9QgZFWLy48ZmGBsCqGO4EdeK5rVZXtbrxppesa1o9jJq1yzLYXulST3l9A0apCIMXEfmcDaqqpKsDnmpTuk7dL/lp66/hsX1+dv+D6f5rU9Y1HxFomj3cFrq2safY3Fz/qIbq6SN5ecfKGIJ544rSryXxJJD4cubu4HinTINQuNJjivtH8RWe+PU2RMKY8MGLH51IQyrlsbSevpel6hHc2ttFIkdpem1jnksC4MkCsOAQOwIZc4x8pqrf19/8Al/wxCd7f12/z/wCHL9FFFIoKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA//9k=)  
<src - docs.oracle.com/javase/tutorial/collections/interfaces/ >

**>>> Program 9.1\_CollectionBinarySearch <<<**