**project-10**

**Remember that this project cannot be submitted late.**

Write a class called BuildersGame that represents the board for a two-player game that is played on a 5x5 grid. During the game, each players' builders will move around the board and add levels to towers. The winner is the first one to move a builder on top of a 3-story tower.

First, x places her two builders on the board, then o places her two builders on the board. Throughout the game, no two builders can ever occupy the same square. After the initial placements are complete, x must move either one of her builders to an adjacent square (one square orthogonally or diagonally). Builders always move to the top of the tower on their destination square. Builders can move any number of levels down, but can move at most 1 level up (they can also stay at the same level). You can visualize it as the builders hopping from the top of one tower to the top of another, but they can never move to a tower that is more than one level higher than the tower they're on. After a builder moves, it **must** add a level to an adjacent square (it must be adjacent to the builder that moved). A level cannot be added to a square that is occupied by any builder. Once a tower has a 4th level, no further levels can be added. After x has moved and built, the players alternate moving and building in this way until the game ends. If a player moves one of her builders on top of a 3-story tower **or** if her opponent will not have a legal move available, then she has won.

The class should have the following **private** data members - a representation of the board; the current state, which holds one of the three following values: "X\_WON", "O\_WON", or "UNFINISHED"; and something to keep track of whose turn it is.

It should have an init method that initializes the board to being empty, initializes the current\_state to "UNFINISHED", and appropriately initializes any other data members.

Tip: Probably the easiest way of representing the board is to use a list of lists. The init method could then initialize the board to a list of 5 lists, each of which contains 5 empty strings (or whatever character you want to use to represent an empty space).

It should have a get method named get\_current\_state, which returns the current state.

It should have a method named initial\_placement that takes five parameters: the row and column of each of the player's two builders, and either 'x' or 'o' to indicate the player who is placing builders. Rows and columns will be integers in the range 0-4. For example, initial\_placement(0,1,4,2,'o') would place o's builders at row 0, column 1 and row 4, column 2. If one of the chosen squares is already occupied, initial\_placement should return False. Also, if the player placing builders doesn't match the player whose turn it is, or if this method is called for a player that has already made a valid initial placement, then it should return False. Otherwise, it should update the board, update whose turn it is, and return True.

It should have a method named make\_move that takes six parameters: the row and column of the piece to move, the row and column of the square it's moving to, and the row and column of where to build. For example, make\_move(2,0,3,1,3,0) would move the builder at row 2, column 0 to row 3, column 1 and then build a level at row 3, column 0. If the game has already been won or drawn, or if the move is invalid, make\_move should return False. Also, if the builder being moved doesn't belong to the player whose turn it is, or if this method is called before both players have made their initial placements, then it should return False. Otherwise, it should record the move, update the current state, update whose turn it is, and return True. To update the current state, you need to detect if this move put a builder on top of a 3-story tower, or if the opponent will not have a legal move available.

It's not required, but you'll probably find it useful for testing and debugging to have a method that prints out the board.

Whether you think of the list indices as being [row][column] or [column][row] doesn't matter as long as you're consistent.

As a very simple example, your class could be used as follows:

game = BuildersGame()

game.initial\_placement(2,2,1,2,'x')

game.initial\_placement(0,1,4,2,'o')

game.make\_move(2,2,1,1,1,0)

game.make\_move(0,1,1,0,2,0)

game.get\_current\_state()

Your file must be named: BuildersGame.py

| **Assignment 10 Rubric** | | |
| --- | --- | --- |
| **Criteria** | **Ratings** | **Pts** |
| **Code Style Deduction: Used single letter variable names. Known math symbols are okay. (-2 Points)** | 0 pts  Full Marks  Meets style guidelines  0 pts  Point Deduction | / 0 pts |
| **Code Style Deduction: Did not format code correctly. (Colons, indentation, at least 1 blank line after function/methods/classes, name conventions such as snake\_case. Overall.) (-2 Points)** | 0 pts  Full Marks  Meets style guidelines  0 pts  Point Deduction | / 0 pts |
| **Code Style Deduction: Each wrong file/function/class name. (-1 Point each)** | 0 pts  Full Marks  Meets style guidelines  0 pts  Point Deduction | / 0 pts |
| **Code Style Deduction: For each file without required comment headers. (Including inaccurate descriptions.) (-1 Point)** | 0 pts  Full Marks  Meets style guidelines  0 pts  Point Deduction | / 0 pts |
| **Un-covered Material: Used materials not yet covered in the class. (-3 Points)** | 0 pts  Full Marks  Used only approved materials  0 pts  Point Deduction  Used un-covered materials | / 0 pts |
| **Code Style Deduction: For each function without a required docstring. (Including inaccurate descriptions.) (-1 Point)** | 0 pts  Full Marks  Meets style guidelines  0 pts  Point Deduction | / 0 pts |
| **Correctly used an init method to set up board, sets each position to be empty, sets the current state to “UNFINISHED”, and sets whose turn it is. (This last one might be done in initial\_placement, but something to hold the turn state should be in the class.)** | 6 to >4.8 pts  Full Marks  4.8 to >0 pts  Partial Marks  0 pts  No Marks | / 6 pts |
| **Created getter method for state field** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **initial\_placement method has correct parameters.** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **initial\_placement method returns True and False in appropriate situations.** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **initial\_placement method correctly places builders.** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **initial\_placement method does not allow two builders to be placed in the same location or any other illegal position.** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **make\_move method has correct parameters.** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **make\_move method correctly places builders** | 3 pts  Full Marks  0 pts  No Marks | / 3 pts |
| **make\_move method correctly returns True and False in appropriate situations.** | 4 pts  Full Marks  0 pts  No Marks | / 4 pts |
| **make\_move method correctly does not allow builders to occupy any illegal position, such as a square that is already occupied, has a tower more than one level up from their current level, or has a four story tower.** | 6 to >3 pts  Full Marks  3 to >0 pts  Partial Marks  0 pts  No Marks | / 6 pts |
| **make\_move method correctly builds tower segments.** | 4 pts  Full Marks  0 pts  No Marks | / 4 pts |
| **make\_move method does not allow towers to be built in illegal squares or beyond height limits.** | 5 to >4 pts  Full Marks  4 to >0 pts  Partial Marks  0 pts  No Marks | / 5 pts |
| **make\_move method checks and updates game state.** | 4 pts  Full Marks  0 pts  No Marks | / 4 pts |
| **make\_move method correctly determines if either ‘x’ or ‘o’ wins.** | 6 to >4.8 pts  Full Marks  4.8 to >0 pts  Partial Marks  0 pts  No Marks | / 6 pts |
| **make\_move does not allow a move unless it is that player’s turn and correctly changes whose turn it is after the move.** | 4 pts  Full Marks  0 pts  No Marks | / 4 pts |
| **DEDUCTION: Class uses non-private members for board or current state. (-2 Points)** | 0 pts  Full Marks  0 pts  No Marks | / 0 pts |
| **DEDUCTION: Class has structural problems causing it to not function properly. (-6 Points)** | 0 pts  Full Marks  0 pts  No Marks | / 0 pts |
| **Late Project Deduction (within 48 hours)** | 0 pts  Full Marks  0 pts  Point Deduction | / 0 pts |
| **Deduction: Typos/incorrect formatting (Including extraneous/incorrect print statements). (-6 Points)** | 0 pts  Full Marks  0 pts  Point Deduction | / 0 pts |
| Total Points: 0 | | |

*You may not see all comments right now because the assignment is currently being graded*
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