homework1

Question #2 Researchers wish to explore the efficacy of triple-drug combinations of antiretroviral therapy for treatment of HIV-infected patients. Because of limitations on potency and the continuing emergence of drug resistance seen with the use of currently available antiretroviral agents in monotherapy and two-drug regimens, triple combination regimens should represent a more promising approach to maximize antiviral activity, maintain long-term efficacy, and reduce the incidence of drug resistance. Towards this end, investigators performed a randomized study comparing AZT + zalcitabine (ddC) versus AZT + zalcitabine (ddC) + saquinavir. The data, time from administration of treatment (in days) until the CD4 count reached a pre-specified level, is given below for the two groups: AZT + zalcitabine (ddC): 4+, 6, 11, 12, 32, 35, 38+, 39, 45, 49, 75, 80, 84, 85, 87, 102, 180+ AZT + zalcitabine (ddC) + saquinivir: 2, 3, 4, 12, 22, 48, 51+, 56+, 80, 85, 90, 94+, 160, 171, 180, 180+, 238

azt\_ddc=c("4+",6,11,12,32,35,"38+",39,45,49,75,80,84,85,87,102,"180+")  
azt\_ddc\_saq=c(2,3,4,12,22,48,51,56,80,85,90,94,160,171,180,180,238)  
  
# kmTable=setNames(data.frame(matrix(NA,nrow=1,ncol=length(kmTableColumnNames))),kmTableColumnNames)  
kmTable=data.frame()  
getKMTable = function(censoredTimesVector,censorSymbol){  
 #get numeric representation of censor vector  
 censoredTimesVectorNumeric=as.numeric(sub(censorSymbol,'',censoredTimesVector,fixed=TRUE))  
 #count number of actual rows in KM table  
 cnt\_n=length(censoredTimesVectorNumeric)  
 #create first row of KM table  
 kmTable=setNames(data.frame(matrix(nrow=1,c(0,0,0,cnt\_n,as.character("-"),as.character(paste0(cnt\_n,"/",cnt\_n)),1)),stringsAsFactors=FALSE),c("orderedEventTimes\_tj","eventsAtEventTime\_ej",  
 "censoredObservationsInInterval\_cj","inRiskSetAtTime\_nj","kaplanMeirSurvivalCurveAtTime\_s\_tj-1","c\_tj-1","kaplanMeirSurvivalCurveAtTime\_s\_tj"))  
 # orderedIndices=order(censoredTimesVectorNumeric)  
 # censoredTimesVectorNumeric=censoredTimesVectorNumeric[orderedIndices]  
 # censoredTimesVector=censoredTimesVector[orderedIndices]  
 censoredTimesVectorNumeric=sort(censoredTimesVectorNumeric)  
 for (i in 1:max(censoredTimesVectorNumeric)){  
 if(i %in% censoredTimesVectorNumeric){  
 #create empty row to fill in  
 kmTableRow=setNames(data.frame(matrix(NA,nrow=1,ncol=length(names(kmTable)))),names(kmTable))  
 kmTableRow$orderedEventTimes\_tj=i  
 #count how many events at time  
 kmTableRow$eventsAtEventTime\_ej=length(which(censoredTimesVector==i))  
 #count how many censured at time  
 kmTableRow$censoredObservationsInInterval\_cj=length(which(censoredTimesVector==paste0(i,censorSymbol)))  
 kmTableRow$inRiskSetAtTime\_nj=cnt\_n  
 #sum events and number censored at time  
 loss=kmTableRow$eventsAtEventTime\_ej+kmTableRow$censoredObservationsInInterval\_cj  
 kmTableRow[c("kaplanMeirSurvivalCurveAtTime\_s\_tj-1")]=kmTable[dim(kmTable)[1],c("kaplanMeirSurvivalCurveAtTime\_s\_tj")]  
 kmTableRow[c("c\_tj-1")]=paste0((cnt\_n-loss),"/",cnt\_n)  
 kmTableRow$kaplanMeirSurvivalCurveAtTime\_s\_tj=round((cnt\_n-loss)/length(censoredTimesVectorNumeric),3)  
 #update count  
 cnt\_n=cnt\_n-loss  
 #add row to kmtable  
 kmTable=rbind(kmTable,kmTableRow)  
 }  
 }  
 kmTable  
}  
azt\_ddc\_KM=getKMTable(azt\_ddc,"+")  
azt\_ddc\_saq\_KM=getKMTable(azt\_ddc\_saq,"+")  
# write.table(azt\_ddc\_saq\_KM,file="C:/Users/an052283/OneDrive - Cerner Corporation/MSASA/Stat-845/Homeworks/output/Homework1/azt\_ddc\_saq\_KM.tsv",sep="\t",row.names = FALSE)  
# write.table(azt\_ddc\_KM,file="C:/Users/an052283/OneDrive - Cerner Corporation/MSASA/Stat-845/Homeworks/output/Homework1/azt\_ddc\_KM.tsv",sep="\t",row.names = FALSE)  
View(azt\_ddc\_KM)  
View(azt\_ddc\_saq\_KM)  
  
library(survival)

## Warning: package 'survival' was built under R version 3.5.2

#numeric times and censor list (0 for not censored 1 for censored)  
Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))

## [1] 4+ 6 11 12 32 35 38+ 39 45 49 75 80 84 85   
## [15] 87 102 180+

azt\_ddc\_KM\_R=survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1,conf.type="log-log")  
summary(azt\_ddc\_KM\_R)

## Call: survfit(formula = Surv(as.numeric(sub("+", "", azt\_ddc, fixed = TRUE)),   
## ifelse(grepl("+", azt\_ddc, fixed = TRUE), 0, 1)) ~ 1, conf.type = "log-log")  
##   
## time n.risk n.event survival std.err lower 95% CI upper 95% CI  
## 6 16 1 0.9375 0.0605 0.63235 0.991  
## 11 15 1 0.8750 0.0827 0.58598 0.967  
## 12 14 1 0.8125 0.0976 0.52460 0.935  
## 32 13 1 0.7500 0.1083 0.46343 0.898  
## 35 12 1 0.6875 0.1159 0.40460 0.856  
## 39 10 1 0.6188 0.1230 0.33929 0.808  
## 45 9 1 0.5500 0.1271 0.27933 0.756  
## 49 8 1 0.4813 0.1285 0.22410 0.699  
## 75 7 1 0.4125 0.1272 0.17339 0.639  
## 80 6 1 0.3438 0.1232 0.12728 0.575  
## 84 5 1 0.2750 0.1162 0.08617 0.507  
## 85 4 1 0.2063 0.1055 0.05082 0.433  
## 87 3 1 0.1375 0.0900 0.02265 0.354  
## 102 2 1 0.0688 0.0662 0.00443 0.267

azt\_ddc\_saq\_KM\_R = survfit(Surv(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))~1,conf.type="log-log")  
summary(azt\_ddc\_saq\_KM\_R)

## Call: survfit(formula = Surv(as.numeric(sub("+", "", azt\_ddc\_saq, fixed = TRUE)),   
## ifelse(grepl("+", azt\_ddc\_saq, fixed = TRUE), 0, 1)) ~ 1,   
## conf.type = "log-log")  
##   
## time n.risk n.event survival std.err lower 95% CI upper 95% CI  
## 2 17 1 0.9412 0.0571 0.65018 0.991  
## 3 16 1 0.8824 0.0781 0.60598 0.969  
## 4 15 1 0.8235 0.0925 0.54713 0.939  
## 12 14 1 0.7647 0.1029 0.48828 0.904  
## 22 13 1 0.7059 0.1105 0.43148 0.866  
## 48 12 1 0.6471 0.1159 0.37715 0.823  
## 51 11 1 0.5882 0.1194 0.32537 0.778  
## 56 10 1 0.5294 0.1211 0.27617 0.730  
## 80 9 1 0.4706 0.1211 0.22960 0.680  
## 85 8 1 0.4118 0.1194 0.18576 0.626  
## 90 7 1 0.3529 0.1159 0.14483 0.570  
## 94 6 1 0.2941 0.1105 0.10712 0.511  
## 160 5 1 0.2353 0.1029 0.07308 0.449  
## 171 4 1 0.1765 0.0925 0.04348 0.383  
## 180 3 2 0.0588 0.0571 0.00391 0.235  
## 238 1 1 0.0000 NaN NA NA

plot(azt\_ddc\_KM\_R,xlab="Time",ylab="Survival Probability",main="azt\_ddc\_KM survival curve")
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plot(azt\_ddc\_saq\_KM\_R,xlab="Time",ylab="Survival Probability",main="azt\_ddc\_saq\_KM survival curve")
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#6MP as test case  
leukemia\_6MP = c(10,7,"32+",23,22,6,16,"34+","32+","25+","11+","20+","19+",6,"17+","35+",6,13,"9+","6+","10+")  
getNATable = function(censoredTimesVector,censorSymbol){  
 #get numeric representation of censor vector  
 censoredTimesVectorNumeric=as.numeric(sub(censorSymbol,'',censoredTimesVector,fixed=TRUE))  
 #count number of actual rows in NA table  
 cnt\_n=length(censoredTimesVectorNumeric)  
 #create first row of NA table  
 naTable=setNames(data.frame(matrix(nrow=1,c(0,0,cnt\_n,0,0,as.character(paste0(cnt\_n,"/",cnt\_n)),0,0)),stringsAsFactors=FALSE),c("orderedEventTimes\_tj","eventsAtEventTime\_ej","inRiskSetAtTime\_nj","censoredObservationsInInterval\_cj","cumulativeHazardRate\_ht","d\_Y\_ratio","cumulativeHazardEstimatedVariance\_vt","nelsonAalenSurvivalCurveAtTime\_s\_tj"))  
 censoredTimesVectorNumeric=sort(censoredTimesVectorNumeric)  
 sumCensoredInInterval=0  
 for (i in 1:max(censoredTimesVectorNumeric)){  
 if(i %in% censoredTimesVectorNumeric){  
 #create empty row to fill in  
 naTableRow=setNames(data.frame(matrix(NA,nrow=1,ncol=length(names(naTable)))),names(naTable))  
 naTableRow$orderedEventTimes\_tj=i  
 #count how many events at time  
 naTableRow$eventsAtEventTime\_ej=length(which(censoredTimesVector==i))  
 #running total of censured between censured time intervals  
 naTableRow$censoredObservationsInInterval\_cj=length(which(censoredTimesVector==paste0(i,censorSymbol)))  
 sumCensoredInInterval=sumCensoredInInterval+naTableRow$censoredObservationsInInterval\_cj  
 naTableRow$inRiskSetAtTime\_nj=cnt\_n  
 naTableRow$d\_Y\_ratio=paste0((naTableRow$eventsAtEventTime\_ej),"/",cnt\_n)  
 naTableRow$cumulativeHazardRate\_ht=round(as.numeric(naTable[dim(naTable)[1],c("cumulativeHazardRate\_ht")])+naTableRow$eventsAtEventTime\_ej/cnt\_n,3)  
 naTableRow$cumulativeHazardEstimatedVariance\_vt=round(as.numeric(naTable[dim(naTable)[1],c("cumulativeHazardEstimatedVariance\_vt")])+naTableRow$eventsAtEventTime\_ej/(cnt\_n)^2,3)  
 naTableRow$nelsonAalenSurvivalCurveAtTime\_s\_tj=round(exp(-naTableRow$cumulativeHazardRate\_ht),3)  
 #sum events and number censored at time  
 loss=naTableRow$eventsAtEventTime\_ej+naTableRow$censoredObservationsInInterval\_cj  
 #update count  
 cnt\_n=cnt\_n-loss  
 #add row to na table if at least one uncensored variable  
 if (i %in% censoredTimesVector){  
 naTableRow$censoredObservationsInInterval\_cj=sumCensoredInInterval  
 naTable=rbind(naTable,naTableRow)  
 sumCensoredInInterval=0  
 }  
 }  
 }  
 naTable  
}  
  
#adapted from http://sas-and-r.blogspot.com/2010/05/example-739-nelson-aalen-estimate-of.html  
getCumulativeHazardNA = function(time, event) {  
 na.fit = survfit(coxph(Surv(time,event)~1), type="aalen")  
 jumps = c(0, na.fit$time, max(time))  
 # need to be careful at the beginning and end  
 surv = c(1, na.fit$surv, na.fit$surv[length(na.fit$surv)])  
  
 # apply appropriate transformation  
 neglogsurv = -log(surv)   
   
 # create placeholder of correct length  
 naest = numeric(length(time))   
 for (i in 2:length(jumps)) {  
 naest[which(time>=jumps[i-1] & time<=jumps[i])] =   
 neglogsurv[i-1] # snag the appropriate value  
 }  
 return(sort(unique(naest)))  
}  
  
#TEST SET VALIDATED BY TABLE 4.2 in text no page 95  
# leukemia\_6MP\_NA=getNATable(leukemia\_6MP,"+")  
# leukemia\_6MP\_NA\_R=survfit(Surv(as.numeric(sub("+","",leukemia\_6MP,fixed=TRUE)),ifelse(grepl("+",leukemia\_6MP,fixed=TRUE),0,1))~1,conf.type="log-log",type="fh")  
# summary(leukemia\_6MP\_NA\_R)  
# plot(leukemia\_6MP\_NA\_R,xlab="Time",ylab="Survival Probability",main="leukemia\_6MP\_NA\_R survival curve")  
# leukemia\_6MP\_NA\_CH\_R=getCumulativeHazardNA(as.numeric(sub("+","",leukemia\_6MP,fixed=TRUE)),ifelse(grepl("+",leukemia\_6MP,fixed=TRUE),0,1))  
  
azt\_ddc\_NA=getNATable(azt\_ddc,"+")  
azt\_ddc\_NA\_R=survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1,conf.type="log-log",type="fh")  
summary(azt\_ddc\_NA\_R)

## Call: survfit(formula = Surv(as.numeric(sub("+", "", azt\_ddc, fixed = TRUE)),   
## ifelse(grepl("+", azt\_ddc, fixed = TRUE), 0, 1)) ~ 1, conf.type = "log-log",   
## type = "fh")  
##   
## time n.risk n.event survival std.err lower 95% CI upper 95% CI  
## 6 16 1 0.939 0.0606 0.62304 0.992  
## 11 15 1 0.879 0.0830 0.58170 0.970  
## 12 14 1 0.818 0.0983 0.52281 0.940  
## 32 13 1 0.758 0.1094 0.46341 0.905  
## 35 12 1 0.697 0.1175 0.40600 0.865  
## 39 10 1 0.631 0.1254 0.34186 0.820  
## 45 9 1 0.564 0.1304 0.28289 0.772  
## 49 8 1 0.498 0.1330 0.22843 0.720  
## 75 7 1 0.432 0.1331 0.17823 0.664  
## 80 6 1 0.366 0.1310 0.13234 0.606  
## 84 5 1 0.299 0.1264 0.09106 0.545  
## 85 4 1 0.233 0.1192 0.05506 0.481  
## 87 3 1 0.167 0.1093 0.02560 0.417  
## 102 2 1 0.101 0.0976 0.00539 0.367

plot(azt\_ddc\_NA\_R,xlab="Time",ylab="Survival Probability",main="azt\_ddc\_NA survival curve")
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#cumulative hazard, confirmation of results  
azt\_ddc\_NA\_CH\_R=getCumulativeHazardNA(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))  
# write.table(azt\_ddc\_NA,file="C:/Users/an052283/OneDrive - Cerner Corporation/MSASA/Stat-845/Homeworks/output/Homework1/azt\_ddc\_NA.tsv",sep="\t",row.names = FALSE)  
View(azt\_ddc\_NA)  
azt\_ddc\_saq\_NA=getNATable(azt\_ddc\_saq,"+")  
azt\_ddc\_saq\_NA\_R = survfit(Surv(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))~1,conf.type="log-log",type="fh")  
summary(azt\_ddc\_saq\_NA\_R)

## Call: survfit(formula = Surv(as.numeric(sub("+", "", azt\_ddc\_saq, fixed = TRUE)),   
## ifelse(grepl("+", azt\_ddc\_saq, fixed = TRUE), 0, 1)) ~ 1,   
## conf.type = "log-log", type = "fh")  
##   
## time n.risk n.event survival std.err lower 95% CI upper 95% CI  
## 2 17 1 0.9429 0.0572 0.6417 0.992  
## 3 16 1 0.8857 0.0784 0.6021 0.971  
## 4 15 1 0.8286 0.0930 0.5455 0.943  
## 12 14 1 0.7715 0.1038 0.4883 0.910  
## 22 13 1 0.7144 0.1118 0.4328 0.874  
## 48 12 1 0.6573 0.1177 0.3795 0.834  
## 51 11 1 0.6001 0.1218 0.3287 0.791  
## 56 10 1 0.5430 0.1242 0.2802 0.746  
## 80 9 1 0.4859 0.1250 0.2343 0.698  
## 85 8 1 0.4288 0.1243 0.1908 0.649  
## 90 7 1 0.3717 0.1221 0.1501 0.597  
## 94 6 1 0.3147 0.1182 0.1124 0.543  
## 160 5 1 0.2576 0.1126 0.0780 0.486  
## 171 4 1 0.2006 0.1051 0.0476 0.428  
## 180 3 2 0.0872 0.0846 0.0049 0.327  
## 238 1 1 0.0321 Inf NaN 1.000

plot(azt\_ddc\_saq\_NA\_R,xlab="Time",ylab="Survival Probability",main="azt\_ddc\_saq\_NA survival curve")
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#cumulative hazard, confirmation of results  
azt\_ddc\_saq\_NA\_CH\_R=getCumulativeHazardNA(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))  
View(azt\_ddc\_saq\_NA)  
#write.table(azt\_ddc\_saq\_NA,file="C:/Users/an052283/OneDrive - Cerner Corporation/MSASA/Stat-845/Homeworks/output/Homework1/azt\_ddc\_saq\_NA.tsv",sep="\t",row.names = FALSE)  
  
#compare NA to KM survival curve graphically  
#azt\_ddc  
plot(survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1,conf.type="none",type="fh"),xlab="Time",ylab="Survival Probability",main="azt\_ddc NA vs. KM survival curves")  
lines(survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1,conf.type="none",type="kaplan-meier"),col="red")  
legend(150, 1, legend=c("KM", "NA"),  
 col=c("red", "black"), lty=1,cex=0.8)
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#azt\_ddc\_saq  
plot(survfit(Surv(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))~1,conf.type="none",type="fh"),xlab="Time",ylab="Survival Probability",main="azt\_ddc\_saq NA vs. KM survival curves")  
lines(survfit(Surv(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))~1,conf.type="none",type="kaplan-meier"),col="blue")  
legend(150, 1, legend=c("KM", "NA"),  
 col=c("blue", "black"), lty=1,cex=0.8)
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#compare NA to KM cumulative hazard curve graphically  
plot(survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1,conf.type="none",type="fh"),xlab="Time",ylab="Cumulative Hazard",main="azt\_ddc NA vs. KM cumulative hazard curves",fun="cumhaz")  
lines(survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1,conf.type="none",type="kaplan-meier"),col="red",fun="cumhaz")  
legend(150, 1, legend=c("KM", "NA"),  
 col=c("red", "black"), lty=1,cex=0.8)
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#azt\_ddc\_saq  
plot(survfit(Surv(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))~1,conf.type="none",type="fh"),xlab="Time",ylab="CUmulative Hazard",main="azt\_ddc\_saq NA vs. KM cumulative hazard curves",fun="cumhaz")  
lines(survfit(Surv(as.numeric(sub("+","",azt\_ddc\_saq,fixed=TRUE)),ifelse(grepl("+",azt\_ddc\_saq,fixed=TRUE),0,1))~1,conf.type="none",type="kaplan-meier"),col="blue",fun="cumhaz")  
legend(150, 1, legend=c("KM", "NA"),  
 col=c("blue", "black"), lty=1,cex=0.8)
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library(KMsurv)

## Warning: package 'KMsurv' was built under R version 3.5.2

library(tidyverse)

## -- Attaching packages ----------------------------------------------------------------------------------------------------------------------- tidyverse 1.2.1 --

## v ggplot2 3.1.0 v purrr 0.2.5  
## v tibble 1.4.2 v dplyr 0.7.6  
## v tidyr 0.8.1 v stringr 1.3.1  
## v readr 1.2.1 v forcats 0.3.0

## -- Conflicts -------------------------------------------------------------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

#ninit = length(observations)  
  
#vector of time points, whose length is 1 greater than nlost and nevent  
# azt\_ddc\_c=ifelse(grepl("+",azt\_ddc,fixed=TRUE),1,0)  
  
getLifeTableInput = function(censoredTimesVector,censorSymbol){  
 #get numeric representation of censor vector  
 censoredTimesVectorNumeric=as.numeric(sub(censorSymbol,'',censoredTimesVector,fixed=TRUE))  
 #count number of actual rows in KM table  
 cnt\_n=length(censoredTimesVectorNumeric)  
 #create first row of KM table  
 lifeTableInputTable=setNames(data.frame(matrix(nrow=1,c(NA,NA,NA)),stringsAsFactors=FALSE),c("time","nlost","nevent"))  
 censoredTimesVectorNumeric=sort(censoredTimesVectorNumeric)  
 for (i in 1:max(censoredTimesVectorNumeric)){  
 if(i %in% censoredTimesVectorNumeric){  
 #create empty row to fill in  
 lifeTableInputRow=setNames(data.frame(matrix(NA,nrow=1,ncol=length(names(lifeTableInputTable)))),names(lifeTableInputTable))  
 lifeTableInputRow$time=i  
 #count how many events at time  
 lifeTableInputRow$nevent=length(which(censoredTimesVector==i))  
 #count how many censured at time  
 lifeTableInputRow$nlost=length(which(censoredTimesVector==paste0(i,censorSymbol)))  
 lifeTableInputTable=rbind(lifeTableInputTable,lifeTableInputRow)  
 }  
 }  
 na.omit(lifeTableInputTable)  
}  
azt\_ddc\_numeric=as.numeric(gsub("+","",azt\_ddc,fixed=TRUE))  
cuts\_ad=seq(0,max(azt\_ddc\_numeric),60)  
#ensure no loss of upper bound when incrementing  
if(max(azt\_ddc\_numeric)>cuts\_ad[length(cuts\_ad)]){cuts\_ad=cuts\_ad=c(cuts\_ad,(max(azt\_ddc\_numeric)))}  
azt\_ddc\_lt\_raw=getLifeTableInput(azt\_ddc,"+")  
lifetab\_dat=mutate(azt\_ddc\_lt\_raw,time\_cat = cut(time, cuts\_ad)) %>% group\_by(time\_cat) %>% summarize(ilost=sum(nlost),ievent=sum(nevent))  
azt\_ddc\_lt=lifetab(tis = c(0,azt\_ddc\_lt\_raw$time), ninit = length(azt\_ddc), nlost = azt\_ddc\_lt\_raw$nlost, nevent = azt\_ddc\_lt\_raw$nevent) %>% drop\_na(hazard)  
azt\_ddc\_lt\_60=lifetab(tis = cuts\_ad, ninit = length(azt\_ddc), nlost = lifetab\_dat$ilost, nevent = lifetab\_dat$ievent)   
  
azt\_ddc\_saq\_numeric=as.numeric(gsub("+","",azt\_ddc\_saq,fixed=TRUE))  
cuts\_ads=seq(0,max(azt\_ddc\_saq\_numeric),by=60)  
#ensure no loss of upper bound when incrementing  
if(max(azt\_ddc\_saq\_numeric)>cuts\_ads[length(cuts\_ads)]){cuts\_ads=c(cuts\_ads,(max(azt\_ddc\_saq\_numeric)))}  
azt\_ddc\_saq\_lt\_raw=getLifeTableInput(azt\_ddc\_saq,"+")  
lifetab\_dat=mutate(azt\_ddc\_saq\_lt\_raw,time\_cat = cut(time, cuts\_ads)) %>% group\_by(time\_cat) %>% summarize(ilost=sum(nlost),ievent=sum(nevent))  
azt\_ddc\_saq\_lt=lifetab(tis = c(0,azt\_ddc\_saq\_lt\_raw$time), ninit = length(azt\_ddc\_saq), nlost = azt\_ddc\_saq\_lt\_raw$nlost, nevent = azt\_ddc\_saq\_lt\_raw$nevent) %>% drop\_na(hazard)  
azt\_ddc\_saq\_lt\_60=lifetab(tis = cuts\_ads, ninit = length(azt\_ddc\_saq), nlost = lifetab\_dat$ilost, nevent = lifetab\_dat$ievent)   
  
#plot azt\_ddc  
plot(cuts\_ad,c(0,azt\_ddc\_lt\_60$hazard),type='l',ylab="Hazard function",xlab="days",xaxt="n",main="azt\_ddc Life Table Hazard Function in 60 day windows")  
axis(1, at = cuts\_ad, las=1)

![](data:image/png;base64,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)

#plot azt\_ddc\_saq  
plot(cuts\_ads,c(0,azt\_ddc\_saq\_lt\_60$hazard),type='l',ylab="Hazard function",xlab="days",xaxt="n",main="azt\_ddc\_saq Life Table Hazard Function in 60 day windows")  
axis(1, at = cuts\_ads, las=1)
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library(kmconfband)

## Warning: package 'kmconfband' was built under R version 3.5.2

#survival function confidence intervals for azt\_ddc  
azt\_ddc\_s=survfit(Surv(as.numeric(sub("+","",azt\_ddc,fixed=TRUE)),ifelse(grepl("+",azt\_ddc,fixed=TRUE),0,1))~1)  
azt\_ddc\_s\_ci=summary(azt\_ddc\_s)  
azt\_ddc\_s\_ci\_df=data.frame(azt\_ddc\_s\_ci$time,azt\_ddc\_s\_ci$n.risk,azt\_ddc\_s\_ci$n.event,azt\_ddc\_s\_ci$surv,azt\_ddc\_s\_ci$std.err,azt\_ddc\_s\_ci$lower,azt\_ddc\_s\_ci$upper)  
#lower and upper intervals and bounds  
azt\_ddc\_s\_ci\_cb=setNames(cbind(azt\_ddc\_s\_ci\_df,confband(azt\_ddc\_s)[1:dim(azt\_ddc\_s\_ci\_df)[1],]),c("time","n.risk","n.event","survival","std.err","lower 95% CI" ,"upper 95% CI","lower 95% CB" ,"upper 95% CB"))

## The critical value required is 0.4404776

plot(azt\_ddc\_s,xlab="Time",ylab="Survival Probability",main="azt\_ddc KM survival curves")

![](data:image/png;base64,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)

rtr\_example=c(3,4,"5+",6,"6+","8+",11,14,15,"16+")  
decrement=0  
#redistribute to right value  
getRedistributeToRightTable = function(censoredTimesVector,censorSymbol){  
 #get numeric representation of censor vector  
 censoredTimesVectorNumeric=as.numeric(sub(censorSymbol,'',censoredTimesVector,fixed=TRUE))  
 #sort to ensure when determine step# omit correct last element  
 censoredTimesVector=censoredTimesVector[order(censoredTimesVectorNumeric)]  
 #count number of actual rows in RTR table  
 cnt\_n=length(censoredTimesVectorNumeric)  
 steps=length(which(grepl(censorSymbol,censoredTimesVector[1:length(censoredTimesVector)-1],fixed=TRUE)))  
 #create first row of RTR table  
 rtrTable=setNames(data.frame(matrix(nrow=1,c(0,(1/cnt\_n),"",1)),stringsAsFactors=FALSE),c("observation","decrement","action","S\_t"))  
 censoredTimesVectorNumeric=sort(censoredTimesVectorNumeric)  
 decrement = 0  
 base=1/cnt\_n  
 i=0  
 uniqueCensoredTimesVector=unique(censoredTimesVector)  
 for (dataPoint in uniqueCensoredTimesVector){  
 i=i+1  
 #create empty row to fill in  
 rtrTableRow=setNames(data.frame(matrix(NA,nrow=1,ncol=length(names(rtrTable)))),names(rtrTable))  
 rtrTableRow$observation=dataPoint  
 #count how many events or censures at unique dataPoint  
 numerator=length(which(censoredTimesVector==dataPoint))  
 #censured at time?  
 if(length(which(censoredTimesVector==dataPoint & grep(censorSymbol,dataPoint,fixed=TRUE)))>0){  
 #no change in survival function  
 rtrTableRow$S\_t=rtrTable[dim(rtrTable)[1],c("S\_t")]  
 #display decrement of 0  
 rtrTableRow$decrement=0  
 #update denominator   
 denominator=length(censoredTimesVector)-max(which(dataPoint == censoredTimesVector))  
 if(i==length(uniqueCensoredTimesVector)){  
 rtrTableRow$action=paste0("survival is 1-(1)")  
 rtrTableRow$S\_t=0   
 rtrTableRow$decrement=1  
 }  
 else{  
 rtrTableRow$action=paste0("next time survival is 1-(",decrement," + ",base," + ",base,"\*",numerator,"/",denominator,")")  
 }  
 if(length(uniqueCensoredTimesVector)>=(i+1) && (!grepl(censorSymbol,uniqueCensoredTimesVector[i+1],fixed=TRUE))){  
 #update decrement only if not proceeded by a censored observation  
 decrement = decrement + base+(base\*numerator/denominator)  
 }  
 #update base  
 base=base+(base\*numerator/denominator)  
 }  
 else{  
 #update decrement and show action  
 if (as.numeric(rtrTable[dim(rtrTable)[1],c("decrement")])==0)  
 {  
 rtrTableRow$action=paste0("survival is 1-(",decrement,")")  
 decrement = decrement  
 }  
 else{  
 decrement = decrement + base  
 rtrTableRow$action=paste0("survival is 1-(",decrement,")")  
 }  
 rtrTableRow$S\_t=1-decrement  
 #update decrement display  
 rtrTableRow$decrement=decrement  
 }  
 #add row to rtrtable  
 rtrTable=rbind(rtrTable,rtrTableRow)  
 }  
 #eleminate initial bogus row  
 rtrTable$decrement=round(as.numeric(rtrTable$decrement),3)  
 rtrTable$S\_t=round(as.numeric(rtrTable$S\_t),3)  
 rtrTable[-1,]  
}  
  
azt\_ddc\_saq\_RTR=getRedistributeToRightTable(azt\_ddc\_saq,"+")  
azt\_ddc\_RTR=getRedistributeToRightTable(azt\_ddc,"+")  
rtr\_example\_RTR = getRedistributeToRightTable(rtr\_example,"+")

#column1 of book page 137 problem 4.7  
entry\_c1 = c(58,58,59,60,60,61,61,62,62,62,63,63,64,66,66)  
exit\_c1=c(60,63,69,62,65,72,69,73,66,65,68,74,71,68,69)  
death\_c1 = c(1,1,0,1,1,0,0,0,1,1,1,0,1,1,1)  
#column1 of book page 137 problem 4.7  
entry\_c2=c(67,67,67,68,69,69,69,70,70,70,71,72,72,73,73)  
exit\_c2=c(70,77,69,72,79,72,70,76,71,78,79,76,73,80,74)  
death\_c2=c(1,1,1,1,0,1,1,0,1,0,0,1,1,0,1)  
df2\_lec = data.frame(cbind(entry\_c1,exit\_c1,death\_c1))  
df2\_prob = setNames(data.frame(cbind(c(entry\_c1,entry\_c2),c(exit\_c1,exit\_c2),c(death\_c1,death\_c2))),c("entry","exit","death"))  
  
df2\_lec\_censored\_noLT=c(60,63,"69+",62,65,"72+","69+","73+",66,65,68,"74+",71,68,69)  
df2\_prob\_censored\_noLT=c(60,63,"69+",62,65,"72+","69+","73+",66,65,68,"74+",71,68,69,70,77,69,72,"79+",72,70,"76+",71,"78+","79+",76,73,"80+",74)  
  
getKM\_LT\_Table = function(entryExitDeathVector,deathSymbol){  
 #create first row of KM\_LT table  
 km\_ltTable=setNames(data.frame(matrix(nrow=1,c(0,0,0,length(entryExitDeathVector),"",1)),stringsAsFactors=FALSE),c("tj","ej","cj","nj","c\_tj-1","s\_tj"))  
 #sort by exit  
 orderedIndices=order(entryExitDeathVector$exit)  
 entryExitDeathVector=entryExitDeathVector[orderedIndices,]  
 for (time in unique(entryExitDeathVector$exit)){  
 total\_at\_risk=length(which(entryExitDeathVector$entry<=time))  
 gone=length(which(entryExitDeathVector$exit<time & entryExitDeathVector$death==deathSymbol))  
 events=length(which(entryExitDeathVector$exit==time & entryExitDeathVector$death==deathSymbol))  
 truncated\_at\_risk=total\_at\_risk-gone-as.numeric(km\_ltTable$cj[length(km\_ltTable$cj)])  
 censored=length(which(entryExitDeathVector$exit==time & entryExitDeathVector$death!=deathSymbol))  
 numerator=truncated\_at\_risk-events  
 denominator=truncated\_at\_risk  
 #print(paste0(time,": ",numerator,"/",denominator))  
 #create empty row to fill in  
 km\_ltTableRow=setNames(data.frame(matrix(NA,nrow=1,ncol=length(names(km\_ltTable)))),names(km\_ltTable))  
 km\_ltTableRow$tj=time  
 #count how many events at time  
 km\_ltTableRow$ej=events  
 #count how many censured at time  
 km\_ltTableRow$cj=censored  
 km\_ltTableRow$nj=truncated\_at\_risk  
 #sum events and number censored at time  
 km\_ltTableRow[c("c\_tj-1")]=paste0(numerator,"/",denominator)  
 km\_ltTableRow$s\_tj=round((numerator/denominator)\*as.numeric(km\_ltTable[dim(km\_ltTable)[1],c("s\_tj")]),4)  
 if (km\_ltTableRow$ej>0 | km\_ltTableRow$s\_tj==1){  
 #add row to km\_lttable  
 km\_ltTable=rbind(km\_ltTable,km\_ltTableRow)  
 }  
 }  
 km\_ltTable  
}  
df2\_lec\_LT=getKM\_LT\_Table(df2\_lec,1)  
View(df2\_lec\_LT)  
  
getKMTableNoCensorRemoval = function(censoredTimesVector,censorSymbol){  
 #get numeric representation of censor vector  
 censoredTimesVectorNumeric=as.numeric(sub(censorSymbol,'',censoredTimesVector,fixed=TRUE))  
 #count number of actual rows in KM table  
 cnt\_n=length(censoredTimesVectorNumeric)  
 #create first row of KM table  
 kmTable=setNames(data.frame(matrix(nrow=1,c(0,0,0,cnt\_n,as.character("-"),as.character(paste0(cnt\_n,"/",cnt\_n)),1)),stringsAsFactors=FALSE),c("orderedEventTimes\_tj","eventsAtEventTime\_ej",  
 "censoredObservationsInInterval\_cj","inRiskSetAtTime\_nj","kaplanMeirSurvivalCurveAtTime\_s\_tj-1","c\_tj-1","kaplanMeirSurvivalCurveAtTime\_s\_tj"))  
 # orderedIndices=order(censoredTimesVectorNumeric)  
 # censoredTimesVectorNumeric=censoredTimesVectorNumeric[orderedIndices]  
 # censoredTimesVector=censoredTimesVector[orderedIndices]  
 censoredTimesVectorNumeric=sort(censoredTimesVectorNumeric)  
 for (i in 1:max(censoredTimesVectorNumeric)){  
 if(i %in% censoredTimesVectorNumeric){  
 #create empty row to fill in  
 kmTableRow=setNames(data.frame(matrix(NA,nrow=1,ncol=length(names(kmTable)))),names(kmTable))  
 kmTableRow$orderedEventTimes\_tj=i  
 #count how many events at time  
 kmTableRow$eventsAtEventTime\_ej=length(which(censoredTimesVector==i))  
 #count how many censured at time  
 kmTableRow$censoredObservationsInInterval\_cj=length(which(censoredTimesVector==paste0(i,censorSymbol)))  
 kmTableRow$inRiskSetAtTime\_nj=cnt\_n  
 #sum events and censored  
 loss=kmTableRow$eventsAtEventTime\_ej+kmTableRow$censoredObservationsInInterval\_cj  
 kmTableRow[c("kaplanMeirSurvivalCurveAtTime\_s\_tj-1")]=kmTable[dim(kmTable)[1],c("kaplanMeirSurvivalCurveAtTime\_s\_tj")]  
 #TOOK LAZY WAY OUT AND JUST ADDED BACK IN THE CENSORED OBS - WILL DO CORRECT WAY LATER I Hope  
 numerator=(cnt\_n-loss+kmTableRow$censoredObservationsInInterval\_cj)  
 denominator=cnt\_n  
 kmTableRow[c("c\_tj-1")]=paste0(numerator,"/",denominator)  
 kmTableRow$kaplanMeirSurvivalCurveAtTime\_s\_tj=round(numerator/denominator\*as.numeric(kmTable[dim(kmTable)[1],c("kaplanMeirSurvivalCurveAtTime\_s\_tj")]),2)  
 #update count  
 cnt\_n=cnt\_n-loss  
 #don't add a row when no events 0 should put this at top but no time :0  
 if (kmTableRow$eventsAtEventTime\_ej>0 | cnt\_n==length(censoredTimesVectorNumeric)){  
 #add row to kmtable  
 kmTable=rbind(kmTable,kmTableRow)  
 }  
 }  
 }  
 kmTable  
}  
df2\_lec\_censored\_noLT\_KM=getKMTableNoCensorRemoval(df2\_lec\_censored\_noLT,"+")  
View(df2\_lec\_censored\_noLT\_KM)

4.7(a) Since the diabetics needed to survive long enough from birth until the study began, the data is left truncated. Construct a table showing the number of subjects at risk, Y, as a function of age.

#above code and data match output in lecture slide 33 output table - now try problem data  
df2\_prob\_LT=getKM\_LT\_Table(df2\_prob,1)  
View(df2\_prob\_LT)

df2\_prob\_censored\_noLT\_KM=getKMTableNoCensorRemoval(df2\_prob\_censored\_noLT,"+")  
View(df2\_prob\_censored\_noLT\_KM)