![Description: LogoUP-FEUP](data:image/png;base64,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) **Introdução à Programação**

Mestrado em Multimédia

# TP9. Jogo da Sueca

António Coelho

O objetivo principal deste tutorial é o de trabalhar as abstrações de dados e reforçar a utilização da iteração para a resolução de problemas.

Mais especificamente iremos explorar os seguintes objetivos de aprendizagem:

* Utilizar a iteração para a resolução de problemas que envolvam repetição de tarefas;
* Aplicar listas e tuplos na resolução de problemas.

Recomenda-se a leitura dos seguintes textos de apoio antes da realização do tutorial:

How to Think Like a Computer Scientist: Learning with Python 3ed; Peter Wentworth, Jeffrey Elkner, Allen B. Downey, and Chris Meyers, 2012

* Capítulo 9 - [Tuples](http://www.openbookproject.net/thinkcs/python/english3e/tuples.html)
* Capítulo 11 - [Lists](http://www.openbookproject.net/thinkcs/python/english3e/lists.html)

# O jogo da Sueca

Neste tutorial iremos desenvolver uma versão do jogo da Sueca, onde quatro jogadores jogam em equipas de dois. Nesta versão do jogo um dos jogadores será “humano” e os outros 3 serão controlados pelo computador.

Neste jogo cada jogador tem uma lista de 10 cartas (uma mão), que se vai reduzindo ao longo de 10 jogadas, até os jogadores ficarem sem cartas para jogar. Ao terminar o jogo é necessário contabilizar o número de pontos de cada equipa de 2 jogadores, através das cartas ganhas no jogo (total de 120 pontos).

Neste jogo não se utilizam as cartas 8, 9 e 10, tendo cada carta o seguinte valor:

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Carta | “A” | 2 | 3 | 4 | 5 | 6 | 7 | “Q” | “J” | “K” |
| Valor | 11 | 0 | 0 | 0 | 0 | 0 | 10 | 2 | 3 | 4 |

Observe que as cartas numéricas de 2 a 6 não têm qualquer valor, enquanto que a carta 7 vale 10 valores. As figuras são representadas por caracteres maiúsculos: “A”, “Q”, “J” e “K”.

Cada “mão” de um jogador é uma lista de cartas, onde cada carta é representada por um tuplo (*tuple*) com 2 elementos: o número/figura da carta e o naipe (um caracter).

O naipe é representado pela letra inicial: “O” – ouros; “C” – copas; “E” – espadas; “P” – paus.

A título de exemplo analise a seguinte mão de um jogador:

**mao = [(3, "C"),("A","C"), (2, "O"), ("K","P"), (7, "E")]**

# Estruturação do jogo

Este jogo apresenta uma certa complexidade, pelo que será útil utilizar a decomposição para estruturar melhor o jogo em subproblemas:

1. Abstração “carta”: criar funções para criar cartas e aceder à “figura” e ao “naipe”;
2. Pontos de uma carta: retorna o valor de uma carta;
3. Dar uma carta: criar uma carta específica do baralho;
4. Pontuação: calcular a pontuação de um conjunto de cartas;
5. Carta mais alta: determinar a carta mais alta de um naipe, num conjunto de cartas;
6. Criar o Baralho de cartas: criar uma lista de 40 cartas com todas as 10 figuras dos 4 naipes;
7. Baralhar as cartas: fazer uma sequência de trocas cartas, de forma aleatória;
8. Mostrar as cartas: visualizar as cartas.
9. Interação com o Jogador: Mostrar a mão do jogador e pedir a carta a jogar;
10. Inteligência Artificial: Jogadas dos outros jogadores, controlados pelo computador.
11. Jogo da Sueca: finalmente o algoritmo do jogo...

# Abstração Carta

Uma carta é representada por um tuplo de dois valores: a figura e o naipe.

**(figura, naipe)**

A função **cria\_carta(figura, naipe)** retorna um tuplo a partir dois parâmetros: a figura e o naipe. Trata-se de um construtor da abstração Carta.

def cria\_carta(figura, naipe):

return (figura, naipe)

Para aceder aos dois valores de uma carta foram criados dois seletores da abstração Carta:

def figura(carta):

return carta[0]

def naipe(carta):

return carta[1]

# Pontos de uma carta

A função **pontos(carta)** retorna um número inteiro correspondente ao valor da carta, de acordo com a tabela acima. Esta função possui apenas um parâmetro, a carta, que tanto pode ser um número inteiro como um caracter.

Analise o código da função **pontos(figura)**.

def pontos(figura):

if figura == "A":

return 11

elif figura == "Q":

return 2

elif figura == "J":

return 3

elif figura == "K":

return 4

elif figura == 7:

return 10

else:

return 0

# Dar uma carta

A função **da\_carta(valor)** tem apenas um parâmetro, o número de ordem da carta, e retorna o número ou a figura (caracter) correspondente, de acordo com a seguinte tabela:

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| nº de ordem | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| Carta | “A” | 2 | 3 | 4 | 5 | 6 | 7 | “Q” | “J” | “K” |

Analise o código da função **da\_carta(valor)**.

def da\_carta(valor):

if valor == 1:

return "A"

elif valor == 8:

return "Q"

elif valor == 9:

return "J"

elif valor == 10:

return "K"

else:

return valor

# Determinar a pontuação de um conjunto de cartas

No final do jogo é necessário contar a pontuação total das cartas ganhas por cada equipa.

A função **pontuacao(cartas)** tem apenas um parâmetro, que é uma lista de cartas (tuplos):

**def pontuacao(cartas):**

**soma = 0**

**for carta in cartas:**

**soma += pontos(figura(carta))**

**return soma**

# Determinar a maior carta de um determinado naipe

Quando um jogador tem que “assistir” uma jogada, normalmente tenta verificar qual a maior carta (maior número de pontos) da sua “mão” correspondente ao naipe da jogada. A função **carta\_maior(mao, naipe\_jogada)** tem dois parâmetros:

* **mao**, que é uma lista de cartas (tuplos);
* **naipe\_jogada**, que é um caracter correspondente ao naipe da jogada (“C”, “O”, “P” ou “E”).

Esta função retorna apenas o numero/figura da carta. Quando não existe nenhuma carta desse naipe retorna **False**.

Analise o código da função **carta\_maior(mao, naipe\_jogada)**:

**def carta\_maior(mao, naipe\_jogada):**

**pontos\_maximo = -1 # menor que minimo - zero valores para cartas de 2 a 6**

**carta\_maximo = ""**

**# percorre a mao do jogador**

**for carta in mao:**

**if naipe(carta) == naipe\_jogada:**

**if pontos(figura(carta)) > pontos\_maximo:**

**carta\_maximo = figura(carta)**

**pontos\_maximo = pontos(carta\_maximo)**

**# nao tem cartas desse naipe**

**if pontos\_maximo >= 0:**

**return carta\_maximo**

**else:**

**return False**

# Criar o Baralho de cartas

O baralho de cartas é composto por 40 cartas, contemplando 10 figuras de cartas para cada um dos 4 naipes.

A função **cria\_baralho()** não tem qualquer parâmetro:

**def cria\_baralho():**

**# cria uma lista de 40 valores**

**baralho = list(range(40))**

**# define os 4 naipes**

**naipes = ["O", "C", "P", "E"]**

**# constroi o baralho**

**i = 0**

**for naipe in naipes: # para cada um dos 4 naipes**

**for c in range(10): # para cada uma das 4 cartas**

**baralho[i] = cria\_carta(da\_carta(c+1), naipe) # cria carta**

**i += 1**

**return baralho**

# Baralhar as cartas

Em qualquer jogo de cartas é geralmente necessário baralhar as cartas trocando-as de posição.

A função **baralha\_cartas(baralho, vezes)** tem como parâmetros um baralho e o número de vezes que se pretende trocar as cartas:

**def baralha\_cartas(baralho, vezes):**

**for i in range(vezes):**

**#troca cartas**

**i = random.randint(0, len(baralho)-1)**

**j = random.randint(0, len(baralho)-1)**

**temp = baralho[i]**

**baralho[i] = baralho[j]**

**baralho[j] = temp**

# Mostrar as cartas

Na interação com o jogador é essencial proporcionar a este a informação necessária para poder fazer a jogada. Para este propósito iremos criar a função **mostra\_mao(mao)** que mostra a mão do jogador (uma carta por cada linha), e a função **mostra\_carta(carta)** que mostra a carta jogada por cada jogador.

**def mostra\_mao(mao):**

**# pode ser melhorado**

**print ("A sua mao:")**

**for i in range (len(mao)):**

**print(str(i+1) + " - " + str(mao[i]))**

Ambas as funções são muito simples e podem ser melhoradas. Fica como desafio!

# Interação com o Jogador

Este subproblema foca-se na interação com o jogador “humano”. Em primeiro lugar mostra-se a “mão do jogador” para que este possa escolher a sua jogada. Em seguida lê-se o número da carta que este pretende jogar.

A função **joga\_jogador (cartas, mao)** tem como parâmetros:

* **cartas**, que é uma lista de 4 cartas (tuplos) referente à jogada;
* **mao**, que é a lista de cartas (tuplos) do jogador;

No final, a função retorna a carta selecionada, apagando-a da sua mão:

**def joga\_jogador (cartas, mao):**

**mostra\_mao(mao)**

**n=0**

**while not (n > 0 and n <= len(mao)):**

**resp = input ("Qual a carta que pretende jogar? (1 a " + str(len(mao)) + "): ")**

**if len (resp) > 0 and resp[0] in ["1", "2", "3", "4", "5", "6", "7", "8", "9"]:**

**n = int(resp)**

**else:**

**n = 0**

**carta = mao[n-1]**

**del mao[n-1]**

**return carta**

# Inteligência Artificial

Três dos jogadores são controlados pelo computador. Desenvolver um algoritmo simples para potenciar um desafio interessante ao jogador humano.

O algoritmo passa pelos seguintes passos:

1. Verifica o naipe da jogada ou se é o jogador a jogar em primeiro lugar. Neste caso seleciona uma carta aleatória;
2. Selecionar a carta mais alta do naipe da jogada;
3. Caso não possua nenhuma carta do naipe da jogada tentar “cortar” a jogada com um trunfo;
4. Caso também não tenha um trunfo, jogar a primeira carta da sua mão.

A função **joga\_NPC(cartas, mao, naipe\_jogada, naipe\_trunfo)** tem como parâmetros:

* **cartas**, que é uma lista de 4 cartas (tuplos) referente à jogada;
* **mao**, que é a lista de cartas (tuplos) do jogador;
* **naipe\_jogada,** o naipe da jogada;
* **naipe\_jogada,** o naipe de trunfo.

Analise o código da função **joga\_NPC(cartas, mao, naipe\_jogada, naipe\_trunfo)**:

**def joga\_NPC (cartas, mao, naipe\_jogada, naipe\_trunfo):**

**# verifica o naipe da jogada**

**if naipe\_jogada == "":**

**naipe\_jogada = random.choice(["O", "P", "C", "E"]) # naipe 'a sorte... Desafio: Melhorar...**

**# Tenta assistir 'a jogada**

**figura\_jogada = carta\_maior(mao, naipe\_jogada)**

**if figura\_jogada != False:**

**for i in range(len(mao)):**

**if figura(mao[i]) == figura\_jogada and naipe(mao[i]) == naipe\_jogada:**

**del mao[i]**

**break**

**return cria\_carta(figura\_jogada, naipe\_jogada)**

**else:**

**# caso nao tenha cartas do naipe da jogada**

**figura\_trunfo = carta\_maior(mao, naipe\_trunfo)**

**if figura\_trunfo != False:**

**for i in range(len(mao)):**

**if figura(mao[i]) == figura\_trunfo and naipe(mao[i]) == naipe\_trunfo:**

**del mao[i]**

**break**

**return cria\_carta(figura\_trunfo, naipe\_trunfo)**

**else:**

**# retorna a primeira carta... Desafio: Melhorar...**

**carta\_outro\_naipe = mao[0]**

**del mao[0]**

**return carta\_outro\_naipe**

|  |  |
| --- | --- |
| 🗬 | *Os jogadores controlados pelo computador são denominados “Non Player Character”, sendo frequentemente designados pela sigla NPC.*  *A área da Inteligência Artificial (IA) desenvolve diversos algoritmos que promovem um comportamento “inteligente”, quer pela simulação de heurísticas utilizadas pelos especialistas, como também através da própria aprendizagem computacional (Machine Learning).*  *Estes algoritmos são utilizados frequentemente nos jogos digitais para o controlo dos NPC.*  Desafio (opcional): Tente encontrar um melhor algoritmo para a função **joga\_NPC**. (*este desafio tem grau de dificuldade elevado*) *Pista: O algoritmo deve considerar quem está a ganhar e proceder de forma a otimizar os pontos da equipa.* |

# Jogo da Sueca

Finalmente a função **sueca()** desenvolve o algoritmo do jogo, começando pela inicialização, e depois através do ciclo de jogo.

A inicialização cria um baralho, seguindo-se o baralhar das cartas. Depois é selecionado o trunfo do jogo a partir da primeira carta do baralho e finalmente divide-se as 40 cartas do baralho em 4 mãos de 10 cartas, para os 4 jogadores. As listas **cartas\_equipa** e **cartas\_oponente** servem para acumular o resultado de cada equipa de forma a se poder contabilizar a pontuação no final.

**def sueca():**

**# 1. cria baralho**

**baralho = cria\_baralho()**

**# 2. baralha as cartas (ex. 50 vezes)**

**baralha\_cartas(baralho, 100)**

**# escolhe o trunfo**

**trunfo = naipe(baralho[0])**

**# 3. cria as mãos dos 4 jogadores (o primeiro jogador e' o humano)**

**jogo = [0, 0, 0, 0]**

**for i in range(4):**

**jogo[i] = baralho[i\*10 : i\*10 + 10]**

**cartas\_equipa = []**

**cartas\_oponente = []**

O ciclo de jogo é executado através de um ciclo contado (**for**) uma vez que o jogo consiste em exatamente 10 jogadas.

**# 4. faz jogo - 10 jogadas**

**jogador = 0 # comeca o jogador**

**for i in range(10):**

O algoritmo de cada jogada é o seguinte:

1. Visualização da jogada.

**# visualizar informação da jogada**

**print("\n\*\* Jogada " + str(i+1) + " (o trunfo e' " + trunfo + ") \*\* ")**

1. Cada um dos 4 jogadores joga uma carta, sequencialmente, de forma a completar uma jogada. Inicializa-se a lista de 4 cartas da jogada e o naipe da jogada, que irá ser definido pelo jogador que joga primeiro. Depois, num ciclo contado (for) com 4 iterações, guarda-se a jogada de cada jogador, visualiza-se a jogada de cada um e atualiza-se o naipe da jogada, a partir da carta do primeiro jogador.

**# os 4 jogadores escolhem a carta a jogar**

**cartas = ["", "", "", ""]**

**naipe\_jogada = "" # indica que o jogador que joga primeiro pode escolher o naipe**

**for j in range (4):**

**# joga humano ou computador?**

**if jogador == 0:**

**cartas[jogador] = joga\_jogador(cartas, jogo[jogador])**

**else:**

**cartas[jogador] = joga\_NPC(cartas, jogo[jogador], naipe\_jogada, trunfo)**

**print ("Jogador " + str(jogador+1) + " jogou : " + str(cartas[jogador]))**

**# atualiza o naipe da jogada e o proximo jogador a jogar**

**if naipe\_jogada == "":**

**naipe\_jogada = naipe(cartas[jogador])**

**jogador = (jogador + 1) % 4 # jogador 'a direita**

1. Depois de os quatro jogadores jogarem, a lista **cartas** está preenchida. Primeiro verifica se alguém jogou trunfo e, em caso afirmativo ganha o jogador que tiver a carta mais alta do naipe de trunfo. Caso não haja trunfos, ganha quem tiver a carta mais alta do naipe da jogada. Atualiza-se assim a variável **jogador** com o vencedor da jogada, que será o próximo a iniciar a jogada.

**# verifica-se quem ganha a jogada e acrescenta-se as cartas 'a equipa correspondente**

**carta\_naipe\_trunfo = carta\_maior(cartas, trunfo)**

**if carta\_naipe\_trunfo != False:**

**# ganhou quem colocou trunfo**

**for j in range(len(cartas)):**

**if figura(cartas[j]) == carta\_naipe\_trunfo and naipe(cartas[j])==trunfo:**

**jogador = j**

**break**

**else:**

**# maior carta do naipe jogado**

**carta\_jogada = carta\_maior(cartas, naipe\_jogada)**

**for j in range(len(cartas)):**

**if figura(cartas[j]) == carta\_jogada and naipe(cartas[j])== naipe\_jogada:**

**jogador = j**

**break**

1. No final de cada jogada acrescenta-se as cartas dessa jogada à equipa do vencedor, para no final ser possível contar a pontuação.

**# verifica quem ganha a jogada e acrescenta cartas para a pontuacao dessa equipa**

**if jogador % 2 == 0:**

**cartas\_equipa.extend(cartas)**

**print("Jogada para a sua equipa!")**

**else:**

**cartas\_oponente.extend(cartas)**

**print("Jogada para a equipa adversaria.")**

Após o fim do ciclo de jogo é verificada a pontuação de cada equipa, indicando o vencedor (pontuação superior a 60) ou o empate (caso ambas as equipas obtenham 60 pontos).

**# verifica a equipa vencedora**

**if pontuacao(cartas\_equipa) > 60:**

**print("Ganhou sua a equipa. " + str(pontuacao(cartas\_equipa)) + " pontos. Parabens!")**

**elif pontuacao(cartas\_oponente) > 60:**

**print("Ganhou a equipa adversaria" + str(pontuacao(cartas\_oponente)) + " pontos.")**

**else:**

**print("Empataram com 60 pontos.")**

Teste o jogo com a seguida chamada da função **sueca**:

**Sueca()**

# Desafio final

Uma das características dos jogos digitais é terem interfaces com o utilizador muito intuitivas. Melhore as funções de visualização de informação ao jogador para incrementar esta interação.

Um desafio de nível elevado, que se propõe a título opcional, é melhorar o algoritmo de Ia do computador.
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