# O jogo "Mastermind"

O [Mastermind](https://en.wikipedia.org/wiki/Mastermind_(board_game)) é um jogo de tabuleiro cujo objetivo é descodificar um determinado código, e que foi inventado em 1970 por Mordecai Meirowitz. A figura seguinte apresenta o tabuleiro [[Wikipedia](https://en.wikipedia.org/wiki/Mastermind_(board_game))]:
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As regras do jogo são as seguintes:

* O código é composto por 4 pinos de diversas cores (tipicamente 6), excetuando o preto e o branco. Na imagem do tabuleiro, a chave é constituída pelos 4 pinos na extremidade mais próxima, escondidos do jogador, que se encontra na extremidade mais afastada;
* O jogador apresenta combinações de 4 pinos até acertar ou exceder o número de possibilidades (tipicamente 12); Na imagem do tabuleiro, a primeira jogada é composta pelos 4 pinos mais afastados: amarelo, amarelo, azul, azul.
* A cada jogada, o jogador é informado de quantos pinos têm a cor certa e estão no sítio certo (pinos pretos, na imagem do tabuleiro, pinos vermelhos). E de quantos têm a cor certa, mas estão na posição errada (pinos brancos). Na imagem do tabuleiro, os 4 pinos da primeira jogada são acompanhados por 1 pino branco. Este pino indica ao jogador que acertou na cor de um pino da chave, mas a posição está errada. Por outro lado, os pinos da sexta jogada, são acompanhados por 4 pequenos pinos vermelhos, o que significa que o jogador acertou na chave, ou seja, acertou nas 4 cores e nas 4 posições dos pinos da chave.

# inicialização do jogo

Este jogo já apresenta alguma complexidade, pelo que será útil utilizar a decomposição do problema para estruturar melhor o jogo em subproblemas.
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Na imagem ao lado, vemos que a chave se encontra escondida, no topo, e que, após a primeira jogada (amarelo, amarelo, cyan, cyan), o computador indica 1 pino preto e zero pinos brancos, o que significa que o jogador acertou na cor e na posição de um dos pinos da chave.

Será necessário importar o módulo p5, bem como o módulo random para selecionar a chave de forma aleatória.

from p5 import \*

import random

Comecemos por definir um tuplo que representa o conjunto de [cores](https://www.w3schools.com/colors/colors_names.asp) (CORES) e o número de pinos que compõem a chave (DIM\_CHAVE), bem como o diâmetro da representação dos pinos (DIAMETRO) e o número máximo de tentativas para adivinhar a chave (MAX\_JOGADAS):

CORES = ("red", "green", "blue", "cyan", "yellow", "magenta")

DIM\_CHAVE = 4

DIAMETRO = 50

MAX\_JOGADAS = 12

O DIAMETRO pode ser definido de forma a alterar a dimensão do tabuleiro e símbolos de jogo.

|  |  |
| --- | --- |
| **Eye** | A constante MAX\_JOGADAS acaba por definir o comprimento do tabuleiro de jogo pois define o número de linhas do tabuleiro (observe a figura anterior). |

Definamos também algumas variáveis globais, que representam a chave a adivinhar (chave), a jogada atual do jogador (jogada), a representação do tabuleiro (tabuleiro)...

chave = None

jogada = [0]

tabuleiro = []

|  |  |
| --- | --- |
| **Eye** | A variável chave será um tuplo, uma vez que depois de criada não será alterada. Mas como os tuplos são imutáveis, será inicializada por None, que representa a ausência de um valor. As outras duas variáveis são listas, pois irão ser alteradas com o decorrer do jogo. |

E ainda duas variáveis auxiliares... O número de tentativas restantes, que é inicializado com MAX\_JOGADAS.

tentativas = MAX\_JOGADAS

E duas variáveis booleanas que permitem saber se o jogo e a jogada já terminaram.

terminou = False

jogou = False

A função setup()terá a seguinte funcionalidade:

1. Criar a chave como uma combinação aleatória das 6 cores numa sequência de 4 pinos.

Através de um ciclo contado (for) cria-se um tuplo de 4 valores (DIM\_CHAVE) com inteiros de 0 a 5 (consoante as 6 cores definidas em CORES).

|  |  |
| --- | --- |
| **Eye** | A variável chave será alterada, pelo que é necessário referir isso no início da função:  global chave |

1. Definir a dimensão da janela gráfica do p5, bem como o título da janela ("Mastermind").

A dimensão da janela poderá ser calculada tendo em conta: a largura depende do número de pinos e do espaço para colocar o número de pinos pretos e brancos, que se considera igual à largura de 2 pinos. A altura da janela será dependente do número de jogadas máximo (1 linha por jogada) + 1 linha para a chave. Estas dimensões são multiplicadas pelo diâmetro dos pinos.

1. Criar uma font de texto para visualizar o número de pinos pretos e brancos, do tipo "Arial" de tamanho 42, alinhada à esquerda e centrada na coordenada indicada.

*Obs.: Será necessário colocar na pasta do ficheiro .py o ficheiro* "[**Arial.ttf**](arial.ttf)**"***.*

Eis o código da função setup():

def setup():

global chave

# chave

chave = (random.randint(0,len(CORES)-1), )

for i in range(DIM\_CHAVE-1):

chave = chave + (random.randint(0,len(CORES)-1), )

# janela

size(DIAMETRO\*(DIM\_CHAVE+2), DIAMETRO\*(MAX\_JOGADAS+1))

title("Mastermind")

# texto

f = create\_font("Arial.ttf", 42)

text\_font(f)

text\_align("LEFT", "CENTER")

|  |  |
| --- | --- |
| **Eye** | A função create\_font() importa uma font vetorial de um ficheiro, a função text\_font() seleciona-a como font corrente e a função text\_align() define o alinhamento do texto sobre o ponto de inserção:  Para mais detalhes consulte [Typography no p5](https://p5.readthedocs.io/en/latest/tutorials/typography.html). |

|  |  |
| --- | --- |
| **Eye** | Ao longo deste tutorial iremos utilizar os tuplos como abstração primordial para o jogo, deixando as listas apenas para as situações que requerem estruturas de dados mutáveis. |

# Iterando através das jogadas – o ciclo de jogo

O ciclo de jogo é executado através da função draw() do módulo p5, como agora se vai ver

## Input do jogador

Nesta implementação do jogo, o jogador interage com o teclado (teclas do cursor: ←, ↓, →, ↑) para escolher a cor que pretende para cada pino.

Este subproblema será desenvolvido através da função key\_pressed() do módulo p5, como se verá no ponto 3.

## Lógica do jogo

Começamos por verificar se o jogador já não tem tentativas (comprimento do tabuleiro é igual ao número de tentativas) ou se a última jogada acertou na chave, caso em que o jogo termina, com a derrota ou a vitória, respetivamente.

def draw():

global tabuleiro, chave, jogada , tentativas, terminou, jogou

# 2.2. logica de jogo

# verifica se jogo terminou

if len(tabuleiro)>0:

ult\_jogada = tabuleiro[-1]

if ult\_jogada[0:DIM\_CHAVE] == chave or tentativas == 0:

terminou = True

|  |  |
| --- | --- |
| **Eye** | A variável terminou é denominada de *flag* (ou "bandeira") pois assinala um estado booleano (0 ou 1 / "on" ou "off").  Neste caso se o jogo terminou ou não.  Será utilizada para apenas para restringir a interação do jogador com o jogo enquanto este não terminar.  Esta variável será verdadeira caso o jogador acerte na chave na última jogada, ou o número de tentativas se esgotar (zero).  Observe a forma como é indexada a última jogada:  tabuleiro[-1] |

O jogador poderá terminar o jogo premindo "ESC" ou fechando a janela.

Em seguida, verificamos se a jogada está completa (jogador insere quarto pino e prime tecla ).

# verifica se a jogada já foi concluída pelo jogador

if jogou:

# acrescenta jogada ao tabuleiro com a respetiva pontuação

tabuleiro.append(tuple(jogada) + pinos(chave, jogada))

tentativas -= 1

jogada = [0]

jogou = False

Nesse caso, adiciona-se ao tabuleiro a jogada (4 pinos) + um par de valores (um tuplo) com o número de pinos pretos e o número de pinos brancos.

É também decrementado (subtrair um) o número de tentativas restantes, inicializada a jogada seguinte com o pino inicial vermelho (índice 0) e desbloqueada a jogada (jogou = False).

Como são determinados o número de pinos brancos e o número de pinos pretos?

Esse é um subproblema que é solucionado pela função pinos(), comparando chave com jogada, e que será explicado posteriormente (ponto 4).

## Output - visualização do tabuleiro de jogo e jogadas efetuadas

O algoritmo de output (visualização) contempla os seguintes passos:

1. Limpar a janela

Para que a visualização seja interativa, é necessário animar a seleção dos pinos de cada jogada, pelo que é sempre necessário limpar o ecrã da janela de jogo com a função background().

# 2.3.1. Limpa o ecrã de jogo

background(200)

1. Desenhar a chave

A chave é, normalmente, desenhada apenas com círculos vazios, de forma a não ser revelada.

No final do jogo (em que a variável terminou é verdadeira), a chave já é desenhada com as cores corretas.

# 2.3.2. desenha chave

fill(200)

# primeiro, desenha o retângulo que envolve a chave

rect((0,0), DIAMETRO\*(DIM\_CHAVE), DIAMETRO)

ponto = (DIAMETRO//2, DIAMETRO//2)

# chave, normalmente, escondida é visualizada através de círculos vazios.

# No final do jogo, a chave é visualizada com as suas cores.

for i in range (DIM\_CHAVE):

if terminou:

# mostra chave no final do jogo

fill(CORES[chave[i]])

circle(move\_ponto(ponto, i\*DIAMETRO, 0), DIAMETRO//2)

|  |  |
| --- | --- |
| **Eye** | Deve ter reparado que neste código utilizamos uma função auxiliar, move\_ponto().  Trata-se de uma função que recebe um ponto (tuplo de dois valores - as suas coordenadas) e que retorna um ponto deslocado de um vetor, como se pode verificar na figura seguinte.    A função, a definir no início do ficheiro, é a seguinte:  def move\_ponto(ponto, dx, dy):  x = ponto[0]  y = ponto[1]  return (x+dx, y+dy) |

1. Legenda P&B

![](data:image/png;base64,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)Segue-se a legenda para os pinos brancos e pretos - círculo preto e círculo branco.

# 2.3.3. legenda para os pinos

fill(0)

circle(((DIM\_CHAVE+0.5)\*DIAMETRO, DIAMETRO//2), DIAMETRO//3)

fill(255)

circle(((DIM\_CHAVE+1.5)\*DIAMETRO, DIAMETRO//2), DIAMETRO//3)

|  |  |
| --- | --- |
| **Eye** | Repare que tanto o "branco" como o "preto" têm os três componentes RGB idênticos, pelo que basta colocar um valor.  O "preto" corresponde à ausência de cor (valor 0).  O "branco" corresponde à intensidade máxima de cor (valor 255). |

1. Jogadas anteriores e jogada atual

Para cada linha do tabuleiro, visualiza as jogadas efetuadas, incluindo os 4 pinos e o número de pinos pretos e de pinos brancos.

# 2.3.4. desenha jogadas anteriores

for linha in tabuleiro:

ponto = (DIAMETRO//2, ponto[1]+DIAMETRO)

for i in range(DIM\_CHAVE):

fill(CORES[linha[i]])

circle(ponto, DIAMETRO//2)

ponto = move\_ponto(ponto, DIAMETRO, 0)

# pinos P&B

fill(0)

text(str(linha[-2])+" "+str(linha[-1]), ponto)

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Eye** | Repare que o tuplo de cada jogada tem seis valores:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | Pino1 | Pino2 | Pino3 | Pino4 | P | B |   Os quatro pinos da jogada e o número de pretos e brancos:    A linha anterior compõe os números numa cadeia de texto para ser visualizada à direita dos 4 pinos da jogada:  **" 1 0"**  O valor de P é linha[-2] e o valor de B é linha[-1]. O penúltimo e o último valor do tuplo.  A função text() desenha esta cadeia de caracteres centrada em ponto. |

No caso da jogada atual, enquanto o jogador vai escolhendo as cores de cada pino, o número de pinos definidos vai variandode 1 a 4...

# 2.3.5. desenha jogada atual

if not terminou:

ponto = (DIAMETRO//2, ponto[1]+DIAMETRO)

for pino in jogada:

fill(CORES[pino])

circle(ponto, DIAMETRO//2)

ponto = move\_ponto(ponto, DIAMETRO, 0)

A jogada atual só é visualizada caso o jogo não tenha terminado.

# Interação com o teclado

A função que recebe os eventos provocados pelo teclado é a função key\_pressed().

A variável key guarda o valor da tecla premida. Uma seleção múltipla permite avaliar se o jogador premiu alguma das teclas do cursor.

* → adiciona/seleciona o pino à direita.

Se a jogada tiver já 4 pinos, ao premir → termina a jogada (variável jogou torna-se True).

* ← seleciona o pino à esquerda
* ↑ muda cor do pino para a seguinte
* ↓ muda cor do pino para a seguinte

Quando o jogo terminar (jogada fica uma lista vazia) o jogador deixa de poder interagir. A função retorna antes da seleção das teclas.

# controla a interação com o utilizador através do teclado

def key\_pressed():

global jogada, terminou, jogou

# se jogo terminou não permite jogar

if terminou or jogou:

return

# verifica teclas premidas

if key == "UP":

jogada[-1] = (jogada[-1] + 1) % len(CORES)

elif key == "DOWN":

jogada[-1] = (jogada[-1] - 1) % len(CORES)

elif key == "LEFT":

if len(jogada)>1:

jogada.pop()

elif key == "RIGHT":

if len(jogada) < DIM\_CHAVE:

# acrescenta pino

jogada.append(0)

else:

# ou termina jogada

jogou = True

# Determinar quantos pinos da jogada estão certos

Tendo em consideração a complexidade do problema de calcular o número de pinos certos na posição certa e os pinos certos mas na posição errada, desenvolveu-se a função pinos(). Esta função tem dois parâmetros: a chave e a jogada.

O algoritmo desta função tem dois passos principais, seguindo-se o retorno da função com um par de valores (tuplo de 2 posições):

def pinos(chave, jogada):

1. Determinar o número de pinos de cada cor que existem na jogada e na chave. Para tal calcula-se o mínimo entre as ocorrências da cor na chave e na jogada, utilizando a função [count()](https://www.w3schools.com/python/ref_list_count.asp).

pinosB = 0

for i in range(len(CORES)):

pinosB += min(chave.count(i), jogada.count(i))

1. Determinar o número de pinos certos na posição certa (pinos pretos), verificando a correspondência das 4 posições das cores na chave e na jogada.

pinosP = 0

# 2.1. verifica se jogo terminou

for i in range(4):

if chave[i] == jogada[i]:

pinosP += 1

1. Finalmente retorna-se um par de valores com o número de pinos pretos e brancos.

Repare que o número de pinos brancos é obtido subtraindo às cores certas na jogada as que também estão na posição certa.

return (pinosP, pinosB-pinosP)

|  |  |
| --- | --- |
| **Eye** | Pareceu um tanto confuso?.. Observe o seguinte exemplo  Considere a seguinte chave:    E a seguinte jogada:    Primeiro, começamos por contar os pinos de cada cor que existem na chave:  pinosB = 2 verdes + 1 azul + 0 ciano = 3  Em seguida verificamos os que têm a cor certa e estão na posição certa:  pinosP = 2  Os valores serão assim:  P = pinosP = 2  B = pinosB-pinosP = 3 - 2 = 1 |

Não esquecer de no final do ficheiro colocar o seguinte código:

if \_\_name\_\_ == '\_\_main\_\_':

run()

|  |  |
| --- | --- |
| **Head with gears** | Sendo este tutorial englobado no âmbito do capítulo que refere os tuplos, é natural utilizarmos esta abstração de dados.  Mas será a única solução?  Existem outras, como as listas, que irá explorar no próximo capítulo.  A razão porque foram utilizados no Mastermind prende-se com o facto de tanto a chave, como as cores das peças de jogo, e cada jogada, serem imutáveis. Ou seja, não é conveniente que estes dados sejam alterados ao longo do jogo. Mas por outro lado, o tabuleiro é dinâmico ao longo do jogo... e por isso foi implementado como uma lista.  Analise novamente o jogo e observe estas opções de estruturas de dados.  Quando explorar as listas no próximo capítulo tente avaliar quais as vantagens e desvantagens dos tuplos. |

# Desafio final

Acrescente a possibilidade de se utilizarem as teclas "1" a "6" para escolher diretamente a cor. Desenhe também o tabuleiro completo, com círculos sem preenchimento.

|  |  |
| --- | --- |
| **Share with person** | Partilhe o **seu** jogo! |