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**1 The Concurrent Binary Search Tree Algorithm**

**1.1 Abstract**

This algorithm is an implementation of the set ADT. That includes:

– The *insert(x)* method adds *x* to the tree, returning *true* if and only if *x* wasn’t already in the tree.

– The *remove(x)* method removes *x* to the tree, returning *true* if and only if *x* was in the tree.

– The *contains(x)* method returns *true* if and only if *x* was in the tree.

Due to a set being represented by such data structure like a binary search tree, there are certain mechanisms which require additional care in comparison to the *Lazy List*. Such additional care, is induced merely due to the fact that when *remove*-ing *binary nodes* from the tree (nodes who have both a left and a right child (and thus a left and a right subtree)) – we ought to replace such nodes with their successor in the tree, in order to maintain the *tree invariants*. This mechanism presents the following inconsistency:

Assume we have a tree with keys , , and that is the successor of . Moreover, assume that the path between the node holding and the node holding is greater than one edge (i.e., there’s at least one key in the tree which is in-between and ’s path). Consequently, assume there is some operation named pending which is traversing through the tree to find if exists in the tree. Moreover, assume that *op*’s *traversal* has yet to reach the node holding – and that it has already traversed through the node holding (i.e., the traversal is currently at a node holding a key in-between and ). Subsequently, assume another thread chose to run *remove*(). We get that this thread will replace the node holding with the node holding , since has a successor and it’s Assume it has done so. Subsequently, assume *op’s traversal* continues running, and that it finds that doesn’t exist in the tree (since the node holding has moved to the location of the node that held , and since the *traversal* has already passed the location of the node that held ). We therefore get a violation, since is present in the tree, and since no other thread is trying to remove it.

This violation suggests that the naïve way of *traversing* the tree is incorrect for such an algorithm – since a *traversal* can become invalid while it is running. Therefore, we suggest the new following approach to *traversing* the tree – which must end as valid *traversal*.

* + 1. **New Tree Traversal**

The following approach recognizes that throughout the *traversal* of some operation, the key that it searches for might have moved to a location higher than where the *traversal* currently resides at. It recognizes so, by rerunning the *traversal* and checking for a repeating result (i.e., the same parent). Only after a repeating result should the *traversal* terminate. Notice: we rerun the *traversal* if and only if the key was not found.

1 **public** NodePairtraverse(intkey) {  
2 NodePair first = **new** NodePair(**null**, **null**, **false**);   
3  
4 **while** (**true**) { *// break if two consecutive traversals coalesce* ***or*** *if the key is found*  
5 Node second = findKeyOnce(key);  
6 **if** ( (second.parent == first.parent) **or** (second.key == key) ) {  
7 **return** second;   
8 }  
9 first = second;  
10 }

**Fig. 1:** Pseudo-code for the traversal logic. We can see that the traversal terminates if and only if two consecutive traversals yield the same result (assuming both found the key to not exist in the tree), or if the key was found in some traversal in the while loop.

* 1. **The** *remove(x)* **method**

**1.2.1 Implementation**

When removing an element, we first traverse the tree to find the node to remove and its parent node. If the node was found, it and its parent should be locked and validated (a similar validation to the *Lazy List*’s), and then there are three cases: the node can be either binary, unary or a leaf.

If the node is a leaf, the removal is trivial – just disconnect the node’s parent from the node.

If the node is unary, then it’s still simple enough – just connect the parent to the single child of the node being removed.

The third case is more complicated – as the “hole” created by the removed node must be filled with its successor. This “filling” must be done without ever disconnecting any node or subtree from the tree, otherwise concurrent calls to *contains* or *insert* might fail. This is done by first finding the node’s successor – the leftmost child in the subtree rooted in the removed node’s right child. The successor and its parent must be locked, too, to prevent them from changing. Then, again, there are two cases: either the successor is a leaf, or it has a right child.

If the successor is a leaf, it can be connected to the removed node’s children, then connected to the removed node’s parent, and finally disconnected from its original parent. Note that the order is important – any other order temporary unlinks some of the nodes from the tree, harming linearizability.

Otherwise, the removal must be more complicated, as demonstrated by Figure 2.

![A picture containing person

Description automatically generated](data:image/png;base64,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)**Fig. 2:** The red node is being removed, and the green node is its successor. No order of setting up the links is correct, as any order temporarily unlinks some nodes.

The pink, orange and blue links should be created for the removal, but:

* Starting with the pink links disconnects the successor’s child
* Starting with the orange link disconnects the successor and its children
* Starting with the blue link disconnects the node to remove and its subtree

Any order of modifying the links temporarily unlinks some nodes from the tree, and the removal can’t be achieved. Hence, a more complicated removal function is required when the successor has a right child: First, the successor is turned into a leaf by finding its own successor and modifying the tree so that it becomes its left child. Then, once the successor becomes a leaf, it can be removed as previously explained.

Note that similarly to the removal in the *Lazy List*, the removed node is marked before its links are being modified, to prevent other functions from misusing bad nodes.

**1.2.2 Linearization Point**

* For a successful removal, the linearization point is when the node is marked as removed. This happens before the physical removal, but after all the relevant nodes (successor and maybe successor of successor, too) are found.
* For an unsuccessful call, the linearization point is when the parent of the place where the node should be is validated and found to be null.
  1. **The** *insert(x)* **method**

**1.3.1 Implementation**

The implementation of *insert(x)* is similar to its implementation in the *Lazy List* algorithm. We first traverse the tree to find the location of the node of where *x* would have been inserted. Notice: this is a regular binary search tree; therefore, all new nodes are inserted as leaves. Then, we grab locks over *pred –* the parent of the location of the node of where *x* should have been inserted, as well as a lock over *curr* – the location of the node of where *x* should have been inserted. After grabbing the aforesaid locks, we validate that the state of the tree among those two alleged nodes has been maintained (i.e., checking *curr* is still the child of *pred*),as well as assure that *pred* as well as *curr* aren’t logically removed (i.e., *marked*).

If such validation/assurance fails – we simply rerun the logic of this method (similarly to the *Lazy List*).

If the validation/assurance succeeds, we continue on with similar mechanisms to the *Lazy List* insertion – that includes: checking if the location of the node of where *x* would have been inserted is an already existing node. In that case, we return **false**, since the traversal would have skipped that node in case it wouldn’t have held *x*. The other case, is that the location of the node of where *x* would have resided isn’t an already existing node. In such case, we simply create a new Node holding *x*, and set it as a left/right child correspondingly to the parent of the location of the node of where *x* would have resided. As stated above, the inserted node of *x* will always initially be a leaf.

**1.3.2 Linearization Point**

* For a successful *insert(x)* call (i.e., *true* being returned), we linearize the *insert(x)* method at the point of setting the left/right child of the relevant node to be a new node that holds *x*.
* For an unsuccessful *insert(x)* call (i.e., *false* being returned), we linearize the *insert(x)* method at the point of comparing *x* and the key of the node of where *x* would have resided (such comparison would result in them being equal – and therefore no insertion is needed).
  1. **The** *contains(x)* **method**

**1.4.1 Implementation**

The implementation of *contains*is as simple as traversing the tree as described in the section describing the new tree traversal. After getting the traversal result, the function reports that the key exists if and only if it is found and unmarked.

Just like in the lazy list, the function doesn’t hold any locks – and the linearizability is enforced by the implementation of the other functions.

**1.4.2 Linearization Point**

* For a successful call, the linearization point is when getting a positive traversal result and checking that the resulting node is not marked.
* For an unsuccessful call, we either linearize it at the point of observing a marked node containing the key, or linearize *contains(x)* with any relevant *insert(x)* (similarly to the *Lazy List* description of *contains(x)*’s linearization point).
  1. **Deadlock-Prevention**

**1.5.1 Lock Ordering Over Branches**

We have ordered the sequence of lock acquisition in such way that locks of nodes in the same branch in the tree, are acquired in a total order. The **branch-specific total order** of node-lock acquisition, is defined by the height of the nodes in the tree. An operation must acquire higher nodes’ locks in some branch in the tree, before acquiring lower nodes’ locks in the same branch. Such **branch-specific total order** of node-lock acquisition, avoids a *resource-deadlock* in our algorithm, since no operation of our algorithm tries to acquire locks over two nodes from two different branches. Therefore, we are granted a *deadlock-free* algorithm.

**1.5.2 Enforcing Lock Ordering Over Branches**

Enforcing node-lock ordering over same branches in the tree would be done in the naïve way of manually acquiring node-locks in the same branch in a descending manner. Albeit, if there’s a possibility of nodes on the same branch being reordered throughout the process of acquiring their locks, it would result in our **branch-specific total order** of node-lock acquisition being breached, which would result in our algorithm not being *deadlock-free*.

Unfortunately, such reordering of nodes on the same branch is possible in our case, due to the *remove(x)* mechanism which might replace a “*to-be-removed”* node with its successor – which could change their order in the branch (assuming the successor resided lower in height in the branch). Therefore, throughout the algorithm, after mostnode-lock acquisitions (we will soon explain what the exception cases are), we validate that the following “*to-be-acquired*” node-lock is correspondent with our **branch-specific total order** of node-lock acquisition (i.e., we validate that it’s lower in height in the branch than the last acquired node-lock). Notice, in cases that we acquire a node-lock over a parent and then acquire a node-lock over its child, the lock order validation is done using the *child* fields of the parent.

We have mentioned that we don't validate the **branch-specific total order** of node-lock acquisition after every node-lock acquisition. These cases are very specific to our algorithm, and therefore to understand this explanation we will point to different places in our code.

The first case is when we call *removeBinaryNode()* from within a *remove()* call – which is done in case we want to remove a node that has two children. In such case, the last acquired node-lock is that of the , while the *“to-be-acquired”* node-lock is that of the parent of the successor of (since we want to replace with its successor) – we’ll call the successor *succ* and its parent *succ\_pred*. Moreover, *’s* right subtree isn’t empty, which forces the fact that its successor is in its right subtree. Therefore, *succ\_pred* isn’t higher in height than . Now, in order for *succ\_pred* to move higher than in their branch and cause a reordering, it would take a different binary node higher than , to find *succ\_pred* as its successor (since in any other case *succ\_pred* won’t move higher than ). Similarly, to , *succ\_pred* is in ’s right subtree, which forces that – and therefore *succ\_pred* isn’t ’s successor, contradiction – therefore, we don’t need to validate the **branch-specific total order** of node-lock acquisition.

The second case is similar to the last case. Using the same terms from the last case, it’s when we call *removeWithNonLeafSuccessor()* from within a *removeBinaryNode()* call – which is done when we want to replace with *succ* but *succ* isn’t a leaf. In such case, the last acquired node-lock is that of , while the *“to-be-acquired”* node-lock is that of the parent of the successor of *succ*. Now, *succ’s* left subtree must always be empty (else ’s successor won’t be *succ*), therefore we get that *succ’s* right subtree isn’t empty, since *succ* isn’t a leaf. From here, the same proof applies from the last case – we just treat *succ* as the previous case’s . Therefore, we don’t need to validate the **branch-specific total order** of node-lock acquisition.