# Wprowadzenie

Przygotowany tutorial zawiera przykładową wersję klienta usługi REST oraz skonfigurowany szkielet usługi WCF REST.

## Usługa

<configuration>

<system.serviceModel>

<services>

<service name="WcfRest.RestService">

<endpoint binding="webHttpBinding" contract="WcfRest.IRestService" behaviorConfiguration="webEndpoint" />

</service>

</services>

<behaviors>

<serviceBehaviors>

<behavior name="">

<serviceMetadata httpGetEnabled="true" httpsGetEnabled="true" />

<serviceDebug includeExceptionDetailInFaults="false" />

<serviceAuthorization serviceAuthorizationManagerType="WcfRest.AuthorizationManager, WcfRest" />

</behavior>

</serviceBehaviors>

<endpointBehaviors>

<behavior name="webEndpoint">

<webHttp defaultBodyStyle="Bare" automaticFormatSelectionEnabled="true" helpEnabled="true" />

</behavior>

</endpointBehaviors>

</behaviors>

<serviceHostingEnvironment aspNetCompatibilityEnabled="false" multipleSiteBindingsEnabled="false" />

</system.serviceModel>

<system.web>

<compilation debug="true" />

</system.web>

</configuration>

*Rys. 1 Plik Konfiguracyjny usługi*

Patrząc od góry, zarejestrowana została usługa *RestService*, przedstawiająca się kontraktem stworzonym przez interfejs *IRestService*. *Endpoint* dla usługi korzysta z wiązania *webHttpBinding.* Dla *endpointa* zdefiniowano poniżej zachowanie zawierające obiekt *webHttp* z ustawionym domyślnym formatowaniem *body* jako *Bare* (bez dodatkowego opakowywania treści) oraz automatyczną negocjacją typu (*automaticFormatSelectionEnabled)*, np. na podstawie nagłówka *Accept. Dodatkowo endpoint generuje także domyślną stronę pomocy – helpEnabled (*[*http://localhost:18964/RestService.svc/help*](http://localhost:18964/RestService.svc/help)*).*

Zdefiniowane zachowanie dla usługi zezwala na jej *debuggowanie,* oraz autoryzację za pomocą własnej klasy *AuthorizationManager.*

*Rys. 2 Szkielet klasy implementującej usługę*

[ServiceBehavior(ConcurrencyMode = ConcurrencyMode.Single, InstanceContextMode

= InstanceContextMode.Single)]

public class RestService : IRestService

{

private static OutgoingWebResponseContext Response =>

WebOperationContext.Current?.OutgoingResponse;

}

Dla usługi zostały zdefiniowane atrybuty zezwalające na utworzenie tylko jednego obiektu klasy RestService do obsługi zapytań oraz wyłączające współbieżność (dla uproszczenia).

Klasa zawiera także właściwość pozwalającą uzyskać bieżący kontekst odpowiedzi służący do ustawiania nagłówków, innych niż domyślne kodów odpowiedzi itp.

Dodatkowe pliki to:

* *IRestService* – zawiera kontrakt usługi,
* *Account* – przykładowy złożony typ danych, który będzie przesyłany w dalszej części,
* *CustomError* – przykładowa klasa błędu, reprezentująca złożony typ danych,
* *AuthorizationManager* – klasa pozwalająca na implementację autoryzacji zapytań.

## Klient

***Uwaga:*** *Dowiązanie w projekcie klienta usługi RestService ma na celu tylko uproszczenie procesu przesyłania danych (nie trzeba implementować od nowa złożonych typów danych do procesu deserialiacji).*

try

{

var request = CreateRequest("");

request.Accept = JsonContentType;

using (var response = GetResponse(request))

{

var body = GetBody(response);

Console.WriteLine($"Status code: {response.StatusCode} {

(int) response.StatusCode}");

Console.WriteLine(body);

}

}

catch (WebException e)

{

var response = (HttpWebResponse) e.Response;

Console.WriteLine("Webexception");

Console.WriteLine($"Status code: {response.StatusCode} {

(int) response.StatusCode}");

Console.WriteLine(GetBody(response));

}

*Rys. 3 Przykładowy proces przesyłania zapytania i odbierania odpowiedzi (także negatywnej)*

Dodatkowe metody pomocnicze to:

* CreateRequest – tworzy obiekt zapytania na podstawie ścieżki relatywnej,
* GetResponse – odbiera odpowiedź na zapytanie i rzutuje na odpowiedni typ,
* GetBody – odczytuje body odpowiedzi i zamyka strumień,
* WriteBody – zapisuje body zapytania i zamyka strumień oraz ustawia nagłówki *Content-Length* i *Content-Type*,
* Serialize – serializuje obiekt do postaci tekstowej (json),
* Deserialize – deserializuje obiekt z postaci tekstowej (json).

# Zadanie 1

Pierwsze zadanie polega na obsłudze zapytania typu *GET* i zwróceniu odpowiedzi w postaci tekstu.

Propozycja rozwiązania:

public interface IRestService

{

[OperationContract]

[WebGet(UriTemplate = "")]

string GetMainPage();

}

public class RestService : IRestService

{

public string GetMainPage()

{

return "This is the main page";

}

}

Widok po stronie klienta:

![](data:image/png;base64,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)

# Zadanie 2

**Uwaga:** To i poniższe zadania nie zawierają przykładowego kodu klienta. Nie oznacza to, że nie należy tego zrobić. Należy samodzielnie zaimplementować go za pomocą dostarczonego szkieletu – sprowadza się to przede wszystkim do ustawienia metody, ewentualnej serializacji, deserializacji oraz ścieżki relatywnej.

Polega na przesłaniu (metoda *PUT*) i odczytaniu tekstu.

Propozycja rozwiązania:

public interface IRestService

{

[OperationContract]

[WebGet(UriTemplate = "username")]

string GetUserName();

[OperationContract]

[WebInvoke(UriTemplate = "username", Method = "PUT")]

void PutUserName(string username);

}

public class RestService : IRestService

{

public string GetUserName()

{

return \_username;

}

public void PutUserName(string username)

{

\_username = username;

}

}

# Zadanie 3

Przesyłanie złożonych typów danych.

Propozycja rozwiązania:

public interface IRestService

{

[OperationContract]

[WebGet(UriTemplate = "accounts")]

List<Account> GetAccounts();

[OperationContract]

[WebInvoke(UriTemplate = "accounts", Method = "POST")]

void PostAccount(Account account);

}

public class RestService : IRestService

{

public List<Account> GetAccounts()

{

return \_accounts.ToList();

}

public void PostAccount(Account account)

{

account.Guid = Guid.NewGuid();

account.CreationDate = DateTime.Now;

CreateAccount(account);

}

private void CreateAccount(Account account)

{

\_accounts.Add(account);

Response.Location = $"accounts/{account.Guid}";

Response.StatusCode = HttpStatusCode.Created;

}

}

[DataContract]

public class Account

{

[DataMember]

public Guid Guid { get; set; }

[DataMember]

public decimal Balance { get; set; }

[DataMember]

public DateTime CreationDate { get; set; }

public Account()

{

CreationDate = DateTime.Now;

}

}

# Zadanie 4

Podstawowa obsługa błędów.

Przykładowe rozwiązanie:

public interface IRestService

{

[OperationContract]

[WebGet(UriTemplate = "accounts/{stringGuid}")]

Account GetAccount(string stringGuid);

}

public class RestService : IRestService

{

public Account GetAccount(string stringGuid)

{

var guid = Guid.Parse(stringGuid);

var account = \_accounts.SingleOrDefault(acc => acc.Guid == guid);

if (account != null)

return account;

throw new WebFaultException(HttpStatusCode.NotFound);

}

}

# Zadanie 5

Przesyłanie złożonych błędów.

Propozycja rozwiązania:

public interface IRestService

{

[OperationContract]

[WebInvoke(UriTemplate = "accounts/{stringGuid}", Method = "PUT")]

void PutAccount(string stringGuid, Account account);

}

public class RestService : IRestService

{

public void PutAccount(string stringGuid, Account account)

{

var guid = Guid.Parse(stringGuid);

account.Guid = guid;

if (account.Balance < 0)

throw new WebFaultException<CustomError>(

new CustomError {Account = existingAccount,

Message = "Invalid balance"},

HttpStatusCode.BadRequest);

var existingAccount = \_accounts.SingleOrDefault(acc =>

acc.Guid == guid);

if (existingAccount == null)

{

CreateAccount(account);

return;

}

\_accounts.Remove(existingAccount);

\_accounts.Add(account);

}

}

[DataContract]

public class CustomError

{

[DataMember]

public Account Account { get; set; }

[DataMember]

public string Message { get; set; }

}

# Zadanie 6 (dla ambitnych)

Zaimplementowanie *Basic Authentication* w klasie *AuthorizationManager. Z*aimplementowane zostały już właściwości pozwalające uzyskać kontekst zapytania oraz odpowiedzi oraz metoda konwertująca tekst z Base64 do zwykłego tekstu.

*Wskazówka:* kod 401 zwrócić można za pomocą *WebFaultException* lub zwracając false (po ustawieniu kodu odpowiedzi).