**Lab 1: Script**

**Modules:**

**Introduction:**

Welcome to Robot Academy. In this lab we will be building a simulation based on a scenario in which products coming down an assembly line will be sorted into categories by a robotic arm. The applications of this simulation include industrial tasks such as defective product inspection and removal, or passing products being built from one part of assembly to another.

This lab will consist of 10 sections. We will start by importing models and creating our mock factory to produce a variety of objects. These objects will populate a conveyor belt that constantly pushes items towards a robotic arm. A vision sensor will read the type of product coming down the line. The ABB IRB 140 robotic arm model will be configured with inverse kinematics to take the products to the correct location.

By the end of the lab, you will be able to drive a robotic arm consisting of multiple joints to simulate the automation of industrial tasks.

**Build the Environment:**

**Build the Robotic Arm:**
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Next, we can grab the gripper for our robotic arm. Travel to **components -> grippers** in the model browser, select the **ROBOTIQ 85** model and drag it anywhere onto the scene. We can attach the gripper by first selecting the **ROBOTIQ 85** object, holding shift, and second, selecting the **IRB\_connection** object. With both objects selected in that order, click on the **Object/item shift** icon (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAlCAYAAAAuqZsAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMASURBVFhH3ZjPaxpBFMffii0eFBM85CrEmoNCKUQPVXuRtop/gT3kUgK9SQvBU/4A8RCEggUpkVwCudvYQw5B7UGhULEtGgteehFaFGPQVtzuG2fUTddUnTVKPzDMvNlfX968eW9YodvtiiBRLBah0WiQtgzW1tbAZDKBzWYjttDpdEQU1W63wWw2g0ajIRdum36/D7VaDQwGA9jt9oGwTCYDFotleMMyYA6pVqvg8XiAWLh8eGFeUaVSCSKRCOnnBb+NGlgoca8bikmlUrB5z0F6HnHjaESRxP5cMFEPPUFwPXpGejXEoSYuj52dncGduzqwWJ3EZj3O88IlLBQKwe9fHWqNwHleuGNsUagi7Ojty2FTC+Hq6krEgHU6ndDr9ej0ctBqtZDP5yEQCPznS7kIuJcyl8tBNpullhydTjfTDpUt5U0JFhNlLBajlpx6vQ7JZBIuLi5gd3cX9vf3ScPxxsYGOSlIdZjeLQffeVMSRk1aOv4LltURrIOMcDhM+sPDQ9IjiUSCjgZsb2+Dw+GAeDxOZ+TvwKTM3o0nCSUUhWGFxwexxLBsjlxPB3t7e3Q0IhqNElFK7Lw4oCPpG+W89I1jMlYSpxj8KOr+g6cyUWpj2XLC5tag8CuhGGNerxe+fD6Hnz++0xn1QY99KxdIoF9nYowx175/95r0SvXwXxQKBbIrxzl6Iw8FFDVTjCHsATwpvKIBPy0nJydk6weDQToz2jQI7kpclUmiEOHy8lI8PT2dOY+N77LruN1ucLlc1Joelsf8fv/8whbBuDCuE+yiQE1Cq9US0+n03B5TWtLxeJoF5jGfz6dOEd95fjBsarG6xx6eGFMq8FgHJxX+aUFNXB7DXIRUK3nSs0rB5nngEoYJErP3h8wxfPqYJpXiyeObE+e0cMcYE1f+eq6aKESVPIZi8KSqlqhhjBmNxuFPjWXBfuqgFkRoNptipVIBqTStxP8xvV4PVqt1IAwvlMtl8gtIssmNtw16an19nYhChsJWDUHy0goKA/gDGxiA2tuLfosAAAAASUVORK5CYII=)) and click the **Position** tab in the window that opens. With the position set relative to the **World** and click **Apply to selection** to translate the gripper’s position to the designated connection on our robotic arm.

We can do the same but with just **ROBOTIQ 85** with the orientation by selecting the **Object/item rotate** icon (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAlCAYAAAAuqZsAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASzSURBVFhHzZhbSGNXFIb/OI6XNqImg5mp9QImDqIyvagtVadQC8Zb6Viw6JN0EHwQpA/ik33xSXwS5kGQQelDBQtaqo5K0ULVUlTKVG2LGmlU5qLOZLzEiQmO6Vkr+2jUY0Zz0uoHm3PWPgfzu9baa699NE6n041LSJC4XjoOPDY9PY2NjQ0eF0FUVBT0ej1SU1PZ1uzu7rpJ1M7ODhITExEUdDFO3N/fh9VqRUREBNLS0jzCRkdHYTQaD164CGSHWCwW5ObmenKMwkcP1IqanZ1FS0uLsM4H/TZpkFOJPdbb24usrCzs7e3xpD+QqP7+fmF5iIuLg8FgQEJCwkFEfBEcHIyJiQmUlJRA43A43H19faqELS8vo7OzEx/llsOYnMVzLqcDNtsjrD6xYHlpBo6XNmRnZyMjI4OfKyELKy4uDky56OnpQZIp80AUERIajus3jLj1nhkld+pw+5O7mP3Tio6ODkiVQLx1OgERlpeXh8WFSVjmJ8TMSUhkflENdNduorW1FZubm+KJMgEJJSHn2NWQMLZ1uljEJaQjXhraCB3PyUz+1gPbszlUVlaKGQ8BDyVBtaeoqAhXpL9496tK5GS/A+fLRXR3NbIQyjmZzA/vSC7RYnx8XMycJMjtDtxWSeJqa2sRGRnJq7CwsBDV1dWwb/2DoQf3joij3JuamhLWUUhTwDx2GiSyoqIC1/RvYvyX78SsJ+fC39BxQVXiPxcmQ2FeX7PgqVQ+ZCj/lpaWhHWUYHH1G8qTsbExYR0lLCyMQ0uEhoZyqBcXJthbhEG6/j3zF98fx+8cW1tb45q0sLCAqqoqNDQ08KB7qvbUKUi7injbg8lkgu35I2EBWq0O6+vrwjpEVY61t7djdXWVR1tbGxobG3nQPW1FZWVl4s1D4uPj8cL2WFiSMKmMHBcvoyqUdXV14u6Q5uZmZGZmCkuZb+9/Le5OR1HY8PAwe8IbSl5aYWqpr68Xd75RzDESZXjrfaSkf8bDvvPqtVtIIPGZYzp9LK8eGiEh4XC5XOLJ2ZicnORV6S+Kwqj/9l49JG5+fl5Yr6erqwsrKysoLy8XM+dHMcdiYmJgXT4UlmTKwoMfm7ldoXokQ4muREpKCvdeatDY7Xb3wMDAke6CalTX9z/giy+/YZugjXjP9QSlpaViJvDI3UVBQYFy8pPHgq/sc+cpc+tdM54930F3d/eZGj01+Ez+nJwc/PH7oLA8HWl+YQ32EcWNHpUU8ixB99SPBZJThdG+FnL1FYdQhsRl367Ap+YavNjUcLibmpq4faEmMZDiNNvb2+7BwUHFDpZCRt65mfIx909KyIcO+7YNv452ciGmf8of5Bwzm82+N3FagbTknz5+iKH+e/zjx5EPHXQQyfjg8xNHOH/wmWMytBBInMl4g0vGzz/d50OHdzdKkE0tTXp6uphRh2Zra8s9NDR0psMIhXZmZoaLLRVQwnA9ia8ulwNvx+q5nfYXOZT5+fnnE3YcEkr76sjICHtWjSjCW5iqwwjlIPVYdAxTK8qbgxyjdkb+qHFRyB915NZKI7UzbsoZaWu6FN/HtFotkpOTPcLowdzcHH8C+j/7Lm/IU9HR0SwKAP4FyxE/I1fPUX0AAAAASUVORK5CYII=)) and the **Rotation** tab. Relative to **Own frame** enter 180 into the field for **Around Y [deg]** to correct the gripper’s orientation. Return to the **Object/item shift** mode to pull the gripper down a bit. Go to the **Translate** tab and enter **-0.02** into the **Along Z [m]** field and click **Z-translate sel.** once.

Lastly, select **ROBOTIQ 85** in the **Scene hierarchy** and drag it over **IRB140\_connection** to make it the child of that object. Play the scene with ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAdCAYAAAC9pNwMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAHmSURBVEhLzZXLSwJRFMa/CXoItelFGtTCaNUQRVkgBW2cKAQlCMtWbW2ltg3ctJl2hhS5KQIXRQZF2H9QLgLBRYFuelhECiqkO2vkCoPcdF5lPzjMzDnc+/HdM/deplgsltAAmsjzz2EKhcL/dZzJZMibdtR17Pf7kUgkwLIsnE4ndDodqaijrmNB1LG2jc9iG3w+X/lbCyQtdUurDubZVYxN2LC3f4BIJEIqymkqlUqoFWKGhk3gFjZwcxsrtyCdTlPHSAnZ26mzqx9W+yaaWw3geR7xeJxU5KF4H09O2zFlXsHh0THC4TDJSkexsMDAIAurbRP3D89l96lUilTqI6vHNNo7OsEtbqC7d6Tc92g0Sp2nOlQ5FjM6Po+ZuXWcnJ4hFArh+w4gFTqaCQv06YewtLyF17dPBINBkqWjqbBAZc8nk0mSoaO6x9Vk0i+4vtqF0WikzlcJTR3H7iK4PN+BaZKFy+UiWTqaCAsuL8I8Pt7j8Hq94DiOVH5GtbDYpcfjgcFgIJXaKBZW4lKMop9L7NLtdkOv11PH1gpZjsUuhWW1WCykIh/JwtUupfbyJ5h8Pl9zswYCATw+vaC3pwsOh0O1YAUml8vVPSWEW0crwQqShH8DTQ4QJTRMmMlmsw1YauALuPeIcrZaJmsAAAAASUVORK5CYII=) . Try opening moving the robotic arm and closing the gripper with the provided UI by clicking on **ROBOTIQ 85** or **IRB140** (either in the scene or the scene hierarchy).

**Build the Assembly Line:**

The next step in this lab is to build our assembly line. This will consist of importing a **Dummy** object that will act as a marker for the position to programmatically produce cuboids of various colors. We will also be importing a **conveyor belt (efficient)** which can be used to move the assembly line and detect product types (cuboid colors).

In the model browser, click on **equipment -> conveyor belts** and drag the **conveyor belt (efficient)** model out onto the scene, one end of which should be in reach of the robotic arm.

Next, Click **Add** in the menu bar (alternatively, right click on the game scene -> **Add**) and add **Dummy** object to the scene. Move the dummy somewhere near the end of the conveyor belt opposite to the robotic arm. This dummy’s position will be located by a script that will also produce our cuboids. For now, we can shrink the dummy and place it such that, when the scene is playing, the produced shapes will be generated somewhere over that end of the conveyor belt.

Double click the icon to the left of the **Dummy** object in the **Scene hierarchy**: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAASCAYAAACuLnWgAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOfSURBVEhLtZRdTJtVGMd/tC+UdjCoMCjFIYPBNhYDbsBkgBol+9BEEz+SRhPnx43RbBovjAaj2S40Ji4zakw2XZbNzCzbMsgwiMtkDFFgEDro+CiD0TJYu5aPUgr0Bd7Wd+xN5ssAb9zv5lycc/7/53nO85wIURTDPGA0yvpA+c9MQqEQXq+HQbeXWSFRviHHNT1CRmoCJlMyERERysnlWdGktb2dmk47zVc7CfrdmMyJzM9G4HX5mdNmUVSwmXd2ZpGetla5sTRLmtwaGuJQbQPt/f1IzhsYNavxdjVx4ps2skrA5QSHO5WTtYVYZ19jW4KP/XteRqfXKwpq7nuTmw4Hn11qYFQuk1B3gfTAONlrdEjaTbQ4IhdupKyDoqJhvi+v4Otd7yFs2cInR08RkiRFRY3KJOD38+OVVpLl9G8d+YFH8wuIMmXgnYCxKTN/X05fOHfTDrW/ablYFUfT+dt4fjmIsbiMuuYrC/uLEZR1gSZrGynFpXScrcLZJ+GT3MTqJoiLm+L5Jyfpts/xTGkBWsGI329AlPTEChqktRqKk3X4r44qSmpUJl2dXaSV7qAtHGTvG22UWDoxCCLmNIhPgjM/6/j0wFOU7TbLDeAjWq/D09vDuBBDSsJDuAJBRUmNqlxbc/NoPHOOXXv2sb7EQP7jIjn5GtkgWt7Vs327SLq5j8BUEF2UBre9m8YeOx999y0DDfXYbe13hRahMkkwGjn35efMBD2MFE2x/4s8rBdChEbvRDhDaiZkptr4s7qFxrrLBIxrOGmzsSpax75X32LTxs13hRahamG/b5y3Dx1nYGaeV8oeIz5jB0FHE+tjWpjxNMmD56HX8QijUjFbn84jU87cVl9P+bsfMu6d5vSxg7ywe6eidg+VSVhu2wOHj9Gc+yITl6pJklzkFhbDnAFpNgpBZyQhykns6jmGXD6qz9dgbekgJSeXoWstXKs8QVZ2tqJ2j/uGsa+7k2eP/s5zX33MSKv8nTT/xfRwH1GCFo0QScDrYlJuddmROLm8kXJ3WWuqsGzbwPGfjigqapac+MrKCvb+0Uvhmx+QFB+LKJcx6BtFnBhDEoPMTweYnfJze3CQnou/8sTDq6ipOCu3tjysS7CkyR16bB28f/gUbmMaQqIZQ5wRLWEmPW4mhgcIOK+TKPoof/0lLBbLih/lsiYLhMM4b/Rj6xvgusuLd8yHMcbAOlMiORnpZG/cgLBM9P9mZZP/BfgH+qGHrYTD5NMAAAAASUVORK5CYII=). Under the **Dummy** enter **0.05** in the **Object size[m]** field**.** Move the **Dummy** to the location you want your cuboids to be produced using the mouse and **Object/item shift** (holding **ctrl** allows you to adjust the Z position). Double-click on the name of the **Dummy** object in the scene hierarchy to rename it to ‘**Factory**’ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAAaCAYAAABfA8lWAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAUYSURBVGhD7Zl7TFNXHMc/fQiVhxSGPKdDEBWfGIEhOoluc2YPY7b4x8Yfiv7jNJpticvUPbIs22L2cHFmJCbLFhd0ma8MJ3MOjeKryCYCRilUeQ1ayhuKtEDpevESaymT0vJa+klu7vmd8zu/nHu++f167q3EZDJZcBFDSwtpv2SRsiWdoiOnUdfV8/PzCcyMixM9PLiKVLy7hJ9SyQqziZzvj3PuSCYzbl0nevYscdSDO3BLRglYenupq62lRK0mKSkJH39/ccSDO3CbUK6QluYttjwcPQpdXSbReojEUpg+5kKt/+SHvgV6EClKFxsPcctvlIeRx2Whei1StK0KVJUB5OoWckm3iEsaJTXN3liQiF4eXMWl0pdnFSe7NgLVnSaMbTrCIoLp6ZJQr22jWxZLykIl2xKriQ6oEmc4xr70SQbR1zLmRfo/ENbsrvU5KH3DEqqmScEXpQu5Wa7FXHmPQOkU6m+rOPTNDWKXg7YSKnSRZJ5PoqArjWT/Mj5dVY1C3ilGeBRHQjkSZbD+ccEIC+V06ats8GPX3WQaUCC/cJYoQzOzpnpjlsWRXzGpL2L4DFi6tIYDe07y5ZptyJJfYGdOFL24droTRBos2/7vOCVUu8mXjKo4QqdPo/bgdyxISMQrLJr6VmjqiODqxag+v2o1nP9dRs6pAFRZdegPf4Uy9VXOaYL6xt2FvWi2dn9buNv329oCQ/W1bdsyWL87cUqoqxprtqS+TNPNO1RqzFy8rENTpKa55jprU//gbnk3zz6TyOYtq9n9/ivs/OBFTv6ZRplWyvRQb1qMPmKk0UHYQCEL+zPR3rbFGd+xQFrdmYyjyxG31bWEh0+jx2Jk+8YbHMzIIuPAWQ79dIWvM4rYlK7lH908YhcksCgxghUrw4gMbcJfbiT8iSDaDEYx0uggbLIt9rYtQ/F1JFq/oCONUxm1ZE4o146eYM2GHcxc7kNCsom5CVKUIQrr6GRSUkxERWgwdBjx9pKiU9/hWomad7/dT/nlXEoKCx4E8uA00mmTVTi6HDHVr4cTn39Ep1FPw9IOPv4snoKzvfQ2CpnSSWQMxEQWcyk7n2sXLmIInEpmcTG+Cm92vLGJubFPPgg0gbHNqtHKJgGnjuetnQo2HAvmXreC9c8tRhm9GmOFipl++XTqVdaF6ymteIpG8zKWrIonZlE8xbm57Nn6Ds319zm2bx2vLW4Qoz1kuMdzW7t/82ztwXwF7OcO1Veg336k39oeN8fzKQoT84PaCVm3max8HWcO76W5p4f8+mUUdu/iluRH/GdvYkFyNPfuVvH2xq1sf3M3vnFPQ5Af8yOH/iTCJthftpsl0L9ZjsZGkgEijQJOv/CW1gawOjuUl/a+R8NfeqryrnC/RoOXXIZUPglDvZb2tjaQexMQGMgkuZSCM6d4PX4Kh/dEilEeZSJ+lB0glNUed18mjqt82fp3CEnpbxGi9MfU0oyxpRFTaxNmk5Ge+wa6Otqoq6qiJOc3UsPM5OxLRI5VQAdMNKEcZtN4FErgdrU/236VoQuMQh4cgU9AIDLrStv1OlpryjFUlhFsauHDtSGkrZRYn8MszhzIRBFKEEjAYckbr0IJWKzSVOj9KNR6UdYoRd9iJNBHRkyQhXnWKjcnohO55PHvThOx9I0o7hbKXXiEssORUOPhr3gPj8ep47mHsWPYQpWVlqIpKxMtDyPNsITq6e5m/+lsTqjyUOVdp6lh4NcGD+4E/gWbLj722+PE+wAAAABJRU5ErkJggg==).

**Build the Product Detector:**

Click **Add** and under **Vision sensor** choose **Orthographic type**. We will use this to measure a single pixel of a block’s color as it nears the robotic arm’s end of the conveyor. Use **Object/item rotate** to flip the **Vision\_sensor** by 90 degrees by entering **90** into the **Around X** field to make the vision sensor parallel to the floor.

Use **Object/item shift** and mouse controls to align the sensor perpendicular to the conveyor’s movement.

Double click on the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAVCAYAAABc6S4mAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALFSURBVEhLxZPdS1NhHMe/zrWptdK20ko3axJhIqUmkXcVCN70H9RAjQgC+xOCrvKuiy66iOgiiiIoMUpLpGxvodPSvZyd9Ky92Nl0a0enzZedfmc7qMtlKkgf+HD27HfO8+X5Pc+Tl0wmRWwCMZUCHwrB7fGgsbERRRqNXNmYTQdsF4X83DH+X4CXYcB6vfJo++QMWFpcxN3u13hhtcFqsyM6NSVXtk7OTe599x4evQHHa6rR99GMKMvihFIJo2Y36k5Wo8JgkN/8NzkDHj1+gjbT5fTvRdJPDi4sw+l2IeR2o2B6GmfKynCqyojKSgNUanX63VysC/D7/XjGTuB680VIJz0v8/cKUrOcpHXcB/+YE/FhB+513PhryLqA7rc9+FBTi9qjehTS+AipJ8vJfHItKfJObx/O7VLgdH091DlCsjZZFEUwswkcpMkTNA6RVvIV+ZTsJ1lynpSQPg73vMEVkwmtrW0w0dNsNmeKMlkBfCgIGxdFJAZEZjL9V5JLpBRmJ7tIKcxG9v8U4HJ70HzhPIqL98FB7QqHw1RZJStgcGgIY3wCAQ5gPk/COTAJ1iWAj6QwRylSL6UwaYpR8oHZgvgEh7x8JZR0yrQlWjQ1NVFllayAuoYGGOcCGLl/C7bel3TZxhH0CeBGeDADQbCOaYQCCxCoR7RARCy0jnkB0XgcgUAAWp0WOp0uM5nMuk1OLS9jMujHsItBl30Udn4Gc5oD2F9Vg7JyI4rUKhTsKYSoWoDl6iXsnY2gRH8M330+dHTcRHt7mzxThpz3YAXa9Cn+B766POhxONHPRRBVaVB6thmi9wt8ndcgLKVQeugwYrEYLBYLjEaj/HGGjQP+ICHEwbDf8PzTILyuMTzsvJ3e5JaWlvQR5TgOCkVW17cWsJbkr3moC6SbAgiCACEuoLxCui3ZbDtgs2SvZwfY4QDgN32VOCSJ+LTsAAAAAElFTkSuQmCC) next to the newly added vision sensor named **Vision\_sensor**. Under the **Vision sensor** tab, change the far clipping plane to **0.3** in the **Near / far clipping plane [m]** second field. Also change the **Resolution X / Y** to **1** / **1**. Exit this window and use the **Object/item shift** tool to adjust the **Vision\_sensor**.

Our last objects to add are the tables. In the model browser, navigate to **furniture -> tables** and drag a **customizable table** onto the scene within reach of the robotic arm. In the slider the opens up, turn **Height** all the way down to **0.41**. Adjust the **Length** and **Width** so that two more tables can fit within reach of the robotic arm. Repeat this process for two more tables surrounding the robotic arm.

Select the **ConveyorBelt** and then, while holding shift, select one of the tables. In the **Object/item shift** mode, go to the **Position** tab and relative to **World,** click **Apply Z to sel.** Our tables and conveyor belt should now all be at the same height.

The last step is to color-code our tables for each category of product. Expand one of the **customizableTable**s using the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAATCAYAAAB2pebxAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAB/SURBVDhP7ZQxCsAgDEXTUjdv6uRFdPJeXkVwcVIsEaKtoWBHH4R8MQTzFY+UUoZFTsxL7CZPuttxzqGao5RCRahNWhhjMkfdp/Ut2HGstajmhBDWPfHew4W6g56gaa31nUeklLwnb2taXyPGyHvyBSEE78lshJFf3sn+CkYACnhwopbf+nYtAAAAAElFTkSuQmCC)button. Double click the icon(![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAUCAYAAAB4d5a9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJqSURBVEhL3VVNaxNRFD3zkcnMNBnbpiG1CMamtSIkoNSiFFppF9qNrqTV6lb/gCupKwvqQhAU/4Gg4MqAWLUp9QtNtRVj2ia22KKiEDsoStNJJhnvS2eZTMZFNx44vDvc+97hvnvfHc4wDAtbDN5etxT/lEk2ncarVBoBzY+Bw31Q1Abb4wzXIrPJJI7EpyC17cKPN28RnJ/ByvRDiJJkR9SGq+sqbmzgzMQUzl29iJNnR9E7Mozc7gO4MH7FjnCGK5EHkwnsGD2FQbK7FA6ypqKjez9uJV7DyK9vBjnAlciTr9/QuyeCRrIVouz3wStyKKoa0guLlRgnuBLJ8Dzaad1GVImyKoMTaGswhFTmIwtxRF2R1aVl6OFONNnfHFEQBBIREApHcP1efNPhgLoiY7fvIjLYXzlcJ/4ilosmeMqkyadgXjcwO5NkoTXhKLKSzWI63IWYVwDr8zXiT2KpYELwUDaWieZ9PTgxdhmFfJ5tqQpHkZuPEoidHkYz2R6iQTSJPMdBED0QFAUBv4qcFsLjp8/IUx3OmZglRBUeQbLZk2NXxiCSAO8RwctewCohsL0N33WWY3U4iphcuVLwVmKA6CNWuotqIckKeImyIaFy2YJl1R4cjiIxmlFp2suC2Pvw21S1BjqctbEAUWtE7vMqdoZayFMdjiLnjx/DxKVxzJGdI7Lu+kM0qPBUGEjBVnzILKGb+42B/j7yVEfdAbn4PoWR+3FEho6i89BBsCHyaVlH5sVzfElMYgh53LlxDR4v1acGXE1h1p4v595hYU3Heonuv1BAC7VwT0c79kajdlRt/C9/RuAvVpe361mWAPAAAAAASUVORK5CYII=)) next to the **customizableTable\_tableTop** object. Click on **Adjust color** under the **Shape** tab and in the window that opens click **Ambient/diffuse component**. You can choose any three colors for the three tables, but this tutorial will choose a shade of red, green, and blue. Repeat this process for the other two tables.

**Configure the Factory:**

**Generate Colored Cuboids:**

In this section we will be writing the code to produce an endless number of products for our assembly line.

In the menu, click on **Tools** and then **Scripts**. In the window that opens ensure that **Simulation scripts** in the top dropdown is selected and click **Insert new script**. This will be a **Child script (threaded)** and click **OK**.

In the list view for the **Scripts** window, click on **Main script (default)** and then click on **Non-threaded child script(unassociated)** to select our newly created script. Under **Script properties** change the value for **Associated object** to the name of the dummy at the end of the conveyor belt (probably **Factory**) and exit the window. A script icon should appear next to that object: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAYCAYAAADtaU2/AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJjSURBVEhL7ZXNahNRFMf/k2TypckkmcRGKSgUkRZqguDCKqgPoPgGCq5E6CKuunKdV+iiC+lWsYusXCik+gCB4sqPSKKJNW2apHYmk5nxnpsbFc2NUwjtxt9wuHPOnZk/55x75yqmabo4BnxiPHKOTfhQpTYMA4qiCO9vfD4fVFUV3mQ8CduDAZZXVnA1n0c6k4HjOGLmF67rolKpoFAoeBL/p7Blmrj/7CkOlq5g4/wFER1PuVxGLpdDOBwWETkTe0yZPtp4jnN372Fx9iysel3MjKdarSIQCAhvMlLh7/v7uLO6CuXWbdist2+3tmDb9nBSUiPbEfMekAqvra+j9+AhsqydTaOP66xvSirFxa2BhQGrBt1Tvx132HOf4n2TSJ+cn5vD65CKx8EAnqh+LF9cxICV0TgwYFkWt36/PzSzz9/5WREPSIWpmr1eD/V2G8qHT1hQHLRbLVw+GcaJ91W0WTz67iMuhVVunU5n7GqXIRdm24MyiESjaJ2ZwebOHiKRCDZ397hPK3d39jTetLvc4vH4dIQJhwl3WSb65yaupTRuer2JbreLVL2BpUSMW7L2ZXoZE/QhyrKRSeFl8xs3uqdsGxkdr762uDVP6dPL2GWXzT5Efc5u7+DmTJqPlC2N2e0WbjBBMsp2tMK9IhVW2DXKuJbU8IKVtpaMCz/OjWJkFCNhWhdekQqTaFrXoWkaEgmNjzKjMgeDQX5IeEX6ry4Wi8izQ4F+FLS3qPQj/syM/FgshlKpxN/z+/1iRo5UmH4MJDrpGPwdEifBUCgkIpM51Hk8Tbw3Zcr8Fz4igB8oZDV9vxgbvQAAAABJRU5ErkJggg==)Double click it.

We can start by erasing all of the green text commented out with **‘—‘** which leaves us with two functions: **sysCall\_threadmain()** and **sysCall\_cleanup()**. We will add the first lines of **sysCall\_threadmain()** with a call to get the handle for our factory dummy to get it’s position:

* **factory=sim.getObjectHandle("Factory")**
* **factoryPosition=sim.getObjectPosition(factory,-1)**

(-1 specifies to get factory position relative to the world)

Next we can add lines to define the cuboid’s color:

* **colors={ {0.9,0.5,0.5},{0.5,0.9,0.5},{0.5,0.5,0.9} }**

(R, G, and B: Three sets of RGB values between 0.0 and 1.0)

* **currentColor=colors[1]**

(Lua sequential data structures are 1-indexed, here our first cuboid will be red)

Create a function **changeColor()** to handle randomizing colors:

* **function changeColor()**
  + **randomNumber=sim.getRandom()**
  + **if (randomNumber < 0.33) then**
    - **return colors[1]**
  + **elseif (randomNumber >=0.33 and randomNumber <0.67) then**
    - **return colors[2]**
  + **else**
    - **return colors[3]**
  + **end**
* **end**

Create a while loop in **sysCall\_threadmain** to forever produce cubes in 10 second intervals:

* **while (true) do**
  + **currentColor=changeColor()**

Assign a new color to our current color by calling our color randomizing function

* + **cuboid=sim.createPureShape(0,15,{0.05,0.05,0.05},0.2,nil)**

Create a new cuboid (**0**), with these properties.

*Reference:* *https://www.coppeliarobotics.com/helpFiles/en/regularApi/simCreatePureShape.htm*

* + **sim.setObjectInt32Parameter(cuboid, 3003, 0);**

Make the object dynamic.

* + **sim.setObjectInt32Parameter(cuboid, 3004, 1);**

Make the object respondable.

*Reference:*

*https://www.coppeliarobotics.com/helpFiles/en/objectParameterIDs.htm*

* + **sim.setObjectSpecialProperty(cuboid, sim.objectspecialproperty\_renderable)**

Make the object renderable

*Reference: https://www.coppeliarobotics.com/helpFiles/en/apiConstants.htm#sceneObjectSpecialProperties*

* + **sim.setShapeColor(cuboid, nil,sim.colorcomponent\_ambient, currentColor)**

Set the shape’s color

* + **sim.setObjectParent(cuboid,-1,true)**

Make the object have no parent

* + **sim.setObjectPosition(cuboid,-1,factoryPosition)**

Place the object exactly where our **Factory** dummy is.

* + **sim.wait(10)**

Wait 10 seconds before producing another cuboid

* **end**

We can now save the script and return to our scene and press play. Cubes of 3 different colors should be coming out over our **Factory** dummy. If the conveyor belt is going in the wrong direction or too fast/slow, double-click this icon: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAYAAAByUDbMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAIwSURBVDhPzZQ9a1pxFMafe40vcRDxpaEZXOoiCCKJ8QuILi6hcQi4i9/BL+EgqWs6NxqJQRxUmsGx2AwNiIhFhUBQixj1etV6jtfobTs69AeXh+dcef4v51yF6XS6xJ4QFd0Lew17O2an00GxWIQ8l3F6cgqv14tCoYDBYIBer4dwOAyHw4FqtYpyuQxZlhGPx2G32zmIoTB6br7cLF9eXpZEpVLhWjqdZi9JEr+nWi6X4xr9dlPbPKpjzudzVqPRyHpwcMAqCAIrIc9kVlH4+4ZUldUOWEejEeuh8RC1Wg0PD1/ZE/1Bn3W+WC+8iypssVjw7sbjMfvJeIJkMonr68/siXq9ztrtdll3+WeYRqNhL4oiQqEQgsEg+w2JRAKpVEpxW1RhNpsNOp0OWq2WPXUsk8ng9jbHnqB3746O4HQ6lcqW9Q0r3OXvcPz+GKtOsdfr9YhGo+j31/dEDIdDPD8/8/06P6gDVTu7z98jm83i6ccTe+oizddF5II9YbFYEAgE4HK5lMoWVZjPd4aT1cAajAb2okbkzrZ/ttkTgiggEonwjv9EFVarfcPj43fMpBn7zdwNfg1YCWkq8REbjYZS2aIKOz//iMvLy9UOfewnkwnrTBlUgjpObGZxF1WY338Gj8fDF0+8jl5hMBhWX8J6VAhagDputVqVypa3D73VaqFUKvHKbrd7FexHPp/nD73dbiMWi8FsNuPq0xXsNjuazSbXTCYTBxH/658j8BvZIhcPTAPz0gAAAABJRU5ErkJggg==) next to it in the **Scene hierarchy**. Change the direction by selecting the **converyorBeltVelocity** parameter and flipping the sign of the number in the **Value** field. Play around with this parameter to get the cuboids to steadily flow towards the robotic arm.

**Detect the Cuboids:**

At the other end of the conveyor belt, where the vision sensor is, we want to stop the conveyor belt when a cuboid is available to the robotic arm and read the color. We can start by opening the child script of **ConveyorBelt** by double-clicking the ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAUCAYAAACNiR0NAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAIVSURBVDhPrVQ9r2lBFF2+ic/EJdGKngS5LyFRaOhVColCpZCIH0GrugkJnV8gIiIiolVo1P4B8e1yzpvZb3y7V/EsGefsPWfWWXvNPqPY7XYy3oiXhNvtFgqFQkSPUCqV0Gg0IvqF8HA4oFAoIBgMwuFwQJIkMXOBLMsYj8fI5/Nn0qeE+/0exWIRLpcL2WxWZJ9jMBjA6/VCr9dTrKT/KxyPR5TLZeRyOXg8HsxmMzHzHNPpFGq1WkR3hOv1msrMZDJU5mQyoRcQfnD6KIl5gRvCer1O8kejERqNBtxuNwwGA5F+H77JV37P/ZTkf54qFXdFcg9Po9lsMp/lc8wWyqvVSl4sFnRlFdDYbDY0OGq1Gs2d1lyKF1gul5jP52i32zCZTAiFQhgOh5SPx+NotVqU54jFYg+7f7PLnU4H4XCY+cIeYi1xBm9DFvJ+vO5Jm82GarWKZDJ53pgHhRLziJWIbrcLo9FIOVYSotHoQy6RSLxW+OfzkxQye0T2GlyhuGVwOp34+vpCKpV6rlBmP07G/er1eqSGK4lEIuj3+/TMSWEgEIDdbn+t0O/3kzq2wSzzTOUFvFcrlQrS6fRZ4U0T8bd9sLdarVZmuJWuPw2LxQKtVkuHwzVuFJZKJfh8PmpgLo5bcMK9pzw2m81gvUvrVCoV5W8I+aHAyX47rq7BSTmRTqcTmTvCd+DuQ/x/vJkQ+Au4hUWdL0+N6AAAAABJRU5ErkJggg==) icon next to it in the **Scene hierarchy.** This script contains code that handles the movement of the conveyor belt. The local variable **beltVelocity** on line 8 will be what we manipulate to stop and start it programmatically.

Grab the handle for our vision sensor by adding this line to the end of **sysCall\_init()**:

* **visionSensor=sim.getObjectHandle("Vision\_sensor")**

At the start of **sysCall\_actuation()** we can begin inserting our own code to read from the vision sensor.

* **imageBuffer = sim.getVisionSensorCharImage(visionSensor,0,0,1,1)**

Returns a single pixel buffer.

* **r = tonumber(string.byte(imageBuffer, 1))**
* **g = tonumber(string.byte(imageBuffer, 2))**
* **b = tonumber(string.byte(imageBuffer, 3))**

r, g, and b are values between 0 and 1 representing intensity of red, green, or blue

By default, if the vision sensor cannot read anything, the color will be black or 0, 0, and 0 for red, green, and blue. Therefore, as long as the **r, g,** and **b** values are all not 0, the belt should be moving. Otherwise, a cube is detected and it should stop. We will take the line defining **beltVelocity** and set it based on these conditions:

* **local beltVelocity=nil**
* **if (r~=0 and g~=0 and b ~=0) then**
  + **beltVelocity=0**
* **else**
  + **beltVelocity=sim.getScriptSimulationParameter(sim.handle\_self,"conveyorBeltVelocity")**
* **end**

We will utilize this same concept in another script that will control the robotic arm. In the menu bar go to **Tools -> Scripts** and select the **Non-threaded child script** associated with **IRB140**. Make the **Associated object** the value **none**. Create a new **Simulation script** of type **Threaded child script** and make the **Associated object** of this newly created script **IRB140.** In the **Scene hierarchy** double click the script icon next to **IRB140** **![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAVCAYAAACpF6WWAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJJSURBVDhP1VQ9b9NQFD124nxB4sROaECVQOoEUlGExAJIwA+gYmOEFSF1CFMn5vyFDoBQf0AZMnUoigo/IFIFQuIjKIaEktb5KDh2bPPuswOx07QdysCxjp7ve34n595cXWE4HLo4YYj+eqI40qlhGBAEwY+mIYoiJEnyIw8zRe3RCMsrK7heKiFfKMBxHP/kL1zXRb1eR7lcDgqTaJiDXs+99/yZu/T+Hbt3OGq1mtvtdgP3p2pKDh+/XMeF+w+wOH8elqb5Jwej0WggGo36kYeA6M/9fdxdXYVwZwk2q+Xb7W3Ytu0dzqi87fjnEwiIPl1bw+DhIxRZ+dqGiZusToKicGFrZGHEsqB3qq/jejUWhekGCuxcXFjA67iEJ7EoXkgRLF9exIilZvwyYFkWp2maHocmv/MnkwkERCnDwWAATdchfPqCS4IDvdPB1dMJnPrYgM72Ux8+40pC4uz1egd2RVCUtQj9cjKVQufcHLZ2u0gmk9ja6/I4kUhgb/4s3uh9zkwmc7QowWGifeZA/drGDUXmVLU2+v0+FK2Fa9k0Z6757XhOCfQRuWsVFGy2f3DSO7lsFVS8+t7hbJ9Rj+fUZY/NPqK6Fnd2cXsuz1dySWtxp4NbTIxILsedEEZAVGDP2GkzJ2ODpdvMZfw4w0l7RNojUfofwgiIkmBeVSHLMrJZma+zSKnHYjE+UMIIDJRKpYISGyDU5NRfVI4xwo4oTqfTqFar/F4kEvFPQqLU1CR42KibBAmTWDwe93c8/D+T/x+IAr8B3L93Pj//JP8AAAAASUVORK5CYII=)**. Add the code already written to get the color of cuboids:

* **visionSensor=sim.getObjectHandle("Vision\_sensor")**
* **while (true) do** 
  + **imageBuffer = sim.getVisionSensorCharImage(visionSensor,0,0,1,1)**
  + **r = tonumber(string.byte(imageBuffer, 1))**
  + **g = tonumber(string.byte(imageBuffer, 2))**
  + **b = tonumber(string.byte(imageBuffer, 3))**
  + **print("R: "..r.." G: "..g.." B: "..b)**
  + **sim.wait(5)**

The above 2 lines are optional and can be deleted after verifying correct behavior when pressing play.

* **end**

Our factory is now all set up and the last steps are to configure our robotic arm to carry them away to their correct table.

**Configure the Robotic Arm:**

**Turn on Inverse Kinematics:**

Inverse kinematics can be used to automatically compute the positions of the joints in our robotic arm such that we only need to worry about the positions and path that the center of the gripper follows. This point will be designated as the **tip** and is already included in the **IRB140** model with the name **IRB140\_tip**. Similarly, we have a dummy near the base of the **IRB140** hierarchy named **IRB140\_target**. This is the object we will use to tell the tip where to be in terms of position and orientation.

We can start by selecting the **IRB140\_tip** and using the **Object/item shift** mode to bring the dummy down to the center of the gripper where items will be grabbed. This can be achieved by clicking the **Translation** tab and translating **Along Z:** -0.1 and **Along Y:** -0.015.

Next, open the **Calculation Modules** window by clicking the f(x) icon ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACMAAAAlCAYAAADIgFBEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOfSURBVFhH7ZjNSxtBGMbfjYJfQRFLGmz8AhUKgabgoamCaPqF9CAI/fCitIe21x77X7R3QYq1pVDtSSg25qJYrIemKIIG1JgmUUxRU0xSkmz3mezadd3NjmBNDv3BspvZd3eefWbmnZkIyWRSJBWieOwnQ1v2r2Is8rkoKCoxwsLCgri/v097e3ty0flSU1NDtbW11N7eToLP5xObm5vJYimMSdlsljY2NqiqqoqE9fV11otQWAgUE9bW1nBtKZgQgLqhAV3l/2gyglvM0tISTUxM0Pj4uFxy9piK2dnZodHRUekco/7+e1RWVi7fOXvyikmlUjQ5+ZEeDj6m+w+GyP/9G+3u7sp3z568YrxeL924eZcu2h2SqPcUCQdpeHhIvpsjEAiwODMQg9h85BWDrHzFdY0yGZHCP0LU19cnNVOZfDdXwdTUFHPQDMQgNp9w0z6TyeQO7Rw8NzdH0WiUWlpayGazyaXGNDY2slg8g2f14BAjskO7Itjc3CSXy0WxWIxVZEZDQwOLxTPLy8ty6XG4xKThjNYamXQ6zc4Y8jjUXx0MBo/Kt7a2pHdJL5IwmgdNxUAIBNlsl6Qh/prlGi1opoODA2pra6OVlRWW2sHs7CwrOzw8ZM5UVFSwciM4m4moxzNAQ49eUDKlb1FXVxetrq6ypQDcgStYySUSCaqvr2dLBTM4xOQEeac/0Nuxl9JX6+cZp9NJ8XicfX04HKaZmRnmBgR2dnbKUfnhdEak7e0QDQ4O0LOnT+Q7J1G7o/QlXlcAlzP5OrAatTtut/tUrgDzDpzNOWOEdi3U0dFBoVCIdeLKykpuVwBfn5HqM3LGarXKVznghsPhYCIwjykjiwfuPqO3D9KiHkHqkcWLqRi0Atzh6TPIKxAAIXCkrq6OTY687uQVg0R2hPhLvtBHm1d6e3tP7Y6hGMyy5RUX2HU0EjCcDFE5ULuCEYT5ShCEY+4osUboillcXKSxN+/osrObfqcS9PXLJBu2epSUlDBXIpEI+f1+NjMrIwh5Z35+nl3jnYgFRrsRQZp9RSVBKWBi67n1nH7Ff5Lv8whdd189IQbWY/NVXV3NBBiJVcAaWtqjsabHplGdf0pLS0na2Ro3k296hLyfXtGd2926FeFldrudVQBnzEAMYrGVNUqEus5gEQ54Fk3oD1jbeDweuUQfrPCampqotbVVLvmL4oyumPPGtJkKQXGJUTbehUL54wHpoGj+n7FarfQHpAEd9nRqWv4AAAAASUVORK5CYII=)on the left bar. Click on the **Kinematics** tab and notice the two inverse kinematics groups already added for us: **IRB140\_undamped** and **IRB140\_damped.** To allow the main script to handle inverse kinematic functionality, click on the **IRB140\_undamped** IK group and uncheck **Explicit handling**. Choose the **IRB140\_damped** IK group and uncheck **IK group is active**. With damping enabled, the movement of the robotic arm is more accurate but convergence on the locations we define for it to move will be slower. This is unnecessary for this lab.

Close this window and play the scene. Notice that the robotic arm jumped up to reach the position of the **IRB140\_target.** Select the **IRB140\_target** and use mouse controls to move the target around the game scene. Th robotic arm should track the position using **Object/item shift** and the rotation with **Object/item rotate**. Also notice that the gripper may become damaged if hitting other objects in the scene. Our next step will be to set positions and paths for the robotic arm to follow to avoid this.

**Setup Dummy Points:**

Like our **Factory** dummy, we will be creating dummy points to specify locations for the robotic arm to move to in certain situations. This will include our grab position where the cuboid stops on the conveyor at the vision sensor, release positions for each table, an idle position, and points to help the tip find the right path to the tables.

We can start by playing the scene until a cube stops at the vision sensor. Select that **Cuboid** object and go to **Object/item shift** under the **Position** tab. Copy and paste the three values for **X-coord, Y-coord,** and **Z-coord** somewhere. Stop the scene and **Add** a new dummy named **grabPosition**. In **Object/item shift** mode, copy and paste the three values into the **Position** relative to **World.** The dummy designating our target to grab should now be exactly where the cuboids end up on the conveyor. Move this dummy up in the **Z** direction by **0.03** meters to account for the size of the gripper.

We will do the same for a new dummy named **idlePosition.** A good idea is to make this dummy somewhere above the grab position we just made. A good way to do this is to select **idlePosition** and then click **grabPosition** while holding shift. Open **Object/item shift** mode and **Apply to selection** relative to **World** under the **Position** tab. Then with only **idlePosition** selected, go to the **Mouse Translation** tab and select **along X** and **along Z** for the **Preferred axes.** Move the **idlePosition** dummy manually to somewhere above the grab position.

To align three dummy objects for each table, we will want to bring the gripper to just above the tabletop. Start by creating three dummy object named **redPosition, greenPosition,** and **bluePosition** which will be the position for the robotic arm to release blocks. Expand the hierarchy for one of the tables to see the **customizableTable\_tableTop(**#X). Select one of the color dummies in the **Scene hierarchy** and while holding shift, select the color’s corresponding tabletop. In **Object/item shift** mode, **Apply to selection** the position of the dummy to sit on the center of the table. Select the **Mouse Translation** button and check the **Along X** or **Along Y** to move the dummy to the edge of the table nearest the robotic arm.

Since we defined the 3 dimensions of our cuboid to be **0.05** in the **Factory** script, we should move the dummies on the tables above the table by **0.05** in the **Z** direction. This will allow for a small drop but accounts for the size of the gripper. In **Object/item shift** mode, go to the **Translation** tab and relative to **World** and the value **0.05**, click **Z-translate sel.** once. Do this for each color’s release position dummy.

Lastly, we will make three more dummies named **redPathPosition, greenPathPosition, and bluePathPosition**. These dummies will not only allow us to move to the correct positions without knocking into already placed cuboids or tables. They can also be used to define a path for the robotic arm to turn around and drop on the table behind it.

Make these match the position for the release dummies for their color with position **Apply to selection.** Translate the position for these three dummies **0.2** meters above their corresponding color’s release dummies.

**Write Code to Automate the Robotic Arm:**

We can start by writing the code to move the gripper to the correct position at the right time. Open the threaded script for our **IRB140** base object ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAATCAYAAAB/TkaLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJDSURBVDhPrVRNbxJRFD0DDAwoM8CARdNEk640qSEmbtRE/QE27lzq1ph0gauuXPMXulBj+gN0wcpFG1L9ASSNxsQPDChjpYUZqsMMM+O7j0eLDm0x6ZmcvLnvzTtz7n03TxoMBgFOGBExnihmcmrbNiRJElEYkUgEsiyL6BhRbzjE8soKrpdKyBcK8H1frBwgCALU63WUy+UDYRKdxr5pBveePwuWPrxn+45GrVYLer3e/t6pNSWHj1+9xIX7D7A4fx5uqyVWpqPRaCAWi4loykH92tvD3dVVSHeW4LFavtvagud5o8VDCuX5Yl0gJPp0bQ39h49QZOUzbAc3WZ2kXI4Lu0MXQ5YFvVN9/WBU44j0t0xI9OLCAt4kZDyJx/BCjmL58iKGLDX7tw3XdTkdxxlx4PA9+5kIhEQpw36/j1a3C+nzV1ySfHQ7HVw9reDUpwa6bD718QuuKDKnaZqhrgiLshahPydTKXTOzWFzp4dkMonN3R6PFUXB7vxZvO1anKqqHi9K8JmoxRzo3wzcyGmcesuAZVnItdq4lklzZpvfZ3NKoI/IXbuQw7rxk5PeyWW7oGPjR4fTOKPP5jRgj8c+oroWt3dwey7PR3JJY3G7g1tMjEgux50wiZCoxJ6x02ZWw2uWbjOriljlpDkizZEoncMkQqIkmNd1aJqGTEbj42Gk1OPxOL9QJhG6UCqVCkrsAqEmp/6icozxryOK0+k0qtUq3xeNRvl8SJSamgSPuuomQcIklkgkxMyM9+n/AfgDc+h3OuSmKXIAAAAASUVORK5CYII=). This should already be reading the color of cuboids in a while loop. We will start by grabbing the object handles for each of our dummies and getting the positions and orientations of them. Under where we grab the handle for the **visionSensor** in **sysCall\_threadmain(),** add the following lines:

* **target=sim.getObjectHandle("IRB140\_target")**

Grab the target, we will be changing the position and orientation of this object which the robotic arm follows with inverse kinematics

* **grabDummy=sim.getObjectHandle("grabPosition")**
* **idleDummy=sim.getObjectHandle("idlePosition")**
* **redDummy=sim.getObjectHandle("redPosition")**
* **greenDummy=sim.getObjectHandle("greenPosition")**
* **blueDummy=sim.getObjectHandle("bluePosition")**
* **redPath=sim.getObjectHandle("redPathPosition")**
* **greenPath=sim.getObjectHandle("greenPathPosition")**
* **bluePath=sim.getObjectHandle("bluePathPosition")**

Grab the positions and orientations. Although it is not necessary, it may help to group the ones relating to colors:

* **grabPosition=sim.getObjectPosition(grabDummy, -1)**
* **grabOrientation=sim.getObjectOrientation(grabDummy, -1)**
* **idlePosition=sim.getObjectPosition(idleDummy, -1)**
* **idleOrientation=sim.getObjectOrientation(idleDummy, -1)**
* **colorReleasePositions={ sim.getObjectPosition(redDummy, -1),**

**sim.getObjectPosition(greenDummy, -1),**

**sim.getObjectPosition(blueDummy, -1)}**

* **colorReleaseOrientations={ sim.getObjectOrientation(redDummy, -1),**

**sim.getObjectOrientation(greenDummy, -1),**

**sim.getObjectOrientation(blueDummy, -1)}**

* **colorPathPositions={ sim.getObjectPosition(redPath, -1),**

**sim.getObjectPosition(greenPath, -1),**

**sim.getObjectPosition(bluePath, -1)}**

* **colorPathOrientations={ sim.getObjectOrientation(redPath, -1),**

**sim.getObjectOrientation(greenPath, -1),**

**sim.getObjectOrientation(bluePath, -1)}**

* **changeTarget(idlePosition, idleOrientation)**

The last line added is a call to a function we will create called **changeTarget** which will start our robotic arm in the idle position. Position and orientation are passed into this function which manipulates our target:

* **function changeTarget(position, orientation)**
  + **sim.setObjectPosition(target, -1, position)**
  + **sim.setObjectOrientation(target, -1, orientation)**
* **end**

Now, in the while loop after where we define **r, g,** and **b**, we will check whether any color is detected and if so, which one, which is used to define our target:

if (r ~= 0 and g ~= 0 and b ~= 0) then

* **targetPosition = nil**
* **targetOrientation = nil**
* **targetPathPosition = nil**
* **targetPathOrientation = nil**
* **if (r > g and r > b) then**
  + **targetPosition = { colorReleasePositions[1][1],**

**colorReleasePositions[1][2],**

**colorReleasePositions[1][3]}**

* + **targetOrientation = { colorReleaseOrientations[1][1],**

**colorReleaseOrientations[1][2],**

**colorReleaseOrientations[1][3]}**

* + **targetPathPosition = { colorPathPositions[1][1],**

**colorPathPositions[1][2],**

**colorPathPositions[1][3]}**

* + **targetPathOrientation = {colorPathOrientations[1][1],**

**colorPathOrientations[1][2],**

**colorPathOrientations[1][3]}**

Define the two dummies to navigate to the red table.

* **elseif (g > r and g > b) then**
  + **targetPosition = { colorReleasePositions[2][1],**

**colorReleasePositions[2][2],**

**colorReleasePositions[2][3]}**

* + **targetOrientation = { colorReleaseOrientations[2][1],**

**colorReleaseOrientations[2][2],**

**colorReleaseOrientations[2][3]}**

* + **targetPathPosition = { colorPathPositions[2][1],**

**colorPathPositions[2][2],**

**colorPathPositions[2][3]}**

* + **targetPathOrientation = {colorPathOrientations[2][1],**

**colorPathOrientations[2][2],**

**colorPathOrientations[2][3]}**

Define the two dummies to navigate to the green table.

* **elseif (b > r and b > g) then**
  + **targetPosition = { colorReleasePositions[3][1],**

**colorReleasePositions[3][2],**

**colorReleasePositions[3][3]}**

* + **targetOrientation = { colorReleaseOrientations[3][1],**

**colorReleaseOrientations[3][2],**

**colorReleaseOrientations[3][3]}**

* + **targetPathPosition = { colorPathPositions[3][1],**

**colorPathPositions[3][2],**

**colorPathPositions[3][3]}**

* + **targetPathOrientation = {colorPathOrientations[3][1],**

**colorPathOrientations[3][2],**

**colorPathOrientations[3][3]}**

Define the two dummies to navigate to the blue table.

* **End**

The next bit is the heart of our program that will define all of the movement our robotic arm will make. It consists of multiple calls to **changeTarget()** and **sim.wait(n)** which waits for **n** seconds so the arm can have time to move:

* **changeTarget(grabPosition, grabOrientation)**
* **sim.wait(1)**
* **changeTarget(idlePosition, idleOrientation)**
* **sim.wait(1)**
* **changeTarget(targetPathPosition, targetPathOrientation)**
* **sim.wait(2)**
* **changeTarget(targetPosition, targetOrientation)**
* **sim.wait(2)**
* **changeTarget(targetPathPosition, targetPathOrientation)**
* **sim.wait(1)**
* **changeTarget(idlePosition, idleOrientation)**
* **sim.wait(1)**

If you press play now, the robotic arm should be moving automatically when a cube reaches the vision sensor. However, if the robotic arm must turn around to the table behind it, it may bend backwards instead of turning completely around. This can be amended by adding a case for that color, which in my case is **green**, to stop at one of the path points for the other tables to define an intermediate point. This will force the robotic arm to turn around. The above code can be fixed to look like this:

* **changeTarget(grabPosition, grabOrientation)**
* **sim.wait(1)**
* **changeTarget(idlePosition, idleOrientation)**
* **sim.wait(1)**
* **if (g > r and g > b) then**
  + **changeTarget(colorPathPositions[3], colorPathOrientations[3])**

Here the robotic arm travels to the blue table before the green table to drop the cuboid.

* + **sim.wait(1)**
* **end**
* **changeTarget(targetPathPosition, targetPathOrientation)**
* **sim.wait(2)**
* **changeTarget(targetPosition, targetOrientation)**
* **sim.wait(2)**
* **changeTarget(targetPathPosition, targetPathOrientation)**
* **sim.wait(1)**
* **if (g > r and g > b) then**
  + **changeTarget(colorPathPositions[3], colorPathOrientations[3])**

Stop at the same point on the way back around.

* + **sim.wait(1)**
* **end**
* **changeTarget(idlePosition, idleOrientation)**
* **sim.wait(1)**

Lastly, we need the gripper to actually pick up and drop the cuboid. The author of the **ROBOTIQ 85** gripper model we are using suggests two methods to achieve this: by closing the gripper or simulating a pickup with object attachment. We will be using the second method as it requires less configuration and tweaking of parameters.

We will be working in the same script for **IRB140**. Start by defining some new variables in **sysCall\_threadmain():**

* **gripperSensor=sim.getObjectHandle('ROBOTIQ\_85\_attachProxSensor')**

This will detect if an object is in reach of the gripper

* **connector=sim.getObjectHandle('ROBOTIQ\_85\_attachPoint')**

The object to bind our cuboid to as it is grabbed.

* **attachedObject=nil**

A reference to our attached object for when we detach (drop the Cuboid)

We will now create a function called **grabCuboid()**:

* **function grabCuboid()**
* **index=0**
* **while (true) do**
  + **objectInScene=sim.getObjects(index,sim.object\_shape\_type)**

Loop through all the objects in the scene.

* + **if (objectInScene==-1) then break end**

If the cuboid is not found, break out. This should not be a normal case.

* + **objectName = sim.getObjectName(objectInScene)**
  + **isCuboid = "Cuboid" == string.sub(objectName,1,6)**

Check if the object is one of our generated cuboids

* + **if ((isCuboid) and**

**(sim.getObjectInt32Parameter(objectInScene,sim.shapeintparam\_respondable)~=0) and**

**(sim.checkProximitySensor(gripperSensor,objectInScene)==1)) then**

If the object is in range of the gripper and has the respondable property set, attach it to the connector and break out.

* + - **attachedObject = objectInScene**
    - **sim.setObjectParent(objectInScene,connector,true)**
    - **break**
* **end**
* **index=index+1**
* **end**
* **end**

Our function to drop the cuboid is then as simple as setting the parent to the world instead of the connector which will simulate a drop:

* **function dropCuboid()**
  + **sim.setObjectParent(attachedObject,-1,true)**
* **end**

Lastly, we can add to the while loop in **sysCall\_threadmain()**  to grab and drop the cuboid when in the correct position:

* **changeTarget(grabPosition, grabOrientation)**
* **sim.wait(1)**
* **grabCuboid()**

Grab the cuboid here and add time to wait for the grab operation.

* **sim.wait(1)**
* **changeTarget(idlePosition, idleOrientation)**
* **sim.wait(1)**
* **if (g > r and g > b) then**
  + **changeTarget(colorPathPositions[3], colorPathOrientations[3])**
  + **sim.wait(1)**
* **end**
* **changeTarget(targetPathPosition, targetPathOrientation)**
* **sim.wait(2)**
* **changeTarget(targetPosition, targetOrientation)**
* **sim.wait(2)**
* **dropCuboid()**
* **sim.wait(1)**
* **changeTarget(targetPathPosition, targetPathOrientation)**
* **sim.wait(1)**
* **if (g > r and g > b) then**
  + **changeTarget(colorPathPositions[3], colorPathOrientations[3])**
  + **sim.wait(1)**
* **end**
* **changeTarget(idlePosition, idleOrientation)**
* **sim.wait(1)**

We should now be all set to play our scene and have a fully automated robotic arm sorting our assembly line. However, there is one last step. Notice how the robotic arm places cuboids in the same place, often knocking others off the table. In the next section we will program the robotic arm to adjust the drop position on the table.

**Organizing the Cuboids:**

To adjust the drop position of our cuboids on the table, we should start by moving the **path** and **drop** dummies to one edge of the tables so that we have room to place more blocks in a line.

Open up the threaded script associated with **IRB140** and add the following lines at the top of the **sysCall\_threadmain()** function:

* **redProducts={}**
* **greenProducts={}**
* **blueProducts={}**

These will hold the handles of the cuboids that have been placed on each table. In the same function in the while loop where we handle assigning target paths for each color add the following code under the assignments for **targetPosition, targetOrientatation, targetPathPosition,** and **targetPathOrientation:**

Red: **if (r > g and r > b) then …**

* + **targetPosition[1] = targetPosition[1] - (0.1\*getLength(redProducts))**
  + **targetPathPosition[1] = targetPathPosition[1] - (0.1\*getLength(redProducts))**
  + **cuboidColor="red"**

Green: **elseif (g > r and g > b) then …**

* + **targetPosition[2] = targetPosition[2] - (0.1\*getLength(greenProducts))**
  + **targetPathPosition[2] = targetPathPosition[2] - (0.1\*getLength(greenProducts))**
  + **cuboidColor="green"**

Blue: **elseif (b > r and b > g) then …**

* + **targetPosition[1] = targetPosition[1] - (0.1\*getLength(blueProducts))**
  + **targetPathPosition[1] = targetPathPosition[1] - (0.1\*getLength(blueProducts))**
  + **cuboidColor="blue"**

\* **getLength()** is not a built-in function and we will define it later

Playing the scene now should result in cubes placed evenly across the table until eventually being placed out of range of the robotic arm. To fix this and have a continuously looping scene, we can delete the cuboids after a certain amount have been placed to simulate products being carried to the next part of an assembly line.

To begin we can pass the **cuboidColor** variable we defined in **sysCall\_threadmain()** as an argument to our call to **grabCuboid()** ( -> **grabCuboid(cuboidColor)** ). In **grabCuboid()**, we can make the following changes:

* **function grabCuboid(color)**
  + **index=0**
  + **while (true) do**
    - **objectInScene=sim.getObjects(index,sim.object\_shape\_type)**
    - **if (objectInScene==-1) then**
    - **break**
    - **end**
    - **objectName = sim.getObjectName(objectInScene)**
    - **isCuboid = "Cuboid" == string.sub(objectName,1,6)**
    - **if ((isCuboid) and** 
      * **(sim.getObjectInt32Parameter(objectInScene,sim.shapeintparam\_respondable)~=0) and**
      * **(sim.checkProximitySensor(gripperSensor,objectInScene)==1)) then**
      * **attachedObject = objectInScene**
      * **sim.setObjectParent(objectInScene,connector,true)**
      * **if (color == "red") then**
        + **table.insert(redProducts, objectInScene)**
      * **elseif (color == "green") then**
        + **table.insert(greenProducts, objectInScene)**
      * **else** 
        + **table.insert(blueProducts, objectInScene)**
      * **end**
      * **break**
    - **end**
  + **index=index+1**
  + **end**
* **end**

Next, we can create our **getLength()** function to help us determine how many cuboids have been placed on each table:

* **function getLength(arr)**
  + **count=0**
  + **for index,value in pairs(arr) do**
    - **count = count + 1**
  + **end**
  + **return count**
* **end**

Lastly we will define a function called **clearTables()** that will be called after each time a block is handled, at the end of the while loop in **sysCall\_threadmain()**:

* **function clearTables()**
  + **redCount=getLength(redProducts)**
  + **greenCount=getLength(greenProducts)**
  + **blueCount=getLength(blueProducts)**
  + **if (redCount >= 3) then** 
    - **for i,v in pairs(redProducts) do**
      * **sim.removeObject(redProducts[i])**
    - **end**
    - **redProducts={}**
  + **end**
  + **if (greenCount >= 3) then** 
    - **for i,v in pairs(greenProducts) do**
      * **sim.removeObject(greenProducts[i])**
    - **end**
    - **greenProducts={}**
  + **end**
  + **if (blueCount >= 3) then** 
    - **for i,v in pairs(blueProducts) do**
      * **sim.removeObject(blueProducts[i])**
    - **end**
    - **blueProducts={}**
  + **end**
* **end**

The above function first checks how many red, blue, and green objects have been placed on each table (they are inserted in our changes to **grabCuboid(color)**). Then if that number is over a certain amount the table is cleared of all the cuboids. For this lab I have kept the limit to 3, but many more can be added if desired.

**Concluding Remarks:**

In this lab we have learned how to utilize the principles of inverse kinematics to automate the jointed movements of our robotic arm. We have created a fully functional scene that can endlessly loop to keep the mock factory running. I encourage you to take this project further by adding more robots to the assembly line, creating dynamic obstacles for the robotic arm, or even creating a custom robotic arm and configuring it for a specialized purpose. Stay tuned for more labs from Robot Academy!