**Merge Sort**

Merge sort is too complicated for you to be able to look at the visual representation or the code and understand it. We are going to have to eat an elephant one bite at a time.  
  
**Part 1 - High Level Merge Method:** The first thing we want to grasp is the high level of the “merge” function in merge sort. Below is the method signature.

|  |
| --- |
| **public** **static** **void** merge(**int**[] array, **int**[] helper, **int** from, **int** mid, **int** to) {}  **public** **static** **void** testMerge() {  **int**[] array = **new** **int**[]{1,3,5,7,2,4,6,8}; // Array with two sorted sub arrays  **int** from = 0; // decide which indexes do you want to sort  **int** secondSortedSubArrayStart = 4; // index where second sorted subarray starts  **int** to = array.length - 1; // decide which indexes do you want to sort  *merge*(array, **new** **int**[array.length], from, secondSortedSubArrayStart, to);  System.*out*.println(Arrays.*toString*(array));//Prints sorted array  } |

This function takes an array that contains two sorted sub arrays, and sorts the array. For example, you look at the test for it above. The array I initialized contains two sorted sub arrays {1, 3, 5, and 7} and {2, 4, 6, 8}. What this tells us is that we don’t need to use our traditional sorting algorithms. We can use an efficient method to sort it that makes use of the fact that we know that the left and right side is sorted, but the entire array is not sorted. We need to specify at which point does the second sorted sub array starts (which is four in this case). Finally we throw in a helper array which is empty that is used for temporary storage. The reason we throw it in the parameter and not initialize it in the method is because this method will be called a lot using recursion. We want the same storage to be passed around and not have a bunch of storage memory be initialized.

|  |
| --- |
| **Modifying To and From In Merge:** If we change ‘from’ to 2 and ‘to’ to 6, this will sort indexes 2-6 and leave indexes 0,1 and 8 untouched.  **public** **static** **void** main(String[] args) {  **int**[] array = **new** **int**[]{1,3,5,7,2,4,6,8};  **int** secondSortedSubArrayStart = 4;  *merge*(array, **new** **int**[array.length], 2, secondSortedSubArrayStart, 6);  System.*out*.println(Arrays.*toString*(array));//Prints sorted array  }  Yields: [1, 3, 2, 4, 5, 6, 7, 8]//The 1,3 & 8 remain while the rest is sorted |

 

**Part 2 – Implementation of Merge Method**: There are four parts to the implementation of this merge method. All these four parts are fairly simple.

1. Copy the contents in array into the empty helper array.
2. Initialize three pointers. One iterates over the first/left sorted sub array in helper. The other iterates over the second/right sorted sub array in helper. The last iterates over the entire array in the original array.
3. While you haven’t iterated through the entire array, compare the item in the left sub array in helper and the item in the right sub array in helper. Copy whichever is smaller into the array. Increment the pointers.

|  |
| --- |
| **public** **static** **void** merge(**int**[] array, **int**[] helper, **int** from, **int** secondSubArrayStart, **int** to){  *arrayCopy*(helper, array, from, to);  **int** helperIteratorL = from;  **int** helperIteratorR = secondSubArrayStart;  **int** arrayIterator = from; //Remember its from, to! From comes first!  **while** (!*mergeComplete*(arrayIterator, to)) {  **if** (*leftItemIsSmaller*(helperIteratorL, helperIteratorR, helper, secondSubArrayStart, to)){  array[arrayIterator] = helper[helperIteratorL];  helperIteratorL++;  } **else** {  array[arrayIterator] = helper[helperIteratorR];  helperIteratorR++;  }  arrayIterator++;  }  }  } |

|  |
| --- |
| **public** **static** **void** arrayCopy(**int**[] dest, **int**[] src, **int** fromIndex, **int** toIndex){  **for** (**int** i = fromIndex; i <= toIndex; i++) {  dest[i] = src[i];  }  }  **public** **static** **boolean** mergeComplete(**int** arrayIterator, **int** to){  **return** arrayIterator > to; //we sorted the part we want to sort  }  **public** **static** **boolean** leftItemIsSmaller(**int** helperIteratorL, **int** helperIteratorR,  **int**[] helper, **int** secondSubArrayStart, **int** to){  **if**(helperIteratorL >= secondSubArrayStart){  **return** **false**; //already iterated through 1st subarray  }**else** **if**(helperIteratorR > to){  **return** **true**;//already iterated through 2nd subarray  }**else**{  **return** (helper[helperIteratorL] <= helper[helperIteratorR]);  }  } |

**Part 3 – Time and Space Complexity of the Merge Method:**

So we have built this merge method that given two sorted sub arrays, we can sort it in O(n) time (we pass through the array once and the helper array once, which is still linear time) and O(n) space (since we need a helper array that is the same size of the original array to use this method).

**Part 4 – Merge Sort using the merge method:**

|  |
| --- |
| **public** **static** **void** mergesort(**int**[] array) {  **int**[] helper = **new** **int**[array.length];  *mergesort*(array, helper, 0, array.length - 1);  }  **public** **static** **void** mergesort(**int**[] array, **int**[] helper, **int** low, **int** high) {  **if** (low < high) {  **int** mid = (low + high) / 2;  *mergesort*(array, helper, low, mid); // Sort left half  *mergesort*(array, helper, mid+1, high); // Sort right half  *merge*(array, helper, low, mid + 1, high); // Merge them  }  } |

This is very similar to the binary search method. Suppose you have the array {8,7,6,5,4,3,2,1}. Merge sort would call merge sort on the first half {8,7,6,5} which would sort it to {5,6,7,8} and then it would call merge sort on the second half {4,3,2,1} and then it would sort it to {1,2,3,4} and then the merge method would merge {5,6,7,8,1,2,3,4} because it is an array of two sorted sub arrays. Note that you pass (mid + 1) into merge because it is looking for the second sorted sub array start which you can see the second sub array is from (mid + 1, high). Practice this part because it is easy to confuse.

**Part 5 – Time Complexity of Merge Sort:**

![http://www.allsyllabus.com/aj/note/Computer_Science/Analysis_and_Design_of_Algorithms/Unit4/Merge%20Sort2.PNG](data:image/png;base64,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)

1. You start of repeatedly dividing the data sets in two, until you have a bunch one element subarrays at row 4. This happens when you get the midpoint (constant time) and then you call merge sort on the left and right parts of it. The ‘splitting’ of an array to two sub arrays takes constant time because all you have to do is compute the midpoints at each row. If you have a data set of size 8, you have to divide (or calculate midpoints at C1 constant time) a total of 7 times. If your original data set was of size 4, you would divide a total of 3 times. So overall, the repeated divides (first, second, third and third rows) take a total of

O(dividing part) = ( n – 1 divides) \* (C1 = constant time/steps to get midpoint to divide) = C1 (n -1).

1. At each merging row, the complexity is O(n). So this problem has 3 merging rows, so its complexity is O(3n). Below is the proof of this.

* At row 4, there are 8 sub arrays, each of size 1 that get merged into 4 sub arrays each of size two. There are 4 merge calls (each one merges two single elements into a sub array with two elements). Although there are are 4 merges, each merge contains a quarter of the original array. So it is 4 × (n/4) = n.
* At the fifth row, there are 4 groups of sub arrays each of size two that get merged into two groups of sub arrays each of size four. Although there are only 2 merges, each merge contains a half of the original array. So it is 2 × (n/2) = n.
* At the sixth row, there are 2 groups of sub arrays each of size four that get merged into one sub array of size 8. Although there is only 1 merge, that merge contains the entire original array so it is O(n).

1. Every time you double your data set, you add an extra divide row, and an extra merge row. So the O(merging part) = ( n) \* ( # of merge rows) = (n) \* ( log n).

Big Oh of merge sort = (Big Oh of dividing part) + (big Of of Merging Part)

= C1 (n -1) + C \* (n) \* ( log n) = C1(n – 1) + (n log n) = n log n.

**Part 6 – Space Complexity of Merge Sort:** The entire time, through all those recursive calls, merge calls, you only use the same helper array which is of size n. So the only additional space you need is O(n).

**Complete Code:**

|  |
| --- |
| **public** **class** MergeSort {  **public** **static** **void** mergesort(**int**[] array) {  **int**[] helper = **new** **int**[array.length];  *mergesort*(array, helper, 0, array.length - 1);  }  **public** **static** **void** mergesort(**int**[] array, **int**[] helper, **int** low, **int** high) {  **if** (low < high) {  **int** mid = (low + high) / 2;  *mergesort*(array, helper, low, mid); // Sort left half  *mergesort*(array, helper, mid+1, high); // Sort right half  *merge*(array, helper, low, mid+1, high); // Merge them  }  }  **public** **static** **void** merge(**int**[] array, **int**[] helper, **int** from, **int** secondSubArrayStart, **int** to) {  *arrayCopy*(helper, array, from, to);    **int** helperIteratorR = secondSubArrayStart;  **int** helperIteratorL = from;  **int** arrayIterator = from;    **while**(!*mergeComplete*(arrayIterator, to)){  **if**(*leftItemIsSmaller*(helperIteratorL, helperIteratorR,helper, secondSubArrayStart,to)){  array[arrayIterator] = helper[helperIteratorL];  helperIteratorL++;  }**else**{  array[arrayIterator] = helper[helperIteratorR];  helperIteratorR++;  }  arrayIterator++;  }  }  **public** **static** **void** arrayCopy(**int**[] dest, **int**[] src, **int** fromIndex, **int** toIndex){  **for**(**int** i = fromIndex; i <= toIndex; i++){  dest[i] = src[i];  }  }  **public** **static** **boolean** mergeComplete(**int** arrayIterator, **int** to){  **return** arrayIterator > to;  }    **public** **static** **boolean** leftItemIsSmaller(**int** helperIteratorL, **int** helperIteratorR,  **int**[] helper, **int** secondSubArrayStart, **int** to){  **if**(helperIteratorL >= secondSubArrayStart){  **return** **false**; //already iterated through 1st subarray  }**else** **if**(helperIteratorR > to){  **return** **true**;//already iterated through 2nd subarray  }**else**{  **return** (helper[helperIteratorL] <= helper[helperIteratorR]);  }  }  } |