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上篇博客中（[进程同步之临界区域问题及Peterson算法](http://blog.csdn.net/speedme/article/details/17595821" \t "http://m.blog.csdn.net/article/_blank)），我们对临界区，临界资源，锁机制详细解读了下，留下了一个问题，就是 锁机制 只能判断临界资源是否被占用，所以他解决了互斥问题，但是他不能确定前面的进程是否完成，所以他不能用于同步问题中。下面就为你讲解信号量机制是如何解决这一问题的。

## 1.信号量机制

信号量机制即利用pv操作来对信号量进行处理。

**什么是信号量**？信号量（semaphore）的数据结构为一个值和一个指针，指针指向等待该信号量的下一个进程。信号量的值与相应资源的使用情况有关。

当它的值大于0时，表示当前可用资源的数量；

当它的值小于0时，其绝对值表示等待使用该资源的进程个数。

注意，信号量的值仅能由P，V操作来改变。

     一般来说，信号量S³0时，S表示可用资源的数量。

执行一次P操作意味着请求分配一个单位资源，因此S的值减1；

当S<0时，表示已经没有可用资源，请求者必须等待别的进程释放该类资源，它才能运行下去。

而执行一个V操作意味着释放一个单位资源，因此S的值加1；若S£0，表示有某些进程正在等待该资源，因此要唤醒一个等待状态的进程，使之运行下去。

P：S-- V：S++

## 2.PV操作

****什么是PV操作？****

p操作（wait）：申请一个单位资源，进程进入

经典伪代码

wait(S){

while(s<=0); //如果没有资源则会循环等待；

S-- ;

}

v操作（signal）：释放一个单位资源，进程出来

signal(S){

S++ ;

}

p操作（wait）：申请一个单位资源，进程进入

v操作（signal）：释放一个单位资源，进程出来

PV操作的意义：我们用信号量及PV操作来实现进程的同步和互斥。PV操作属于进程的低级通信。

使用PV操作实现进程互斥时应该注意的是：  
    （1）每个程序中用户实现互斥的P、V操作必须成对出现，先做P操作，进临界区，后做V操作，出临界区。若有多个分支，要认真检查其成对性。  
    （2）P、V操作应分别紧靠临界区的头尾部，临界区的代码应尽可能短，不能有死循环。  
    （3）互斥信号量的初值一般为1。

## 3.三个经典同步问题

前面我们讲到信号量机制，下面我们讲解利用信号量及PV操作解决几个经典同步问题。

### a.生产者-消费者（缓冲区问题）

![IMG_256](data:image/gif;base64,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)

生产者一消费者问题(producer-consumer problem)是指若干进程通过有限的共享缓冲区交换数据时的缓冲区资源使用问题。  
 假设“生产者”进程不断向共享缓冲区写入数据(即生产数据)，而“消费者”进程不断从共享缓冲区读出数据(即消费数据)；

共享缓冲区共有n个；任何时刻只能有一个进程可对共享缓冲区进行操作。所有生产者和消费者之间要协调，以完成对共享缓冲区的操作。

empty：可以生产n个 full：可以消费的数量 mutex：初值=1

生产者进程结构：

do{

wait(empty) ; // empty--；

wait(mutex) ;

add nextp to buffer

signal(mutex) ;

signal(full) ; // full++；

}while(1) ;

消费者进程结构：

do{

wait(full) ; --；

wait(mutex);

remove an item from buffer to nextp

signal(mutex) ;

signal(empty) ; ++

}while(1) ;

我们可把共享缓冲区中的n个缓冲块视为共享资源，生产者写入数据的缓冲块成为消费者可用资源，而消费者读出数据后的缓冲块成为生产者的可用资源。

为此，可设置三个信号量：full、empty和mutex。

其中：full表示有数据的缓冲块数目，初值是0；

empty表示空的缓冲块数初值是n；mutex用于访问缓冲区时的互斥，初值是1。实际上，full和empty间存在如下关系：full + empty = N

### b.作者读者问题

读者一写者问题(readers-writersproblem)是指多个进程对一个共享资源进行读写操作的问题。

假设“读者”进程可对共享资源进行读操作，“写者”进程可对共享资源进行写操作；

任一时刻“写者”最多只允许一个，而“读者”则允许多个。即对共享资源的读写操作限制关系包括：“读—写，互斥、“写一写”互斥和“读—读”允许。

Writer

P(Wmutex);

Writing is performed;

V(Wmutex);

Reader

P(Rmutex);

readCount++;

If(readCount == 1)

P(Wmutex);

V(Rmutex);

................

Reading is performed

...............

P(Rmutex);

readCount--;

If(readCount == 0)

V(Wmutex);

V(Rmutex);

信号量Wmutex表示“允许写”，初值是1；

信号量Rmutex表示对readCount的互斥操作，初值是1。Reader中Wmutex为第一个进入临界区和最后一个离开临界区的读者使用，保证在这期间没有写进程。

公共变量int readCount表示“正在读”的进程数，初值是0；

在这个例子中，我们可见到临界资源访问过程的嵌套使用。在读者算法中，进入区和退出区又分别嵌套了一个临界资源访问过程。

### c.哲学家进餐问题 (1) 在什么情况下5 个哲学家全部吃不上饭？  考虑两种实现的方式，如下：  A.  算法描述：

void philosopher(int i) /\*i：哲学家编号，从0 到4\*/

{

while (TRUE) {

think( ); /\*哲学家正在思考\*/

take\_fork(i); /\*取左侧的筷子\*/

take\_fork((i+1) % N); /\*取右侧筷子；％为取模运算\*/

eat( ); /\*吃饭\*/

put\_fork(i); /\*把左侧筷子放回桌子\*/

put\_fork((i+1) % N); /\*把右侧筷子放回桌子\*/

}

}

分析：假如所有的哲学家都同时拿起左侧筷子，看到右侧筷子不可用，又都放下左侧筷子，   
等一会儿，又同时拿起左侧筷子，如此这般，永远重复。对于这种情况，即所有的程序都在   
无限期地运行，但是都无法取得任何进展，即出现饥饿，所有哲学家都吃不上饭。   
B．   
算法描述：   
规定在拿到左侧的筷子后，先检查右面的筷子是否可用。如果不可用，则先放下左侧筷子，   
等一段时间再重复整个过程。   
分析：当出现以下情形，在某一个瞬间，所有的哲学家都同时启动这个算法，拿起左侧的筷   
子，而看到右侧筷子不可用，又都放下左侧筷子，等一会儿，又同时拿起左侧筷子……如此   
这样永远重复下去。对于这种情况，所有的程序都在运行，但却无法取得进展，即出现饥饿，   
所有的哲学家都吃不上饭。   
(2) 描述一种没有人饿死（永远拿不到筷子）算法。   
考虑了四种实现的方式（A、B、C、D）：   
A．原理：至多只允许四个哲学家同时进餐,以保证至少有一个哲学家能够进餐,最终总会释   
放出他所使用过的两支筷子,从而可使更多的哲学家进餐。以下将room 作为信号量，只允 许4 个哲学家同时进入餐厅就餐，这样就能保证至少有一个哲学家可以就餐，而申请进入 餐厅的哲学家进入room 的等待队列，根据FIFO 的原则，总会进入到餐厅就餐，因此不会 出现饿死和死锁的现象。   
伪码： room=4

semaphore chopstick[5]={1，1，1，1，1};

semaphore room=4;

void philosopher(int i)

{

while(true)

{

think();

wait(room); //请求进入房间进餐

wait(chopstick[i]); //请求左手边的筷子

wait(chopstick[(i+1)%5]); //请求右手边的筷子

eat();

signal(chopstick[(i+1)%5]); //释放右手边的筷子

signal(chopstick[i]); //释放左手边的筷子

signal(room); //退出房间释放信号量room

}

}

B．原理：仅当哲学家的左右两支筷子都可用时,才允许他拿起筷子进餐。   
方法1：利用AND 型信号量机制实现：根据课程讲述，在一个原语中，将一段代码同时需要的多个临界资源，要么全部分配给它，要么一个都不分配，因此不会出现死锁的情形。当某些资源不够时阻塞调用进程;由于等待队列的存在，使得对资源的请求满足FIFO 的要求， 因此不会出现饥饿的情形。   
伪码：

semaphore chopstick[5]={1，1，1，1，1};

void philosopher(int I)

{

while(true)

{

think();

Swait(chopstick[(I+1)]%5,chopstick[I]);

eat();

Ssignal(chopstick[(I+1)]%5,chopstick[I]);

}

}

方法2：利用信号量的保护机制实现。通过信号量mutex对eat（）之前的取左侧和右侧筷子的操作进行保护，使之成为一个原子操作，这样可以防止死锁的出现。   
伪码：

semaphore mutex = 1 ;

semaphore chopstick[5]={1，1，1，1，1};

void philosopher(int I)

{

while(true)

{

think();

wait(mutex);

wait(chopstick[(I+1)]%5);

wait(chopstick[I]);

signal(mutex);

eat();

signal(chopstick[(I+1)]%5);

signal(chopstick[I]);

}

}

C． 原理：规定奇数号的哲学家先拿起他左边的筷子,然后再去拿他右边的筷子;而偶数号的哲学家则相反.按此规定,将是1,2号哲学家竞争1号筷子,3,4号哲学家竞争3号筷子.即五个哲学家都竞争奇数号筷子,获得后,再去竞争偶数号筷子,最后总会有一个哲学家能获得两支筷子而进餐。而申请不到的哲学家进入阻塞等待队列，根FIFO原则，则先申请的哲学家会较先可以吃饭，因此不会出现饿死的哲学家。   
伪码：

semaphore chopstick[5]={1，1，1，1，1};

void philosopher(int i)

{

while(true)

{ //如果拿不到第一个筷子，就拿不到第二个

think();

if(i%2 == 0) //偶数哲学家，先右后左。

{

wait (chopstick[ i + 1 ] mod 5) ;

wait (chopstick[ i]) ;

eat();

signal (chopstick[ i + 1 ] mod 5) ;

signal (chopstick[ i]) ;

}

Else //奇数哲学家，先左后右

{

wait (chopstick[ i]) ;

wait (chopstick[ i + 1 ] mod 5) ;

eat();

signal (chopstick[ i]) ;

signal (chopstick[ i + 1 ] mod 5) ;

}

}

}

D．利用管程机制实现（最终该实现是失败的，见以下分析）：   
原理：不是对每只筷子设置信号量，而是对每个哲学家设置信号量。test()函数有以下作 用：   
a. 如果当前处理的哲学家处于饥饿状态且两侧哲学家不在吃饭状态，则当前哲学家通过 test()函数试图进入吃饭状态。   
b. 如果通过test()进入吃饭状态不成功，那么当前哲学家就在该信号量阻塞等待，直到其他的哲学家进程通过test()将该哲学家的状态设置为EATING。   
c. 当一个哲学家进程调用put\_forks()放下筷子的时候，会通过test()测试它的邻居， 如果邻居处于饥饿状态，且该邻居的邻居不在吃饭状态，则该邻居进入吃饭状态。   
由上所述,该算法不会出现死锁，因为一个哲学家只有在两个邻座都不在进餐时，才允 许转换到进餐状态。   
该算法会出现某个哲学家适终无法吃饭的情况，即当该哲学家的左右两个哲学家交替处在吃饭的状态的时候，则该哲学家始终无法进入吃饭的状态，因此不满足题目的要求。 但是该算法能够实现对于任意多位哲学家的情况都能获得最大的并行度，因此具有重要的意义。   
伪码：

#define N 5 /\* 哲学家人数\*/

#define LEFT (i-1+N)%N /\* i的左邻号码 \*/

#define RIGHT (i+1)%N /\* i的右邻号码 \*/

typedef enum { THINKING, HUNGRY, EATING } phil\_state; /\*哲学家状态\*/

monitor dp /\*管程\*/

{

phil\_state state[N];

semaphore mutex =1;

semaphore s[N]; /\*每个哲学家一个信号量，初始值为0\*/

void test(int i)

{

if ( state[i] == HUNGRY &&state[LEFT(i)] != EATING && state[RIGHT(i)] != EATING )

{

state[i] = EATING;

V(s[i]);

}

}

void get\_forks(int i)

{

P(mutex);

state[i] = HUNGRY;

test(i); /\*试图得到两支筷子\*/

V(mutex);

P(s[i]); /\*得不到筷子则阻塞\*/

}

void put\_forks(int i)

{

P(mutex);

state[i]= THINKING;

test(LEFT(i)); /\*看左邻是否进餐\*/

test(RIGHT(i)); /\*看右邻是否进餐\*/

V(mutex);

}

}

哲学家进程如下：

void philosopher(int process)

{

while(true)

{

think();

get\_forks(process);

eat();

put\_forks(process);

}

}