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# Experiment No:1

**Title:** Write a C program that contains a string (char pointer) with a value \Hello World’. The program should AND or and XOR 2 each character in this string with 127 and display the result.

After completion of this experiment students will be able to: Learn AND, OR and XOR operations on string

**Aim:** Program for AND OR and XOR each character in string operation

### Theory:

**XOR Operation**

There are two inputs and one output in binary XOR (exclusive OR) operation. It is similar to ADD operation which takes two inputs and produces one result i.e. one output.

The inputs and result to a binary XOR operation can only be 0 or 1.The binary XOR operation will always produce a 1 output if either of its inputs is 1 and will produce a 0 output if both of its inputs are 0 or 1.

XOR Truth Table

|  |  |  |
| --- | --- | --- |
| **Input** | | **Output** |
| **X** | **Y** |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 0 |

### Algorithm/Pseudocode:

1. Start
2. Declare array for storing string
3. Take input from user as string
4. Read the string
5. Find the length of string using built in function
6. Perform AND operation display result character by character
7. Perform XOR operation display result character by character
8. Perform OR operation display result character by character
9. Stop

### Program:

#include <iostream>

#include <cstring> // Include for C++ string functions

int main() {

char str[24], a[24], b[24], c[24]; // Adjusted array size

int x;

std::cout << "Enter the string:";

std::cin >> str;

x = std::strlen(str);

std::cout << "\n AND operation: ";

for (int i = 0; i < x; i++) { // Corrected loop condition

a[i] = str[i] & 127;

std::cout << a[i];

}

std::cout << "\n XOR operation: ";

for (int i = 0; i < x; i++) { // Corrected loop condition

b[i] = str[i] ^ 127;

std::cout << b[i];

}

std::cout << "\n OR operation: ";

for (int i = 0; i < x; i++) { // Corrected loop condition

c[i] = str[i] | 127;

std::cout << c[i];

}

return 0;

}

## OUTPUT:

Enter the string: HelloWorld

AND operation: HelloWorld XOR operation: 7

OR operation:

Certainly! Let's go through the provided C++ code step by step:

cpp

Copy code

#include <iostream>

#include <cstring>

These are the standard include statements for input/output operations (<iostream>) and string manipulation (<cstring>).

cpp

Copy code

int main() {

char str[24], a[24], b[24], c[24]; // Adjusted array size

int x;

std::cout << "Enter the string:";

std::cin >> str;

x = std::strlen(str);

The program starts with the main function.

It declares arrays str, a, b, and c, each of size 24. These arrays will store the input string and the results of bitwise AND, XOR, and OR operations.

x will store the length of the input string.

The user is prompted to enter a string, which is then stored in the str array. The length of the string is calculated using std::strlen (from <cstring>) and stored in the variable x.

cpp

Copy code

std::cout << "\n AND operation: ";

for (int i = 0; i < x; i++) {

a[i] = str[i] & 127;

std::cout << a[i];

}

This section performs a bitwise AND operation between each character in the input string (str[i]) and the value 127.

The results of the AND operation are stored in the array a.

The loop iterates through each character of the string, and the result of each operation is printed.

cpp

Copy code

std::cout << "\n XOR operation: ";

for (int i = 0; i < x; i++) {

b[i] = str[i] ^ 127;

std::cout << b[i];

}

Similar to the AND operation, this section performs a bitwise XOR operation between each character in the input string (str[i]) and the value 127.

The results of the XOR operation are stored in the array b.

The loop iterates through each character of the string, and the result of each operation is printed.

cpp

Copy code

std::cout << "\n OR operation: ";

for (int i = 0; i < x; i++) {

c[i] = str[i] | 127;

std::cout << c[i];

}

This section performs a bitwise OR operation between each character in the input string (str[i]) and the value 127.

The results of the OR operation are stored in the array c.

The loop iterates through each character of the string, and the result of each operation is printed.

cpp

Copy code

return 0;

}

The program finishes with the return 0; statement, indicating successful execution of the program.

# Experiment No:2

**Title:** Write a Java program to perform encryption and decryption using Caesar Cipher algorithm

After completion of this experiment students will be able to: Learn caesar cipher substitution technique

**Aim:** Program for Caesar cipher.

### Theory:

It is one of the simplest and most used encryption techniques. In this technique, each letter of the given text is replaced by a letter of some fixed number of positions down the alphabet.

For example, with a shift of 1, X would be replaced by Y, Y would become Z, and so on. Julius Caesar was the first one who used it for communicating with his officials. Based on his name, this technique was named as Caesar Cipher technique.

An integer value is required to cipher a given text. The integer value is known as shift, which indicates the number of positions each letter of the text has been moved down.
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We can mathematically represent the encryption of a letter by a shift n in the following way:

Encryption phase with shift n = En (x) = (x+n)mod 26 Decryption phase with shift n = Dn (x) = (x-n)mod 26 Examples

**Text** : ABCDEFGHIJKLMNOPQRSTUVWXYZ

**Shift** : 23

**Cipher** : XYZABCDEFGHIJKLMNOPQRSTUVW

**Text** : ATTACKATONCE

**Shift** : 4

**Cipher** : EXXEGOEXSRGI

### Algorithm/Pseudocode:

1. Take an input string from the user to encrypt it using the Caesar Cipher technique.
2. Take an input integer from the user for shifting characters. The input integer should be between 0-25.
3. Traverse input string one character at a time.
4. Depending on the encryption and decryption, we transform each character as per the rule.
5. Returns the newly generated string.

### Program:

import java.util.Scanner;

public class CaesarCipherExample {

public static final String ALPHABET = "abcdefghijklmnopqrstuvwxyz";

public static String encryptData(String inputStr, int shiftKey) {

inputStr = inputStr.toLowerCase();

String encryptStr = "";

for (int i = 0; i < inputStr.length(); i++) {

int pos = ALPHABET.indexOf(inputStr.charAt(i));

int encryptPos = (shiftKey + pos) % 26;

if (encryptPos < 0) {

encryptPos = ALPHABET.length() + encryptPos;

}

char encryptChar = ALPHABET.charAt(encryptPos);

encryptStr += encryptChar;

}

return encryptStr;

}

public static String decryptData(String inputStr, int shiftKey) {

inputStr = inputStr.toLowerCase();

String decryptStr = "";

for (int i = 0; i < inputStr.length(); i++) {

int pos = ALPHABET.indexOf(inputStr.charAt(i));

int decryptPos = (pos - shiftKey) % 26;

if (decryptPos < 0) {

decryptPos = ALPHABET.length() + decryptPos;

}

char decryptChar = ALPHABET.charAt(decryptPos);

decryptStr += decryptChar;

}

return decryptStr;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println("Enter a string for encryption using Caesar Cipher: ");

String inputStr = sc.nextLine();

System.out.println("Enter the value by which each character in the plaintext message gets shifted: ");

int shiftKey = Integer.valueOf(sc.nextLine());

System.out.println("Encrypted Data ===> " + encryptData(inputStr, shiftKey));

System.out.println("Decrypted Data ===> " + decryptData(encryptData(inputStr, shiftKey), shiftKey));

sc.close();

}

}

Import Statements:

java

Copy code

import java.util.Scanner;

The code begins with importing the Scanner class, which is used later for taking input from the user.

Class Declaration:

java

Copy code

public class CaesarCipherExample {

The code defines a class named CaesarCipherExample.

Constant Declaration:

java

Copy code

public static final String ALPHABET = "abcdefghijklmnopqrstuvwxyz";

The ALPHABET constant is a string containing the lowercase English alphabet.

Encrypt Method:

java

Copy code

public static String encryptData(String inputStr, int shiftKey) {

// Method implementation

}

This method takes an input string and a shift key, then encrypts the input string using the Caesar cipher.

Decrypt Method:

java

Copy code

public static String decryptData(String inputStr, int shiftKey) {

// Method implementation

}

This method takes an encrypted string and a shift key, then decrypts the string using the Caesar cipher.

Main Method:

java

Copy code

public static void main(String[] args) {

// Method implementation

}

The main method is the entry point of the program. It takes user input, calls the encryption and decryption methods, and displays the results.

User Input:

java

Copy code

Scanner sc = new Scanner(System.in);

Creates a Scanner object to read input from the user.

Encryption and Decryption:

java

Copy code

System.out.println("Enter a string for encryption using Caesar Cipher: ");

String inputStr = sc.nextLine();

System.out.println("Enter the value by which each character in the plaintext message gets shifted: ");

int shiftKey = Integer.valueOf(sc.nextLine());

System.out.println("Encrypted Data ===> " + encryptData(inputStr, shiftKey));

System.out.println("Decrypted Data ===> " + decryptData(encryptData(inputStr, shiftKey), shiftKey));

Takes a string input from the user and a shift key.

Calls the encryptData method to encrypt the input string.

Calls the decryptData method to decrypt the encrypted string.

Displays the encrypted and decrypted data.

Closing Scanner:

java

Copy code

sc.close();

Closes the Scanner object to release resources.

The code demonstrates a basic implementation of the Caesar cipher for both encryption and decryption. The Caesar cipher shifts each letter in the plaintext by a fixed number of positions down the alphabet.

## OUTPUT:

Enter a string for encryption using Caesar Cipher:

MITADT

Enter the value by which each character in the plaintext message gets shifted: 3

Encrypted Data ===> plwdgw Decrypted Data ===> mitadt

### Conclusion:

**References:**

1. William Stallings, “Cryptography and Network Security”, Sixth Edition Pearson Education.
2. Atul Kahate, “Cryptography and Network Security”, Tata McGraw-Hill.

# Experiment No: 3

**Title:** Write a Program to Implement RSA Algorithm.

**Aim:** To develop a program for encryption and decryption of the message using RSA algorithm in C Language.

### Theory:

An original message is known as the plaintext, while the coded message is called the ciphertext. The process of converting from plaintext to ciphertext is known as enciphering or encryption; restoring the plaintext from the ciphertext is deciphering or decryption.

* + **Plaintext:** This is the original intelligible message or data that is fed into the algorithm asinput.
  + **Encryption algorithm:** The encryption algorithm performs various substitutions and transformations on the plaintext.
  + **Secret key:** The secret key is also input to the encryption algorithm. The key is a value independent of the plaintext and of the algorithm. The algorithm will produce a different output depending on the specific key being used at the time. The exact substitutions and transformations performed by the algorithm depend on the key.
  + **Ciphertext:** This is the scrambled message produced as output. It depends on the plaintext and the secret key. For a given message, two different keys will produce two different ciphertexts. The ciphertext is an apparently random stream of data and, as it stands, is unintelligible.
  + **Decryption algorithm:** This is essentially the encryption algorithm run in reverse. It takes the ciphertext and the secret key and produces the original plaintext.

### RSA Algorithm:

RSA algorithms have been proposed for public-key cryptography. RSA was developed in 1977 by Ron Rivest, Adi Shamir, and Len Adleman at MIT and first published in 1978. Public-key [cryptography,](http://searchsoftwarequality.techtarget.com/definition/cryptography) also known as [asymmetric](http://searchsecurity.techtarget.com/definition/asymmetric-cryptography) [cryptography](http://searchsecurity.techtarget.com/definition/asymmetric-cryptography), uses two different but mathematically linked [keys,](http://searchsecurity.techtarget.com/definition/key) one public and one private. The [public key](http://searchsecurity.techtarget.com/definition/public-key) can be shared with everyone, whereas the [private key](http://searchsecurity.techtarget.com/definition/private-key) must be kept secret. In RSA cryptography, both the public and the private keys

can encrypt a message; the opposite key from the one used to encrypt a message is used to decrypt it. This attribute is one reason why RSA has become the most widely used asymmetric.

RSA is more secure because of factoring large integers that are the product of two large [prime numbers.](http://whatis.techtarget.com/definition/prime-number) Multiplying these two numbers is easy, but determining the original prime numbers from the total factoring is considered infeasible due to the time it would take even using today’s super computers.

The RSA scheme is a block cipher in which the plaintext and ciphertext are integers between 0 and *n* - 1 for some *n*. A typical size for *n* is 1024 bits. That is, *n* is less than 21024. . In RSA naming convention are Plaintext block *M* and ciphertext block *C*.

Some terms related to RSA are as below

*p, q*, two prime numbers

*n* = *p\*q*

*e*, with gcd(Ø (*n*), *e*) = 1; 1 < *e* < Ø (*n*)

*de* = 1(mod Ø (*n*))

The private key consists of {*d, n*} and the public key consists of {*e, n*}. Suppose that user A has published its public key and that user B wishes to send the message *M* to A. Then B calculates *C* = *Me* mod *n* and transmits *C*. On receipt

of this ciphertext, user A decrypts by calculating*M* = *Cd* mod *n*.

### Algorithm:

1. Select two prime numbers, *p* = 17 and *q* = 11.
2. Calculate *n* = *pq* = 17 × 11 = 187.

**3.** Calculate Ø(*n*) = (*p* - 1)(*q* - 1) = 16 × 10 = 160.

* 1. Select *e* such that *e* is relatively prime to Ø (*n*) = 160 and less than Ø (*n*); wechoose *e* = 7.
  2. Determine *d* such that *de=* 1 (mod n) and *d* < 160.The correct value is *d* = 23,because 23 × 7 = 161 = (1 × 160) + 1;

The resulting keys are public key *PU* = {7, 187} and private key *PR* = {23, 187}. The example shows the use of these keys for a plaintext input of *M*= 88. For encryption, we need to calculate*C* = 887 mod 187. we can evaluate as follows.
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881 mod 187 = 88

882 mod 187 = 7744 mod 187 = 77

884 mod 187 = 59,969,536 mod 187 = 132

887 mod 187 = (88 × 77 × 132) mod 187 = 894,432 mod 187 = 11

For decryption, we calculate *M* = 1123 mod 187:

1123 mod 187 = [(111 mod 187) \*(112 mod 187) × (114 mod 187) \* (118 mod 187)

\* (118 mod 187)] mod 187

111 mod 187 = 11

112 mod 187 = 121

114 mod 187 = 14,641 mod 187 = 55

118 mod 187 = 214,358,881 mod 187 = 33
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### Program:

/\* Aim: Program for encryption and decryption of message \*/

/\* Title: Program for encryption and decryption using RSA algorithm \*/ #include<stdio.h>

#include<string.h>

#include<math.h>

int main() {

    unsigned long p, q, n, k, e, d;

    unsigned long C, M;

    char message[80];

    unsigned char encrypt[80], decrypt[80]; // Changed to unsigned char

    unsigned int len, i, j;

    printf("\nEnter P and Q : ");

    scanf("%lu%lu", &p, &q);

    n = p \* q;

    k = (p - 1) \* (q - 1);

    printf("\nEnter the value of public key : ");

    scanf("%lu", &e);

    // Find d such that (d \* e) % k == 1

    d = 3;

    while(1) {

        if ((d \* e) % k == 1)

            break;

        d++;

    }

    printf("\nPublic Key = %lu, Private key = %lu", e, d);

    printf("\nEnter the message : ");

    fflush(stdin);

    // Use fgets instead of gets to avoid buffer overflow

    fgets(message, sizeof(message), stdin);

    len = strlen(message);

    for (i = 0; i < len; i++) {

        M = message[i];

        C = 1;

        for (j = 0; j < e; j++) {

            C = (C \* M) % n;

        }

        encrypt[i] = (unsigned char)C;

    }

    printf("\nEncrypted Message is : ");

    for (i = 0; i < len; i++)

        printf("%c", encrypt[i]);

    printf("\n");

    for (i = 0; i < len; i++) {

        M = 1;

        C = encrypt[i];

        for (j = 0; j < d; j++) {

            M = (M \* C) % n;

        }

        // Handle the case where the decrypted value is greater than 127

        if (M > 127)

            M -= 256;

        decrypt[i] = (unsigned char)M;

    }

    printf("\nDecrypted Message is : ");

    for (i = 0; i < len; i++)

        printf("%c", decrypt[i]);

    printf("\n");

    return 0;

}
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Certainly! The code you provided is a simple implementation of the RSA (Rivest–Shamir–Adleman) algorithm for public-key cryptography in C. Let me break down the code step by step:

Header Files:

c

Copy code

#include<stdio.h>

#include<string.h>

#include<math.h>

The code includes necessary header files for input/output, string manipulation, and mathematical operations.

Main Function:

c

Copy code

int main() {

// Function implementation

}

The main function is the entry point of the program.

Variable Declarations:

c

Copy code

unsigned long p, q, n, k, e, d;

unsigned long C, M;

char message[80];

unsigned char encrypt[80], decrypt[80]; // Changed to unsigned char

unsigned int len, i, j;

p and q: Prime numbers used to compute n.

n: Product of p and q, used as part of the public and private keys.

k: Euler's totient function, (p-1) \* (q-1).

e: Public exponent.

d: Private exponent.

C and M: Temporary variables used for encryption and decryption.

message: Array to store the input message.

encrypt and decrypt: Arrays to store the encrypted and decrypted messages.

len: Length of the input message.

i and j: Loop control variables.

Input of Prime Numbers and Public Key:

c

Copy code

printf("\nEnter P and Q : ");

scanf("%lu%lu", &p, &q);

n = p \* q;

k = (p - 1) \* (q - 1);

printf("\nEnter the value of public key : ");

scanf("%lu", &e);

The user is prompted to enter two prime numbers (p and q) and a public exponent (e).

Calculation of Private Key:

c

Copy code

d = 3;

while (1) {

if ((d \* e) % k == 1)

break;

d++;

}

The code calculates the private exponent (d) such that (d \* e) % k == 1. This loop finds the modular multiplicative inverse of e modulo k.

Printing Public and Private Keys:

c

Copy code

printf("\nPublic Key = %lu, Private key = %lu", e, d);

The program prints the calculated public and private keys.

Input Message:

c

Copy code

printf("\nEnter the message : ");

fflush(stdin);

fgets(message, sizeof(message), stdin);

len = strlen(message);

The user is prompted to enter a message. fgets is used to read the message, avoiding potential buffer overflow issues.

Encryption:

c

Copy code

for (i = 0; i < len; i++) {

M = message[i];

C = 1;

for (j = 0; j < e; j++) {

C = (C \* M) % n;

}

encrypt[i] = (unsigned char)C;

}

The code encrypts each character of the input message using the public key (e, n) and stores the result in the encrypt array.

Print Encrypted Message:

c

Copy code

printf("\nEncrypted Message is : ");

for (i = 0; i < len; i++)

printf("%c", encrypt[i]);

printf("\n");

The program prints the encrypted message.

Decryption:

c

Copy code

for (i = 0; i < len; i++) {

M = 1;

C = encrypt[i];

for (j = 0; j < d; j++) {

M = (M \* C) % n;

}

if (M > 127)

M -= 256;

decrypt[i] = (unsigned char)M;

}

The code decrypts each character of the encrypted message using the private key (d, n) and stores the result in the decrypt array. The additional condition handles cases where the decrypted value is greater than 127.

Print Decrypted Message:

c

Copy code

printf("\nDecrypted Message is : ");

for (i = 0; i < len; i++)

printf("%c", decrypt[i]);

printf("\n");

The program prints the decrypted message.

Return Statement:

c

Copy code

return 0;

The main function returns 0 to indicate successful program executio

# Experiment No: 4

**Title:** Write a Program to Simulate Diffie-Hellman Key Exchange.

**Aim:** To develop a Program for Diffie-Hellman Key Exchange Algorithm using C Language.

### Theory:

Diffie-Hellman was the first public-key algorithm ever invented, way back in 1976. It gets its security from the difficulty of calculating discrete logarithms in a finite field, as compared with the ease of calculating exponentiation in the same field. Diffie-Hellman can be used for key distribution—Alice and Bob can use this algorithm to generate a secret key—but it cannot be used to encrypt and decrypt messages. The math is simple. First, Alice and Bob agree on a large prime, *n* and *g,* such that *g* is primitive mod *n.* These two integers don’t have to be secret; Alice and Bob can agree to them over some insecure channel. They can even be common among a group of users. It doesn’t matter.

Then, the protocol goes as follows:

* 1. Alice chooses a random large integer *x* and sends Bob

*X* = *gx* mod *n*

* 1. Bob chooses a random large integer *y* and sends Alice

*Y* = *gy* mod *n*

* 1. Alice computes

*k* = *Yx* mod *n*

* 1. Bob computes

*k´* = *Xy* mod *n*

Both *k* and *k´* are equal to *g*xy mod *n.* No one listening on the channel can compute that value; they only know *n, g, X,* and *Y.* unless they can compute the discrete logarithm and recover *x* or *y,* they do not solve the problem. So, *k* is the secret

key that both Alice and Bob computed independently. The choice of *g* and *n* can have a substantial impact on the security of this system. The number (*n* - 1)/2 should also be a prime. And most important,*n* should be large: The security of the system is based on the difficulty of factoring numbers the same size as *n.* You can choose any *g,* such that *g* is primitive mod *n;* there’s no reason not to choose the smallest *g* you can—generally a one-digit number. (And actually, *g* does not have to be primitive; it just has to generate a large subgroup of the multiplicative group mod *n.*)

## DIFFIE-HELLMAN WITH THREE OR MORE PARTIES

The Diffie-Hellman key-exchange protocol can easily be extended to work with three or more people. In this example, Alice, Bob, and Carol together generate a secret key.

1. Alice chooses a random large integer *x* and sends Bob

*X* = *gx* mod *n*

1. Bob chooses a random large integer *y* and sends Carol

*Y* = *gy* mod *n*

1. Carol chooses a random large integer *z* and sends Alice

*Z* = *gz* mod *n*

1. Alice sends Bob

*Z´* = *Z*x mod *n*

1. Bob sends

Carol

*X´* = *X*y mod *n*

1. Carol sends Alice

*Y´* = *Yz* mod *n*

1. Alice computes

*k* = *Y*´*x* mod *n*

1. Bob computes

*k* = *Z*´*y* mod *n*

1. Carol computes

*k* = *X*´*z* mod *n*

The secret key, *k,* is equal to gxyz mod *n,* and no one else listening in on the communications can compute that value. The protocol can be easily extended to four or more people; just add more people and more rounds of computation.

**Program:** #include<stdio.h> #include<math.h> int alice(int,int,int); int bob(int,int,int);

int main()

{

int a,b,x,y,g,n,k1,k2;

printf("\nEnter the value of n & g:"); scanf("%d %d",&n,&g);

printf("\n Enter the value of x & y:"); scanf("%d %d",&x,&y);

a=alice(n,g,x);

printf("\nAlice generate end value is %d:",a);

b=bob(n,g,y);

printf("\nBob generate end value is %d:",b);

k1=alice(n,b,x);

printf("\nValue of k1 is %d :",k1);

k2=bob(n,a,y);

printf("\nValue of k2 is %d:",k2);

if(k1==k2)

{

printf("\nMessage is shared secretely between Alice and Bob");

}

else

{

printf("\nMessage is not shared");

}

return 0;

}

int alice(int n,int g,int x)

{

long int a,a1; a1=pow(g,x); a=a1%n;

return(a);

}

int bob(int n,int g,int y)

{

long int b,b1; b1=pow(g,y); b=b1%n; return(b);

}

### Output:

Enter the value of n & g:13 6 Enter the value of x & y:3 10 Alice generate end value is 8:

Bob generate end value is 4:

Value of k1 is 12 :

Value of k2 is 12:

Message is shared secretly between Alice and Bob

Certainly! The provided code simulates a simplified version of the Diffie-Hellman key exchange protocol between two parties, Alice and Bob. Here's a step-by-step explanation:

Header Files:

c

Copy code

#include<stdio.h>

#include<math.h>

These are standard C library header files for input/output and mathematical operations.

Function Prototypes:

c

Copy code

int alice(int, int, int);

int bob(int, int, int);

int mod\_exp(int, int, int);

Function prototypes for alice, bob, and mod\_exp are declared to inform the compiler about their signatures before they are defined.

Function Definitions:

c

Copy code

int alice(int n, int g, int x) {

int a = mod\_exp(g, x, n);

return a;

}

int bob(int n, int g, int y) {

int b = mod\_exp(g, y, n);

return b;

}

int mod\_exp(int base, int exp, int mod) {

// Function to perform modular exponentiation efficiently

// (base^exp) % mod

int result = 1;

base = base % mod;

while (exp > 0) {

if (exp % 2 == 1) {

result = (result \* base) % mod;

}

exp = exp >> 1;

base = (base \* base) % mod;

}

return result;

}

alice and bob functions calculate the value g^x mod n and g^y mod n, respectively. These represent the values that Alice and Bob publicly share.

mod\_exp is a helper function for efficient modular exponentiation.

Main Function:

c

Copy code

int main() {

// Variable declarations

int a, b, x, y, g, n, k1, k2;

// Input from the user

printf("\nEnter the value of n & g:");

scanf("%d %d", &n, &g);

printf("\nEnter the value of x & y:");

scanf("%d %d", &x, &y);

// Key generation steps

a = alice(n, g, x);

printf("\nAlice generate end value is %d:", a);

b = bob(n, g, y);

printf("\nBob generate end value is %d:", b);

// Shared key computation

k1 = alice(n, b, x);

printf("\nValue of k1 is %d:", k1);

k2 = bob(n, a, y);

printf("\nValue of k2 is %d:", k2);

// Key comparison

if (k1 == k2) {

printf("\nMessage is shared secretly between Alice and Bob");

} else {

printf("\nMessage is not shared");

}

return 0;

}

The main function initializes variables for public keys (n and g), private keys (x and y), and shared keys (k1 and k2).

Alice and Bob calculate their public values using alice and bob functions.

Both parties compute the shared secret keys (k1 and k2) using the other party's public value and their private key.

Finally, the code checks if the shared keys match, indicating successful key exchange.

### Experiment No: 5

**Title:** Write a Program to Implement Columnar Cipher Text **Aim:** Implementation of Columnar Transposition Technique. **Theory:**

A kind of mapping is achieved by performing some sort of permutation on the plaintext letters. This technique is referred to as a transposition cipher.

A complex scheme is to write the message in a rectangle, row by row, and read the message off, column by column, but permute the order of the columns. The order of the columns then becomes the key to the algorithm. For example

Key: 4 3 1 2 5 6 7

Plaintext: a t t a c k p

o s t p o n e d u n t i l t

w o a m x y z

Ciphertext: TTNAAPTMTSUOAODWCOIXKNLYPETZ

Thus, in this example, the key is 4312567.To encrypt, start with the column that is labeled 1, in this case column 3.Write down all the letters in that column. Proceed to column 4, which is labeled 2, then column 2, then column 1, then columns 5, 6,

and 7.

A pure transposition cipher is easily recognized because it has the same letter frequencies as the original plaintext. For the type of columnar transposition just shown, cryptanalysis is fairly straightforward and involves laying out the ciphertext in a matrix and playing around with column positions.

The transposition cipher can be made significantly more secure by performing more than one stage of transposition. The result is a more complex permutation that is not easily reconstructed. Thus, if the foregoing message is reencrypted using the same algorithm,

Key: 4 3 1 2 5 6 7

Input: t t n a a p t

m t s u o a o d w c o i x k n l y p e t z

Output: NSCYAUOPTTWLTMDNAOIEPAXTTOKZ

To visualize the result of this double transposition, designate the letters in the original plaintext message by the numbers designating their position. Thus, with 28 letters in the message, the original sequence of letters is

01 02 03 04 05 06 07 08 09 10 11 12 13 14

15 16 17 18 19 20 21 22 23 24 25 26 27 28

After the first transposition, we have

03 10 17 24 04 11 18 25 02 09 16 23 01 08

15 22 05 12 19 26 06 13 20 27 07 14 21 28

which has a somewhat regular structure. But after the second transposition, we have17 09 05 27 24 16 12 07 10 02 22

20 03 25

15 13 04 23 19 14 11 01 26 21 18 08 06 28

This is a much less structured permutation and is much more difficult to cryptanalyze.

**Program:**

#include<stdio.h>

#include<string.h>

void cipher(int i, int r);

void makeArray(int col, int row);

int findMin();

char arr[22][22], darr[22][22], emessage[111], retmessage[111], key[55], temp[55], temp2[55];

int k = 0;

int main() {

char message[111];

int i, j, klen, emlen, flag = 0;

int r, c, index, min, rows;

printf("Enter the key:\n");

fflush(stdin);

gets(key);

printf("\nEnter the message to be ciphered:\n");

fflush(stdin);

gets(message);

strcpy(temp, key);

klen = strlen(key);

k = 0;

for (i = 0;; i++) {

if (flag == 1)

break;

for (j = 0; key[j] != '\0'; j++) {

if (message[k] == '\0') {

flag = 1;

arr[i][j] = '-';

} else {

arr[i][j] = message[k++];

}

}

}

r = i;

c = j;

for (i = 0; i < r; i++) {

for (j = 0; j < c; j++) {

printf("%c ", arr[i][j]);

}

printf("\n");

}

k = 0;

for (i = 0; i < klen; i++) {

index = findMin();

cipher(index, r);

}

emessage[k] = '\0';

printf("\nEncrypted message is:\n");

for (i = 0; emessage[i] != '\0'; i++)

printf("%c", emessage[i]);

printf("\n\n");

// Deciphering

emlen = strlen(emessage);

strcpy(temp, key);

rows = emlen / klen;

j = 0;

for (i = 0, k = 1; emessage[i] != '\0'; i++, k++) {

temp2[j++] = emessage[i];

if ((k % rows) == 0) {

temp2[j] = '\0';

index = findMin();

makeArray(index, rows);

j = 0;

}

}

printf("\nArray Retrieved is:\n");

k = 0;

for (i = 0; i < r; i++) {

for (j = 0; j < c; j++) {

printf("%c ", darr[i][j]);

retmessage[k++] = darr[i][j];

}

printf("\n");

}

retmessage[k] = '\0';

printf("\nMessage retrieved is:\n");

for (i = 0; retmessage[i] != '\0'; i++)

printf("%c", retmessage[i]);

getchar();

return 0;

}

void cipher(int i, int r) {

int j;

for (j = 0; j < r; j++) {

emessage[k++] = arr[j][i];

}

}

void makeArray(int col, int row) {

int i;

for (i = 0; i < row; i++) {

darr[i][col] = temp2[i];

}

}

int findMin() {

int i, j, min, index;

min = temp[0];

index = 0;

for (j = 0; temp[j] != '\0'; j++) {

if (temp[j] < min) {

min = temp[j];

index = j;

}

}

temp[index] = 123;

return index;

}

### Output:

Enter the key hello

Enter the message to be ciphered how are you

h o w a r e y o u - - - -

Encrypted message is oe-hruw - y-ao-

Array Retrieved is h o w a

r e y o u - - - -

Message retrieved is how are you----

Certainly! The code you provided is an implementation of a transposition cipher, specifically a columnar transposition cipher. This cipher rearranges the characters of a message based on a provided key, and it can be used for both encryption and decryption.

Let's go through the code step by step:

Header Files:

c

Copy code

#include<stdio.h>

#include<string.h>

Standard C library headers for input/output and string manipulation.

Function Prototypes:

c

Copy code

void cipher(int i, int r);

void makeArray(int col, int row);

int findMin();

Prototypes for functions used in the main program.

Global Variables:

c

Copy code

char arr[22][22], darr[22][22], emessage[111], retmessage[111], key[55], temp[55], temp2[55];

int k = 0;

Arrays to store the matrix, messages, key, and temporary variables. The k variable is used to keep track of the current position in the messages.

Main Function:

c

Copy code

int main() {

// Function implementations

}

The main entry point of the program.

User Input:

c

Copy code

printf("Enter the key:\n");

fflush(stdin);

gets(key);

printf("\nEnter the message to be ciphered:\n");

fflush(stdin);

gets(message);

The user is prompted to enter a key and a message to be encrypted.

Matrix Initialization:

c

Copy code

for (i = 0;; i++) {

if (flag == 1)

break;

for (j = 0; key[j] != '\0'; j++) {

if (message[k] == '\0') {

flag = 1;

arr[i][j] = '-';

} else {

arr[i][j] = message[k++];

}

}

}

This loop initializes a 2D array (arr) with the message characters based on the key. If the message is shorter than the matrix, the remaining spaces are filled with the character '-'.

Printing the Matrix:

c

Copy code

for (i = 0; i < r; i++) {

for (j = 0; j < c; j++) {

printf("%c ", arr[i][j]);

}

printf("\n");

}

The program prints the initialized matrix.

Encryption:

c

Copy code

for (i = 0; i < klen; i++) {

index = findMin();

cipher(index, r);

}

The program encrypts the message using the transposition cipher. It iterates over the key characters, finds the minimum character in the key, and then calls the cipher function.

Printing Encrypted Message:

c

Copy code

emessage[k] = '\0';

printf("\nEncrypted message is:\n");

for (i = 0; emessage[i] != '\0'; i++)

printf("%c", emessage[i]);

The encrypted message is printed.

Decryption:

c

Copy code

// Deciphering

emlen = strlen(emessage);

strcpy(temp, key);

rows = emlen / klen;

j = 0;

for (i = 0, k = 1; emessage[i] != '\0'; i++, k++) {

temp2[j++] = emessage[i];

if ((k % rows) == 0) {

temp2[j] = '\0';

index = findMin();

makeArray(index, rows);

j = 0;

}

}

The program decrypts the message. It calculates the number of rows and uses the temp array to reconstruct the original matrix. The makeArray function is called to form the matrix.

Printing Decrypted Message:

c

Copy code

printf("\nMessage retrieved is:\n");

for (i = 0; retmessage[i] != '\0'; i++)

printf("%c", retmessage[i]);

The decrypted message is printed.

Helper Functions:

cipher(int i, int r): Rearranges characters in the arr matrix based on the column index i and the number of rows r.

makeArray(int col, int row): Reconstructs the original matrix (darr) based on the column and row indices.

findMin(): Finds the index of the minimum character in the temp array.

# Experiment No: 6

**Title:** Calculate the message digest of a text using the SHA-256 algorithm.

**Aim:** To develop a program for Calculate the message digest of a text using the SHA-256 algorithm using Java.

### Theory:

Hash functions are extremely useful and appear in almost all information security applications. A hash function is a mathematical function that converts a numerical input value into another compressed numerical value. The input to the hash function is of arbitrary length but output is always of fixed length.

Values returned by a hash function are called message digest or simply **hash**

values. The following picture illustrated hash function.

![Message Digest](data:image/jpeg;base64,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)

Java provides a class named **MessageDigest** which belongs to the package java.security. This class supports algorithms such as SHA-1, SHA 256, MD5 algorithms to convert an arbitrary length message to a message digest.

To convert a given message to a message digest, follow the steps given below –

### Step 1: Create a MessageDigest object

The MessageDigest class provides a method named **getInstance()**. This method accepts a String variable specifying the name of the algorithm to be used and returns a MessageDigest object implementing the specified algorithm.

Create MessageDigest object using the **getInstance()** method as shown below. MessageDigest md = MessageDigest.getInstance("SHA-256");

Step 2: Pass data to the created MessageDigest object

After creating the message digest object, you need to pass the message/data to it. You can do so using the **update()** method of the **MessageDigest** class, this method accepts a byte array representing the message and adds/passes it to the above created MessageDigest object.

md.update(msg.getBytes());

Step 3: Generate the message digest

You can generate the message digest using the **digest()** method od the MessageDigest class this method computes the hash function on the current object and returns the message digest in the form of byte array.

Generate the message digest using the digest method. byte[] digest = md.digest();

### Algorithm:

1. Read data from user.
2. Create the MessageDigest object.
3. Pass the data to created MessageDigest object.
4. Compute the message digest.
5. Convert the byte array in to HexString fromat.
6. Display the message digest.

### Program:

### import java.security.MessageDigest;

### import java.util.Scanner;

### public class MessageDigestExample {

### public static void main(String args[]) throws Exception {

### // Reading data from the user

### Scanner sc = new Scanner(System.in);

### System.out.println("Enter the message");

### String message = sc.nextLine();

### // Creating the MessageDigest object

### MessageDigest md = MessageDigest.getInstance("SHA-256");

### // Passing data to the created MessageDigest Object

### md.update(message.getBytes());

### // Compute the message digest

### byte[] digest = md.digest();

### // Converting the byte array to HexString format

### StringBuffer hexString = new StringBuffer();

### for (int i = 0; i < digest.length; i++) {

### // Convert each byte to a two-digit hexadecimal representation

### String hex = Integer.toHexString(0xFF & digest[i]);

### if (hex.length() == 1) {

### hexString.append('0'); // Add leading zero if needed

### }

### hexString.append(hex);

### }

### System.out.println("Hex format: " + hexString.toString());

### }

### }

### Output:

Enter the message Hello how are you [B@55f96302

Hex format: 2953d33828c395aebe8225236ba4e23fa75e6f13bd881b9056a3295cbd64d3

Certainly! The provided Java code demonstrates the use of the MessageDigest class to compute the SHA-256 hash of a user-inputted message and then convert the hash to a hexadecimal string.

Let's break down the code:

Import Statements:

java

Copy code

import java.security.MessageDigest;

import java.util.Scanner;

Import statements to include necessary classes from the Java standard library.

Class Definition:

java

Copy code

public class MessageDigestExample {

The start of the class definition named MessageDigestExample.

Main Method:

java

Copy code

public static void main(String args[]) throws Exception {

The main method where the execution of the program begins.

User Input:

java

Copy code

Scanner sc = new Scanner(System.in);

System.out.println("Enter the message");

String message = sc.nextLine();

It creates a Scanner object to read user input from the console. The user is prompted to enter a message, and the entered line is stored in the message variable.

MessageDigest Initialization:

java

Copy code

MessageDigest md = MessageDigest.getInstance("SHA-256");

It creates an instance of the MessageDigest class using the SHA-256 algorithm. The getInstance method throws an exception (NoSuchAlgorithmException) if the specified algorithm is not available.

Updating Message Digest:

java

Copy code

md.update(message.getBytes());

The message is converted to bytes using getBytes() and then passed to the update method of the MessageDigest object. This updates the message digest with the input data.

Computing Message Digest:

java

Copy code

byte[] digest = md.digest();

The digest method is called to compute the final hash value, which is represented as an array of bytes.

Converting to Hexadecimal Format:

java

Copy code

StringBuffer hexString = new StringBuffer();

for (int i = 0; i < digest.length; i++) {

String hex = Integer.toHexString(0xFF & digest[i]);

if (hex.length() == 1) {

hexString.append('0'); // Add leading zero if needed

}

hexString.append(hex);

}

The digest array is iterated, and each byte is converted to a two-digit hexadecimal representation. The resulting hex digits are appended to the hexString buffer. Leading zeros are added if necessary.

Printing Hexadecimal Format:

java

Copy code

System.out.println("Hex format: " + hexString.toString());

The final hexadecimal string is printed to the console.

Closing Scanner:

java

Copy code

sc.close();

The Scanner object is closed to release associated resources.

End of Main Method and Class:

java

Copy code

}

}

Closing braces indicating the end of the main method and the MessageDigestExample class.

## EXPERIMENT NO: 7

**TITLE:** Demonstrate intrusion detection system (ids) using any tool.

**AIM:** Configure and implement IDS using SNORT.

## THEORY:

Intrusion detection system (ID) is a type of security system for computers and computer networks. Intrusion Detection basically helps in detecting outer and inner attacks performed by either user or hackers. An ID system collects information from various sources and analyzes information from various areas within a computer or a network to identify possible security breaches, which include both intrusions (attacks from outside the organization) and misuse (attacks from within the organization). ID uses vulnerability assessment (sometimes referred to as scanning), which is a technology developed to assess the security of a computer system or network.

Snort is a light-weight intrusion detection tool which logs the packets coming through the network and analyzes the packets. Snort checks the packets coming against the rules written by the user and generate alerts if there are any matches found. The rules are written by the user in a text file which is linked with snort.conf file where all the snort configurations are mentioned. There are few commands which is used to get snort running so that it can analyze network behavior.

**Configuration of SNORT**

Setting up Snort from the source code consists of a couple of steps: downloading the code, configuring it, compiling the code and lastly installing it. First up make a temporary download folder to your home directory and then move into it with the these commands

mkdir ~/snort\_src cd ~/snort\_src

After it is downloaded we have to configure the downloaded code.

Snort is a light-weight intrusion detection tool which logs the packets coming through the network and analyzes the packets. Snort checks the packets coming against the rules written by the user and generate alerts if there are any matches found. The rules are written by the user in a text file which

is linked with snort.conf file where all the snort configurations are mentioned. There are few commands which is used to get snort running so that it can analyze network behavior.

**Snort in packet sniffer mode**

If we want to print out the TCP/IP packet headers to the screen following command is used:

./snort -v

If we want to see the application data in transit, following command is used

./snort -vd

This instructs Snort to display the packet data as well as the headers.

If we want more descriptive display, showing the data link layer headers, following command need to be run.

./snort -vde

As an aside, notice that the command line switches can be

listed separately or in a combined form. The last command could also be typed out as:

./snort -d -v –e

This will produce the same result.
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Figure: Running snort in packet sniffer mode

**Snort using snort.conf file**

Snort uses a configuration file at start up time. A sample configuration file snort. conf is included in the Snort distribution. You can use any name for the configuration file, however snort.conf is the conventional name. You use the - c command line switch to specify the name of the configuration file.

The following command uses /opt/snort/snort.conf as the configuration file.

We can also save the configuration file in our home directory as snortrc, but most commonly used method is specifying it on the command line. There are other advantages to using the configuration file name as a command line argument to Snort. It is possible to invoke multiple Snort instances on different network interfaces with different configuration.

$ sudo /usr/local/bin/snort -A console -q -u snort -g snort -c /etc/snort/snort.conf -i lo

This command should be run in our terminal to run snort using our snort configuration file. It can be modified according to the user suitability. Snort has various modes; few of them are listed here Description of the command: -

c: specifies the config file

-i : specifies the interface mode , if a loopback address is running then “lo” will be written , for Ethernet “eth0” or “eth1” will be written.

-A: It will print the output to the console

Once we run this command, then type $ ping 127.0.0.1

We should see that the snort logs this packet and displays it on the terminal. Here is the image of the terminal logging the ping packets.

**Writing rules**

Rules are written by the user, snort will log the packets and generate alert if there if finds any match with the rules that user defined in the rules file.

Here is an example of how to write rules.

1. alert ip $EXTERNAL\_NET any -> $HOME\_NET any (ip\_proto:igmp; rev:1000000)

For igmp traffic

1. alert tcp any any -> any 80 (content:"ABC"; content:"EFG"; http\_raw\_cookie;rev:1000001)

detects unnormalised cookie header

1. alert tcp any any -> any (msg:"exploit"; content:"|90|"; rev:1000002)
2. alert $EXATERNAL\_NET any -> $HOME\_NET any (flags: SF,12; msg:"SYN FIN scan"; rev:1000003)

installation

To install Suricata, an open-source Intrusion Detection System (IDS), you can follow the steps below on a Linux system, such as Ubuntu. These instructions assume you have administrative privileges on the machine. The example uses Ubuntu, but you can adapt the instructions for other Linux distributions as needed.

\*Step 1: Update Your System\*

Before installing any software, it's a good practice to update your system to ensure you have the latest package information and security updates. Open a terminal and run the following commands:

bash

sudo apt update

sudo apt upgrade

\*Step 2: Install Suricata\*

You can install Suricata from the default repositories on Ubuntu. Open a terminal and run the following command:

bash

sudo apt install suricata

\*Step 3: Verify Installation\*

Once the installation is complete, you can verify that Suricata has been installed correctly. Run the following command to check the Suricata version:

bash

suricata --version

This command should display the installed Suricata version.

\*Step 4: Configure Suricata\*

Suricata's configuration files are typically located in the /etc/suricata/ directory. You may need to customize these configurations to suit your specific network environment and monitoring needs.

\*Step 5: Start Suricata\*

To start Suricata, run the following command with administrative privileges:

bash

sudo suricata -c /etc/suricata/suricata.yaml -D

This command starts Suricata in daemon mode and loads the configuration from the specified file. The -D flag runs Suricata as a daemon in the background.

\*Step 6: Monitor Suricata Logs\*

Suricata logs its activities in various log files, including alerts and fast logs. You can monitor these logs to observe network traffic and detect potential intrusion attempts. For example, to monitor the fast.log file, you can use the following command:

bash

sudo tail -f /var/log/suricata/fast.log

This command will display log entries in real-time.

\*Step 7: Stop Suricata\*

To stop Suricata, you can run the following command:

bash

sudo suricata -q --pidfile /var/run/suricata.pid -x /var/run/suricata.pid

This command gracefully stops Suricata.

Please note that the actual configuration and usage of Suricata may vary depending on your specific use case and network environment. Be sure to consult the Suricata documentation and configure it according to your needs for intrusion detection and network monitoring.

Implementation

For the environment setup and configuration:

Implementing an Intrusion Detection System (IDS) experiment in an Information Security Lab is a comprehensive task that typically involves setting up a network environment, installing IDS software, generating network traffic, and analyzing the results. Below, I provide a high-level outline of the steps involved and some sample code for a basic network setup and using the Suricata IDS for experimentation.

\*Prerequisites:\*

- A Linux environment (e.g., Ubuntu or CentOS).

- Administrative privileges on the machine.

- A network interface card (NIC) for monitoring network traffic.

\*Step 1: Set Up the Environment\*

Ensure you have Suricata installed. You can install it on Ubuntu using:

bash

sudo apt-get install suricata

\*Step 2: Configure Suricata\*

You need to create a configuration file for Suricata. A basic configuration file may look like this:

yaml

af-packet:

- interface: eth0

- cluster-type: cluster\_flow

cluster-id: 99

outputs:

- fast:

enabled: yes

filename: fast.log

append: yes

\*Step 3: Start Suricata\*

You can start Suricata in the background using the following command:

bash

sudo suricata -c /etc/suricata/suricata.yaml -D

\*Step 4: Generate Network Traffic\*

You can use tools like ping, curl, or wget to generate network traffic. For example, to generate ICMP (ping) traffic:

bash

ping -c 10 google.com

\*Step 5: Monitor Suricata Logs\*

Suricata logs intrusion attempts in its log files. You can monitor these log files in real-time or after the experiment. For real-time monitoring, you can use the tail command:

bash

tail -f /var/log/suricata/fast.log

\*Step 6: Analyze the Results\*

Analyze the logs to detect and identify intrusion attempts. You can use custom scripts or tools to parse and analyze Suricata's log files.

Here's a simple Python script to parse Suricata's Fast Log and identify potential intrusion attempts:

python

import re

log\_file = "/var/log/suricata/fast.log"

def parse\_suricata\_log(log\_file):

with open(log\_file, 'r') as file:

for line in file:

if "ET" in line: # Example: ET MALWARE Possible Malicious Inbound to My SQL Server

print("Intrusion detected:", line.strip())

parse\_suricata\_log(log\_file)

\*Note\*: This is a very basic example, and IDS experimentation can be complex, depending on your lab's goals. More advanced experiments may involve setting up multiple hosts, using different attack scenarios, and analyzing the results more comprehensively.

Make sure to adapt and expand this code to meet the specific requirements and goals of your IDS experiment in your Information Security Lab.