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# Einleitung: Beschreibung von ХАЛЁ

## Spielidee

Leo und ich hatten mehrere Ideen welches Spiel wir umsetzen könnten, und haben uns schlussendlich für eine Art Remake eines absoluten Klassikers entschieden: Tetris. Die Idee war grundsätzlich Tetris einen Multiplayer-Twist zu geben. Da haben wir viel nachgedacht und mögliche Konzepte überlegt, und haben uns auf das Spielprinzip geeinigt, bis zu 5 Spieler gegenseitig die ausgefüllten Reihen per Drag and Drop zu schieben zu lassen.

## Spielprinzip

Die

## Spielaufbau

Text…

# Die Server-Client Kommunikation

## Die Namenseingabe des Clients

### DOM

## Websockets

### Kommunikation per HTTP

Browser kommunizieren normalerweise mit Servern per http. Wenn der Benutzer eine URL oben in die Adresszeile eingibt, schickt der Browser eine http Request an den entsprechenden Web-Server. Dieser schickt eine http Response zurück. Im http Protokoll liegt eine TCP Verbindung zugrunde. Diese wird vor dem http Request geöffnet und nach der http Response wieder geschlossen. Danach wissen Client und Server gar nichts mehr voneinander, es sei denn man greift auf zusätzliche Techniken wie Cookies zurück.

### Warum Websockets?

Nur der Client kann eine http-Kommunikation beginnen.  Denn nach der Response des Servers wird die TCP-Verbindung wieder abgebaut und der Server kann von sich aus den Client gar nicht erreichen. Gibt es jetzt beim Server Ereignisse, die er dem Client mitteilen will, zum Beispiel, weil bei einem Netzwerkspiel irgendein anderer Spieler seinen Charakter bewegt hat oder einen Schuss abgefeuert hat, dann muss der Server zunächst mal warten bis der Client das nächste Mal anfangt. Erst dann kann er ihm sagen: „hey da ist was passiert“. Für Spiele geht das natürlich überhaupt nicht. Es gibt Krücken, um damit umzugehen, zum Beispiel: Polling. Polling bedeutet, der Client fragt zum Beispiel alle Viertelsekunden beim Server an: "Hey, gibt's was Neues? Gibt's was Neues?" und dann wenn der Server irgendwas Neues hat, schickt er es ihm. Aber das ist nicht sehr performant und man kann die Frequenz auch nicht zu hochtreiben. Ja, eine Viertelsekunde geht vielleicht doch einigermaßen, aber selbst das belastet die Verbindung schon sehr stark, aber stellt euch mal vor ihr habt ein Netzwerkspiel und zwischen einem neuen Ereignis, weil irgendein Spieler seinen Charakter bewegt und dem Mitteilen des Servers an die anderen Spieler liegt immer mindestens eine Viertelsekunde. Das geht nicht, das ist viel zu lang. Ein weiterer Grund warum http nicht sehr performant abläuft ist, dass bei jeder http Request wieder eine neue TCP-Verbindung geöffnet und nach der Request geschlossen wird. Es gibt zwar inzwischen Techniken, um diese TCP-Verbindungen wiederzuverwenden, wenn sie schon mal aufgebaut sind, aber das ist ein anderes Thema. Es funktioniert alles relativ schlecht. Deshalb haben sich die Verantwortlichen bei den Standardisierungsgremien schon vor ein paar Jahren zusammengesetzt und gesagt: "Warum ermöglicht man es dem Browser nicht dauerhaft TCP-Verbindungen mit Servern aufzubauen und aufrechtzuerhalten?" Und über diese könnte man dann bidirektional Daten schicken. Genau das ermöglichen Websockets.

### Kommunikation per WebSockets

Will ein Client eine WebSocket-Verbindung mit einem Server beginnen, so schickt er zunächst mal einen http Upgrade-Request. Das ist eine ganz normale http Request, in der ein bestimmtes Schlüsselwort untergebracht wird: Upgrade. Ist der Server für Websocket-Verbindungen eingerichtet, dann antwortet er „Upgrade ok“ und ab diesem Zeitpunkt lässt der Server die TCP-Verbindungen offen und diese TCP Verbindung kann bidirektional genutzt werden.

### Express-Server

### Messages

### Der WebsocketController

### Der Server

#### Der MainServer
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Und zudem steht fest, dass „[der Gerthsen für die] Studierenden der Physik im Haupt- und Nebenfach […] ein unverzichtbarer und kompetenter Begleiter durch das gesamte Studium [ist]“[[3]](#footnote-3)
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