# LAB # 1:

## Introduction to PYTHON

**Objectives:**

* Familiarize students with the Python IDLE
* To teach students the conventional coding practices in Python

**Hardware/Software required:**

Hardware: Desktop/ Notebook Computer

Software Tool: Python 3.6.2

**Introduction:**

Python is a high-level general-purpose programming language. Because code is automatically compiled to byte code and executed, Python is suitable for use as a scripting language, Web application implementation language, etc. Because Python can be extended in C and C++, Python can provide the speed needed for even compute intensive tasks.

**Features of Python:**

* Contains in-built sophisticated data structures like strings, lists, dictionaries, etc.
* The usual control structures: if, if-else, if-elif-else, while, plus a powerful collection iterator (for).
* Multiple levels of organizational structure: functions, classes, modules, and packages. They assist in organizing code. An excellent and large example is the Python standard library.
* Compile on the fly to byte code -- Source code is compiled to byte code without a separate compile step. Source code modules can also be "pre-compiled" to byte code files.
* Python is portable language, can run on different platforms such as Windows, Linux and Unix etc.
* It is Dynamically typed language i.e. Data Type of value is decided in run-time, not in advance.
* Python uses indentation to show block structure. Indent one level to show the beginning of a block. Out-dent one level to show the end of a block. As an example, the following C- style code:
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in Python would be:
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And the convention is to use four spaces (and no tabs) for each level of indentation.

**Interactive Python:**

If you execute Python from the command line with no script, Python gives you an interactive prompt. This is an excellent facility for learning Python and for trying small snippets of code. Many of the examples that follow were developed using the Python interactive prompt.

In addition, there are tools that will give you a more powerful and fancy Python interactive mode. One example is IPython, which is available at <http://ipython.scipy.org/>. You may also want to consider using IDLE. IDLE is a graphical integrated development environment for Python. It contains a Python shell which helps you code in python by Auto-indent, Debugging and Color-coding your program

**Lab Tasks:**

**1. Installing Python:**

Download Python 3.6.2 for Windows from the following link:

<https://www.python.org/downloads/>

Install the downloaded executable file.

**2. Opening IDLE**

After installing Python, go to the start menu and search Python. Run the program labeled as Integrated Development Environment (IDLE).

**3. Print “Hello, World!” on CLI**

>>> print ("Hello, World!“)

**4. Mathematical Operations in Python:**

>>> 1 + 1

2

>>> 6-5

1

>>> 2\*5

10

>>> 5\*\*2

25

>>> 21/3

7

>>> 23/3

7

>>> 23.0/3.0

7.6666...

>>> 23%3

2

**5. Operators** **in Python**

|  |  |  |  |
| --- | --- | --- | --- |
| **Command** | **Name** | **Example** | **Output** |
| + | Addition | 4+5 | 9 |
| - | Subtraction | 8-5 | 3 |
| \* | Multiplication | 4\*5 | 20 |
| / | Division | 19/3 | 6 |
| % | Remainder | 19%3 | 5 |
| \*\* | Exponent | 2\*\*4 | 16 |

**6. Operator Precedence in Python:**

|  |  |
| --- | --- |
| **Operators** | **Descriptions** |
| () | Parentheses |
| \*\* | Exponent (Raise to the power) |
| \* / % // | Multiplication, Divide, Reminder, Floor Division |
| + - | Addition, Subtraction |
| >> << | Right and Left Bitwise Shift |

**7. Comments in Python:**

>>> #Commented Code

**8. Variables:**

Variables are containers for storing data values. In Python, it is not needed to declare variables by specific data type. The Data type of a variable is decided at run-time.

![Text, letter

Description automatically generated](data:image/png;base64,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)

type () keyword tells the type of argument.

**Variable Names**

* Must start with underscore or with a letter.
* Cannot start with a number.
* Can contain underscores and alpha –numeric letters.
* Variables names are case-sensitive

**9. Strings:**

Strings are represented either by using double or single quotes.

**Python Example:**

word1 = "Good"

word2 = "Morning"

word3 = "to you too!"

print (word1, word2)

sentence = word1 + " " + word2 + " " +word3

print (sentence)

print(word1[2])

**10. Boolean Operators in Python:**

* Boolean operators return either TRUE or FALSE

|  |  |
| --- | --- |
| **Expression** | **Function** |
| **<** | **less than** |
| **<=** | **less that or equal to** |
| **>** | **greater than** |
| **>=** | **greater than or equal to** |
| **!=** | **not equal to** |
| **<>** | **not equal to (alternate)** |
| **==** | **equal to** |

**11. Conditional Statements:**

**‘if - else' - Statement**

a = 1

if a > 5:

print ("This shouldn't happen.") #condition true

else:

print ("This should happen.") #condition false

**‘elif' - Statement**

z = 4

if z > 70:

print ("Something is very wrong")

elif z < 7:

print ("This is normal")

**12. Input from user:**

**input(“ ”):**

a = input (“Enter Value for variable a: ”)

print (a)

input: Reads a string of text from user input.

Example:

name = input (“What's your name Lad? ")

print (name, "... what a nice name!")

Output:

What is your name Lad? Ali

Ali... what a nice name!

**13. Indexes of String:**

In Python strings are considered as arrays and characters in a string are numbered with indexes starting at 0:

Example:

name = "P. aishh“

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Index | 00 | 11 | 22 | 33 | 44 | 55 | 66 | 77 |
| Character | pP | .. |  | aa | ii | ss | hh | ah |

Accessing an individual character of a string:

***variableName*** [ ***index*** ]

Example:

print (name, "starts with", **name[0]**)

Output:

P. aishh starts with P

**14. String Properties:**

len(*string*) - number of characters in a string (including spaces)

str.lower(*string*) - lowercase version of a string

str.upper(*string*) - uppercase version of a string

Example:

name = "Linkin Park"

length = len(name)

big\_name = str.upper(name)

print (big\_name, "has", length, "characters")

Output:

LINKIN PARK has 11 characters

**15. Strings and numbers:**

ord(*text*) - converts a string into a number.

Example: ord(‘a’) is 97, ord("b") is 98, ...

Characters map to numbers using standardized mappings such as *ASCII* and *Unicode*.

chr(*number*) - converts a number into a string.

Example: chr(99) is "c"

**16. Loops in Python:**

**'while' loop**

a = 0

while a < 10:

a = a + 1

print (a)

**'for' loop**

for i in range(1, 5):

print (i)

for i in range(1, 5):

print (i)

else:

print ('The for loop is over')

[**range ()**](http://docs.python.org/library/functions.html)**:**

If you do need to iterate over a sequence of numbers, the built-in function [range()](http://docs.python.org/library/functions.html) comes in handy. It generates lists containing arithmetic progressions:

>>> range(10) [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

It is possible to let the range start at another number, or to specify a different increment (even negative; sometimes this is called the ‘step’):

>>> range(5, 10)

[5, 6, 7, 8, 9]

>>> range(0, 10, 3)

[0, 3, 6, 9]

>>> range(-10, -100, -30)

[-10, -40, -70]

**17. Functions:**

**Define a Function?**

**def** function\_name(parameter\_1, parameter\_2):

this statement is written within the function body

return;

**How to call a function?**

function\_name(parameters)

Code Example - Using a function

a = multiplybytwo(70)

The computer would see this:

a=140

**Function Scope:**

def changeme( mylist ):

"This changes a passed list into this function"

mylist = [1,2,3,4]; # This would assign new reference in mylist

print ("Values inside the function: ", mylist)

return

# Now you can call changeme function

mylist = [10,20,30];

changeme( mylist );

print ("Values outside the function: ", mylist)

**18. Lists:**

Lists are what they seem - a list of values. Each one of them is numbered, starting from zero. You can remove values from the list and add new values to the end. Example: Your many cats' names. Compound data types used to group together other values. The most versatile is the list, which can be written as a list of comma-separated values (items) between square brackets. List items need not all have the same type.

cats = ['Tom', 'Snappy', 'Kitty', 'Jessie', 'Chester']

print cats[2]

cats.append('Catherine')

#Remove your 2nd cat, Snappy. Woe is you.

del cats[1]

**19. Compound datatype:**

>>> a = ['spam', 'eggs', 100, 1234]

>>> a[1:-1]

['eggs', 100]

>>> a[:2] + ['bacon', 2\*2]

['spam', 'eggs', 'bacon', 4]

>>> 3\*a[:3] + ['Boo!']

['spam', 'eggs', 100, 'spam', 'eggs', 100, 'spam', 'eggs', 100, 'Boo!']

>>> a= ['spam', 'eggs', 100, 1234]

>>> a[2] = a[2] + 23

>>> a

['spam', 'eggs', 123, 1234]

**20. Replace some items:**

>>> a[0:2] = [1, 12]

>>> a

[1, 12, 123, 1234]

**21. Remove some items:**

>>> a[0:2] = []

>>> a

[123, 1234]

**22. Clear the list: replace all items with an empty list:**

>>> a[:] = []

>>> a

[]

**23. Length of list:**

>>> a = ['a', 'b', 'c', 'd']

>>> len(a)

4

**24. Nest lists:**

>>> q = [2, 3]

>>> p = [1, q, 4]

>>> len(p)

3

>>> p[1]

[2, 3]

**25. Functions of lists:**

**list.append(x):** Add an item to the end of the list; equivalent to a[len(a):] = [x].

**list.extend(L):** Extend the list by appending all the items in the given list, equivalent to a[len(a):] = L.

**list.insert(i, x):** Insert an item at a given position. The first argument is the index of the element before which to insert, so a.insert(0, x) inserts at the front of the list, and a.insert(len(a), x) is equivalent to a.append(x).

**list.remove(x):** Remove the first item from the list whose value is x. It is an error if there is no such item.

**list.pop([i]):** Remove the item at the given position in the list, and return it. If no index is specified, a.pop() removes and returns the last item in the list.

**list.count(x):** Return the number of times x appears in the list.

**list.sort():** Sort the items of the list, in place.

**list.reverse():** Reverse the elements of the list, in place.

**26. Tuples:**

Tuples are just like lists, but you can't change their values. Again, each value is numbered starting from zero, for easy reference. Example: the names of the months of the year.

months = ('January' , 'February', 'March', 'April', 'May', 'June', 'July', 'August', 'September', 'October', 'November', ' December’)

|  |  |
| --- | --- |
| **index** | **Value** |
| 0 | Jan |
| 1 | Feb |
| 2 | Mar |
| 3 | April |
| 4 | May |
| 5 | Jun |
| 6 | Jul |
| 7 | Aug |
| 8 | Sep |
| 9 | Oct |
| 10 | Nov |
| 11 | Dec |
|  |  |

>>> basket = ['apple', 'orange', 'apple', 'pear', 'orange', 'banana']

>>> fruit = set(basket) # create a set without duplicates

>>> fruit

set(['orange', 'pear', 'apple', 'banana'])

>>> 'orange' in fruit # fast membership testing

True

>>> 'crabgrass' in fruit

False

**27. Dictionaries:**

Dictionaries are like what their name suggests - a dictionary. In a dictionary, you have an 'index' of words, and for each of them a definition.

In python, the word is called a 'key', and the definition a 'value'. The values in a dictionary are not numbered - they are not in any specific order, either - the key does the same thing. You can add, remove, and modify the values in dictionaries.

Example: telephone book.

phonebook = { 'ali':8806336, 'omer':6784346,'shoaib':7658344, 'saad':1122345 }

#Add the person '' to the phonebook:

phonebook['waqas'] = 1234567

# Remove the person '' to the phonebook:

del phonebook['shoaib']

phonebook = {'Andrew Parson':8806336, \

'Emily Everett':6784346, 'Peter Power':7658344, \

'Lewis Lame':1122345}

#Add the person 'Gingerbread Man' to the phonebook:

phonebook['Gingerbread Man'] = 1234567

#Delete the person 'Gingerbread Man' to the phonebook:

del phonebook['Andrew Parson']

**LAB EVALUATION:**

**Q1: Write a simple calculator program. Follow the steps below:**

Declare and define a function name “Menu” which displays a list of choices for user such as addition, subtraction, multiplication etc. It takes the choice from user as an input and return.

Define and declare a separate function for each choice.

In the main body of the program call respective function depending on user’s choice.

Program should not terminate till user chooses last option that is “Quit”*.*

**Q2: Write a method to calculate factorial of a number entered by the user.**

**Q3: Write a program that lets the user enter in some English text, then converts the text to Pig-Latin.**

To review, Pig-Latin takes the first letter of a word, puts it at the end, and appends “ay”. The only exception is if the first letter is a vowel, in which case we keep it as it is and append “hay” to the end.

E.g. “hello” -> “ellohay”, and “image” -> “imagehay”

***Hint:*** *Split the entered string through split() method and then iterate over the resultant list, e.g. “My name is John Smith”.split(“ ”) -> [“My”, “name”, “is”, “John”, “Smith”]*

**Home Task:**

**Q1: Write a method to calculate Fibonacci series up to ‘n’ points. After calculating the series, the method should return it to main.**

**Conclusion:**

In this lab, you learned the basics of Python and its important features.

**NOTE:** A lab journal is expected to be submitted for each lab.