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Abstract— When applying autonomous driving technology
to real-world scenarios, environmental uncertainties make the
development of decision-making algorithms difficult. Modeling
the problem as a Partially Observable Markov Decision Process
(POMDP) [1] allows the algorithm to consider these uncertain-
ties in the decision process, which makes it more robust to
real sensor characteristics. However, solving the POMDP with
reinforcement learning (RL) [2] often requires storing a large
number of observations. Furthermore, for continuous action
spaces, the system is computationally inefficient. This paper
addresses these problems by proposing to model the problem as
an MDP and learn a policy with RL using hierarchical options
(HOMDP). The suggested algorithm can store the state-action
pairs and only uses current observations to solve a POMDP
problem. We compare the results of to the time-to-collision
method [3] and the proposed POMDP-with-LSTM method. Our
results show that the HOMDP approach is able to improve the
performance of the agent for a four-way intersection task with
two-way stop signs. The HOMDP method can generate both
higher-level discrete options and lower-level continuous actions
with only the observations of the current step.

I. INTRODUCTION
Traversing a four-way intersection with two-way stop

signs can be difficult for autonomous vehicles. Upon arrival,
the agent has to time its actions properly to make a turn onto
the right-of-way road safely. If the car enters the intersection
too soon, it can result in a collision or cause the approaching
right-of-way vehicles to brake hard. On the other hand, if the
driver keeps waiting for too long to make sure the situation
is safe, valuable time is lost.

On a first glance, rule-based methods [4][5] seem to
be a plausible approach to describe the human decision
process for intersection traversal. The driver estimates the
time an approaching vehicle needs to reach and traverse the
intersection. If the traversal time is less than the approaching
time, then the driver may make the decision to begin the
traversal. Otherwise, the driver may choose to wait. For an
autonomous vehicle, an algorithm called time-to-collision
(TTC) [3] takes a similar approach. However, estimating the
time accurately and dealing with unexpected situations by
adjusting the ego vehicle’s decision according to changes in
the environment is hard for autonomous vehicles. As a result,
such an approach is not reliable enough for the autonomous
vehicle. An alternative to using rule-based methods is to
model the problem as a Markov Decision Process (MDP)
and to learn an optimal policy using reinforcement learning.
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Fig. 1: The proposed intersection traversal scenario with
simulated ray traces. The ego vehicle starts from the stop
line with zero velocity and other simulated vehicles run in
other lanes using the Krauss Traffic Model.

Some previous work [6][7] on the intersection traversal
problem uses bird’s-eye view to construct the state infor-
mation for decision making, which is hard to obtain in
a real vehicle. In this work, we only use the information
coming from resources available to an autonomous vehicle
as input such as a simulated LIDAR and the ego car’s
state information. The challenge is that the LIDAR ray trace
information does not include everything happening near the
intersection, but only the information within the visibility
range of the ego vehicle. In the paper, we assume that
the intersection traversal problem is an MDP, however, the
ego vehicle cannot directly observes everything which is
happing out of the visibility range due to the geometry of the
intersection. For any driving scenario, it is hard for ego car
to make proper decisions only based on the current states in
the surrounding environment. Meanwhile, the agent cannot
access the historical information of other vehicles in order to
make a proper decision. Using POMDP to model the whole
system can maintain a probability distribution for the agent’s
observation. As a result, our first contribution is to model the
problem as a POMDP and use deep reinforcement learning
(DRL) to optimize the policy for generating continuous
actions. The second contribution is proposing Hierarchical
Options for MDP (HOMDP) to solve the problem. Instead
of modeling the problem as a POMDP, we still apply the
MDP model and solve the problem by adding hierarchical
options, which gives better results than POMDP alone.

II. RELATED WORK

This section introduces previous work related to this paper,
which can be categorized as follows: 1) papers that address
deep reinforcement learning (DRL) algorithms; 2) work
focused on using DRL to solve the POMDP problem; 3)



papers which use hierarchical structure and the concept of
options in combination with DRL methods.

A. Deep Reinforcement Learning

Recently, various DRL algorithms have shown advantages
in handling high-dimensional sensory inputs with discrete
or continuous actions. Deep Q-Networks [8] (DQN) and
its variants have been successfully applied to various fields.
However, DQN are restricted to the discrete action domain,
which makes it hard to apply to autonomous driving. DDPG
[9], which was proposed by Lillicrap et al., adapted the ideas
underlying the success of DQN to the continuous action
domain. All these solutions have in common that they model
the problem as an MDP, i.e., they assume full knowledge of
the environment, which is often not true in real world.

B. POMDP with Reinforcement Learning

[10] proposed to extend the DQN method for POMDP
problems by learning the optimal policy of a model-based
RL problem. They used a fully-connected network to ap-
proximate the mapping function from observations and belief
vectors to Q-values for different actions in order to solve
a POMDP problem through DQN. [11] proposed a method
called Deep Recurrent Q-network (DRQN) which can be ap-
plied to a model-free representation by adding LSTM layers
in the policy network. The trained policy network is capable
of capturing all the historical information in the LSTM
layer and the output actions are based on all the historical
observations with the help of LSTM layers. [7] used DRQN
with states from a bird’s-eye view of the intersection to
learn the policy of how to traverse the intersection. Based on
DRQN, [12] proposed an algorithm called Deep Distributed
Recurrent Q-networks (DDRQN) which not only used the
previous observations but also previous actions as the inputs.
The results show the first success in learning communication
protocols by RL. [13] is a recent method called Action-
specific Deep Recurrent Q-Network (ADRQN), which also
used historical observations and actions as input to get an
optimal policy. However, instead of inputing all historical
information into the LSTM layer, they used paired last step
action and current step observations as inputs into the LSTM
layer for training, which showed improved results on some
POMDP tasks.

C. Hierarchical Reinforcement Learning and Options

Based on the context of RL, [14] proposed the idea of
options to generate actions at different levels. The options
are used to define a policy governing when the action policy
is initialized and terminated. [15] introduced the concept of
hierarchical Q learning called MAXQ. They proved the con-
vergence of MAXQ mathematically and showed faster com-
puting power than the original Q learning experimentally.
[16] proposed an improved MAXQ method by combining the
R-MAX [17] algorithm with MAXQ. It has both the efficient
model-based exploration of R-MAX and the opportunities
for abstraction provided by the MAXQ framework.[18]
presented hierarchical DQN (h-DQN), a method which is

based on the structure of DQN. H-DQN adds another high-
level Q-value function to learn a high-level policy while the
DQN is responsible for the low-level policy. The algorithm
is effective on the sparse and delayed feedback of ATARI
games. Instead of using observations in the memory, [19]
proposed a memoryless options method to solve the POMDP
problem by RL. They compared their results with finite state
controllers (FSC) [20], which is a state-of-the-art approach
that is commonly used to solve the POMDP problem. The
results showed that the method can both be as expressive
as FSC and more efficient than a recurrent neural network
when learning optimal policies in challenging POMDPs.

In this paper, we firstly extend the original POMDP with
LSTM [7] structure to an application that can generate
continuous actions instead of discrete actions. Second, we
propose a structure which combines HMDP and DRL and
apply the new structure to the autonomous vehicle traversing
intersection problem.

III. PRELIMINARIES

This work is based mainly on the ideas of Markov Deci-
sion Processes (MDPs), Hierarchical MDP (HMDP) and Par-
tially Observable MDP (POMDP). For a better understanding
of the proposed methodology, we will give a short overview
of all three frameworks before explaining our approach in
Section IV.

A. Markov Decision Process

A MDP is defined as a tuple {S,A,R,T,γ} in which S
denotes a set of states, A defines the set of available actions,
and T (st+1,at ,st) is a transition function that maps a state-
action pair (st ,at) to a new state st+1. The reward function R
defines the immediate rewards for each state-action pair and
γ is a discount factor for long-term rewards. At every time
step t, the agent receives the state st from the environment
and then selects an action at according to the policy π , which
results in the agent being transitioned to a new state st+1
according to the transition function T . Meanwhile the agent
will receive an immediate reward rt after taking action at in
state st .

B. Hierarchical MDP

Hierarchical MDP (HMDP) is a general framework to
solve problems with large state and action spaces. The
framework can restrict the space of policies by separating
the action policy into different levels. One way of realizing
an HMDP is via the options framework [21]. An HMDP
includes a set of options O. An option o ∈ O is a tuple of
{πo, Io,βo}. πo is the policy for the option o. Io ∈ S is the set
of states in which an option can be initiated. βo(st) defines
the probability that the options will be terminated in state st .

C. Partially Observable MDP

When applying decision processes to real-world problems,
we run into the problem that we often can only infer the state
of the environment from potentially incomplete and noisy
sensor data, i.e., we have a partially observable environ-
ment. POMDPs [1] provide a powerful tool to model such



Fig. 2: POMDP with LSTM network for generating con-
tinuous actions. The input observation ot is a 126-D vector
which generates a 3-D continuous action vector at through
two 512-D LSTM layers and one fully connected (FC) layer.
Meanwhile, the observation vector followed by an FC layer
concatenates with the action vector coming from the previous
step followed by an FC, and then followed by a 128-D LSTM
layer and three FC layers to produce a 1-D Q-values Qt
corresponding to the continuous action vector.

partially observable processes. A POMDP is defined as a
tuple {S,A,R,T,Ω,V,γ} which extends the MDP formulation
through the definition of a set of environment observa-
tions Ω and a set of conditional observation probability
V (vt+1|st+1,at).

IV. METHODOLOGY

In this paper, we model the intersection problem as a
reinforcement learning problem. In particular, we consider
the scenario of a four-way intersection with two-way stop
signs (see Figure 1). We assume a start configuration in
which the ego-vehicle (purple rectangle in Figure 1) has
already stopped near the stop line and would like to traverse
the intersection in order to reach a pre-defined destination
beyond the intersection in order to complete Turn Right,
Go Straight or Turn Left tasks. The yellow rectangles are
simulated vehicles generated by the SUMO simulator [22]
and are all moving according to the Krauss Car Following
Traffic Model [23].

In this section, we propose two methods to solve the RL
problem. The first method models the problem as a POMDP
and uses the past observation and action pairs as inputs for
the reinforcement learning algorithm. It generates continuous
actions as outputs at each time step. The second method
models the problem as an MDP with hierarchical options,
which only takes the latest observations as input and then
generates discrete high-level options as well as low-level
actions through the option policy πo simultaneously.

A. POMDP with LSTM

In our work, we propose a network based on the ideas of
DDPG [9] and ADRQN [13] to generate continuous actions
based on the observations coming from previous steps. In the
network, instead of using all the previous observations, only
a fixed number of previous steps nsteps = 20 are used as the
inputs to the LSTM layer. Figure 2 shows the structure of the

Fig. 3: MDP with Hierarchical Options network for gen-
erating continuous actions. The 126-D input state vector
st is followed by three FC layers in order to generate a
2-D Q-values Ot corresponding to two hierarchical option
candidates. Meanwhile, the input state vector produces a 2-D
continuous action vector at through four FC layers. Then, the
state vector followed by an FC layer concatenates with the
action vector followed by one FC layer. The output produces
a 1-D Q-values Qt which corresponds to the action vector
through four FC layers.

proposed network. In input of the network is the observation
at each time step, and through the first LSTM-layer and a FC-
layer, the network gets the information coming from previous
steps to get the action output for each step. After that, We
pair the observation coming from the current step and the
action taking for the last step (ot , at−1) to be the input for
generating the Q value Qt .

B. MDP with Hierarchical Options

For MDP with hierarchical options, we use three networks
to produce hierarchical options, low-level actions, and Q-
values. The structure of the network is shown in Figure
3. Unlike the POMDP network, the system does not take
observations from previous time-steps into account for the
decision process. However, it uses hierarchical options to
make a decision on whether the ego vehicle can trust the
environment or not. Then, based on the observations and
high-level decision, the agent makes the decision on the
low-level policies. The lower-level decision here means the
acceleration or deceleration the agent takes at current step.
The overall flow of the algorithm is given in Algorithm 1.

C. State Space

In the representation of the state space, we assume that
the map information is known by the agent. We define the
state space as containing the ego vehicle’s velocity v and
road geometry information, including the distance between
the ego vehicle and the lower intersection boundary dlb, the
mid-point dmp and the destination dgoal of the intersection.
Figure 4 shows the geometric information related to the
intersection and the generated/simulated rays. The video1

shows the simulated ray trace representations during Go
Straight, Turn Right and Turn Left the intersection in SUMO
[22].

At each time step, a square of size 100m× 100m is
constructed whose center is the middle front of the ego

1https://youtu.be/5HMB8SWanW4



Algorithm 1 MDP with Hierarchical Options via RL
1: procedure HOMDP
2: Construct two empty replay buffers Ba and Bo.
3: Randomly initialize actor network NNa, critic network NNQ and

option network NNO with weights θ µ , θ Q and θ O and the correspond-
ing target actor network NNµ ′ , critic network NNQ′ and option network
NNO′ with weights θ µ ′ , θ Q′ and θ O′ .

4: for e← 1 to E epochs do
5: Get initial state s0. Initial option is o0 = SlowForward. ro = 0.
6: for t← 1 to T time steps do
7: ot , at = GetAction(st ,ot−1)
8: st+1,rt ,done = StepForward(st ,ot ,at)
9: if ot is Forward then

10: ro+= rt and add (st ,ot ,rt ,st+1,done) to Bo.
11: if done then
12: Add (st ,ot ,ro,st+1,done) to Bo.
13: else
14: Add (st ,ot ,rt ,st+1,done) to Bo.
15: Sample random mini-batch of M transitions (si,oi,ri,si+1)

from Bo and (s j,a j,r j,s j+1) from Ba.
16: oi+1 = argmaxo O′(si+1|θ O′ ). yo

i = ri + γO′(si+1|θ O′ ).

17: Minimize Lo =
1
M

∑i yo
i −O(si|θ O) to update NNO.

18: yµ

j = r j + γQ′(s j+1,a j+1|θ Q′ )

19: Minimize Lµ = 1
M ∑ j yµ

j −Q(si|θ Q) to update NNQ.
20: 1

M ∑ j ∇µ(s j)Q(s j,µ(s j)|θ Q)∇θ µ µ(s j|θ µ ) is the policy gra-
dient and is used to update actor network.

21: Update the target networks: θ z′ ← τθ z +(1− τ)θ z′ for z in
{µ,Q,O}.

Algorithm 2 Get Action
1: procedure GETACTION(s, o)
2: if o is SlowForward then
3: o← argmaxo O′(s|θ O′ ) according to ε greedy.
4: a = 0.
5: if o is Forward then
6: a = µ(s|θ µ )+N where N is a random process.

Algorithm 3 Move one Step to Forward
1: procedure STEPFORWARD(s, o, a)
2: if o is SlowForward then
3: Slowly move forward with d meters and stop.
4: else if Any li

wi
≤ a then

5: Decrease speed of ego car with deceleration cd .
6: else
7: Increase velocity of ego car with acceleration ca.

Fig. 4: Explanation of state space and method of constructing
ray trace system

vehicle. The square is divided into a million small squares
with size 0.1m×0.1m. Each small square is occupied if there
is any obstacle or moving object in this area. There are 61
ray traces produced from the middle front of the ego vehicle
spanning π radians that cover the front view of the vehicle.
Each ray has a resolution of 0.5 meter and has a maximum
reach of 50 meters. Each ray is emitted from the front center
of the ego vehicle and if it reaches any obstacle like the road
boundary or a moving vehicle, the corresponding distance is
sensed. Meanwhile, we assume that the velocity of the end-
point of each ray can be determined as well. To sum up, the
agent obtains the distance and the velocity at the end point
of each ray trace, which results in a 126-D vector:

st =
[
v, dlb, dmp, dgoal , li, ci

]
(1)

in which i ∈ [0,60] and li and ci are the length and the end
point’s velocity for each ray trace i. v is the velocity of the
ego vehicle at the current time step t.

D. Reward Function

The reward function is used to evaluate the goodness of
the action taken at every time step based on the current states
or observations from the environment. For the proposed
problem, the reward function is designed to be the sum of
the following terms:

rt = rego + rray +σ5 +σ6 +σ7 (2)

• For the ego vehicle, a positive reward is assigned that
reflects the progress towards the destination position.
A negative constant is added at each time step to
encourage the ego-vehicle to make fast progress. The
initial position and destination of the ego vehicle are
fixed for each training iteration. Equation 3 represents
the reward term for the ego-vehicle in which pdes, pego
and pini are the destination position, current position and
initial position, respectively.

rego = σ1
‖pdes− pego‖2

‖pdes− pinit‖2 −σ2 (3)

where σ1 and σ2 are constants.
• To penalize the agent getting to cose to other traffic

participants and obstacles, a negative reward is imposed
if the ego vehicle interacts with other simulated vehicles
within the visibility. An interaction means that if the
ego vehicle can see any approaching vehicle which
takes the right of the road through the simulated ray
trace, and the ego vehicle is blocking the future path of
any approaching vehicles (has already passed the lower
boundary of the intersection), this step has an iteration
between ego vehicle and other vehicles.

rray =−∑
i

σ3

li
1
{

li
vi
≤ σ4

}
(4)

in which 1(x) = 1 if x≥ 0 and 1(x) = 0 if x < 0.
• A constant penalty σ5 is imposed in case of a crash

between the ego vehicle and any simulated vehicles:

σ5 =−10000 if ‖pi
sim− pego‖2 = 0, (5)



Fig. 5: Two initial scenarios for experiments

where pi
sim is the position of the ith simulated vehicle

within the visibility of the ego vehicle.
• A constant penalty σ6 is added if the task cannot be

finished within 1000 steps which is 100 seconds in the
real world.

• Moreover, a positive reward σ7 is added if the ego
vehicle reaches the goal:

σ7 = 1000 if ‖pdes− pego‖2 = 0. (6)

V. EXPERIMENTS

We tested our algorithm in the SUMO simulator [22]
with two scenarios which are shown in Figure 5. In the
two scenarios, the initial positions of the ego vehicle, the
position of the stop-line, the position of the mid-point of the
intersection and the position of the destination are all the
same. However, we change the position of the lower-bound
of the intersection, which may result in less information from
the ego vehicle’s ray traces, especially at the beginning of
each training epoch. This kind of situation is closer to real-
world scenarios, in which the average distance between the
lower bound of the intersection and the stop-line is four to
six meters. As a result, most vehicles don’t roll all the way
up to the edge of the intersection. The farther the stop-line
is away from the lower bound of the intersection, the more
difficult is it to make a proper decision on when to traverse,
because the geometry of the intersection blocks visibility.

During the traverse process, the vehicle has to either
Go Straight, Turn Right or Turn Left successfully while
limiting the required interactions between the ego vehicle
and other simulated vehicles. To evaluate the effectiveness
of the proposed algorithms, we tested the the following four
methods: 1) time-to-collision (TTC) [3], 2) DDPG [9], 3)
our proposed POMDP with LSTM algorithm and 4) HOMDP
with vanilla DRL for continuous actions that we proposed as
well in this paper. For the evaluation we applied the resuliting
policies for 1000 iterations on the Go Straight, Turn Right
and Turn Left task separately. We compared the different
algoirthms using five metrics:
• Percentage of Success: the percentage of epochs in

which the ego vehicle successfully reaches the desti-
nation.

• Percentage of Collision: the percentage of epochs in
which the ego vehicle collides with any other simulated
vehicle before reaching the destination.

• Percentage of Unfinished cases: the percentage of
epochs in which the ego vehicle does not achieve the

TABLE I: Results for Scenarios One and Two with TTC and
DDPG methods

Task Metrics Scenario One Scenario Two
TTC DDPG TTC DDPG

Go Straight

% Success 95.6 97.8 95.3 96.2
% Collision 2.6 2.2 4.7 3.1

% Unfinished 1.8 0.0 0.0 0.7
Total Steps 385 136 70 195

% Interaction 44.82 24.49 18.87 30.02
Reward 673 735 552 587

Turn Right

% Success 98.6 100.0 98.2 97.6
% Collision 1.4 0.0 1.8 2.4

% Unfinished 0.0 0.0 0.0 0.0
Total Steps 117 106 66 63

% Interaction 17.05 10.14 13.97 11.4
Reward 743 792 665 721

Turn Left

% Success 86.6 97.6 91.42 92. 4
% Collision 1.0 2.0 8.58 5.4

% Unfinished 12.38 0.4 0.0 2.2
Total Steps 514 196 108 289

% Interaction 35.47 33.26 39.57 37.31
Reward -821 217 -437 -223

goal within 1000 simulation steps, which equals 100
seconds in the real world.

• Total steps steptotal : the average of number total steps
the ego vehicle takes to finish each test iteration includ-
ing all the successful and fail cases. Fewer steps means
less time is taken to finish the whole process.

• Percentage of Interaction stepinter
steptotal

: the average percent-
age of steps in each test iteration in which the ego
vehicle has an interaction with one of the other traffic
participants. An interaction is defined as an unscheduled
behavior change of an vehicle in response of the ego
vehicle’s behavior. Other traffic participants can react to
the ego vehicle if the ego vehicle has passed the lower
bound of the intersection and is within the visibility
range of the ego vehicle.

• Total Reward ∑
T
t=0 rt : the reward the agent gets for

each test iteration. More interactions means that the ego
vehicle relies more on other vehicles’ decelerations to
avoid collision.

VI. RESULTS

First, we compare the results for our two baselines (i.e.,
TTC and the vanilla DDPG) for both scenarios (Figure 5).
The results are shown in Table I . In Scenario One, DDPG
outperforms TTC in terms of the success rate, total steps
to finish the traversing, and the interaction rate, which is in
alignment with other reported results [7] that use bird’s view
data instead of ray trace data. However, for Scenario Two,
where there are more unobservable states initially and during
the training process, DDPG and TTC vary as to which has
better performance. Although DDPG has a higher success
rate for Go Straight and Left Turn scenarios, it also has
a higher interaction rate, which means the lower collision
rate is due at least in part to the other vehicles’ adjustments
instead of the ego vehicle’s skill.

Next, we compared POMDP with LSTM and HOMDP to
get the results for Scenario Two alone, which are presented in
Table II. The performance of the final policies for POMDP



TABLE II: Results for Scenario Two with Four Methods
Together

Task Metrics Scenario Two
TTC DDPG POMDP HOMDP

Go Straight

% Success 95.3 96.2 97.1 98.3
% Collision 4.7 3.1 1.7 1.7

% Unfinished 0.0 0.7 1.2 0.0
Total Steps 70 195 261 102

% Interaction 18.87 30.02 27.86 26.41
Reward 552 587 621 873

Turn Right

% Success 98.2 97.6 99.5 99.8
% Collision 1.8 2.4 0.5 0.2

% Unfinished 0.0 0.0 0.0 0.0
Total Steps 66 63 57 62

% Interaction 13.97 11.4 6.26 9.28
Reward 665 721 892 903

Turn Left

% Success 91.4 92.4 95.6 97.3
% Collision 8.6 5.4 2.4 2.6

% Unfinished 0.0 2.2 2.0 0.1
Total Steps 108 289 276 132

% Interaction 39.57 37.31 33.21 28.90
Reward -437 -223 213 632

and HOMDP can be seen in the video2. In general, TTC
can cause a higher collision rate and may result in more
interactions, which means the method relies on the other
simulated vehicles to yield to the ego vehicle in order to
avoid collision, which is not similar to the situation in the
real world. The result from POMDP is more conservative,
which causes more unfinished fail cases, meaning the epochs
in which the ego vehicle cannot finish the traversing task
within 1000 simulation steps. For the HOMDP method which
is our main contribution, it can get the highest total reward
and success rate for all the Go Straight, Turn Right and Turn
Left tasks. For Go Straight and Turn Left task, the interaction
rate is least with HOMDP which means the results rely least
on the other vehicles’ yielding. HOMDP take more total steps
than other methods (TTC for Go Straight and Turn Left task,
POMDP for Turn Right Task) that means HOMDP is a more
conservative strategy which value the success rate most.

VII. CONCLUSION AND FUTURE WORK

This paper proposes two methods to deal with the problem
of an autonomous vehicle traversing an urban partially non-
controlled stop-sign intersection. The first approach is based
on the ideas of DDPG and ADRQN, which use previous
steps’ observations to learn an optimal policy with respect
to the current observations by using an LSTM layer in the
DRL method. The second method is based on the idea of
hierarchical MDPs, which learn a discrete option in the
high-level learning process and continuous low-level actions
simultaneously. The results shows that HOMDP can provide
better performance for both success rate and interaction rate.

For the future work, we want to apply our model to the real
traffic data instead of the simulated traffic model in SUMO.
As a starting point, we will apply the model on the Peachtree
Dataset in NGSIM [24].

2https://youtu.be/Rj5bYtKshh8
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