# 5) Polygon Filling

#include<iostream>

#include<conio.h>

#include<graphics.h>

using namespace std;

struct edge

{

int x1,y1,x2,y2,flag;

};

int main()

{

initwindow(800,800);

int n;

cout<<"Enter the no.of vertices of the graph :"<<endl;

cin>>n;

struct edge ed[n];

struct edge temped;

float dx,dy,m[n],x\_int[n],inter\_x[n];

int x[n],y[n],ymax=0,ymin=900,yy,temp;

/\*read the vertices of the polygon and also find ymax and ymin\*/

cout<<"Enter the vertices"<<endl;

for(int i=0;i<n;i++)

{

cin>>x[i];

cin>>y[i];

if(y[i]>ymax)

ymax=y[i];

if(y[i]<ymin)

ymin=y[i];

ed[i].x1=x[i];

ed[i].y1=y[i];

}

/\*store the edge information\*/

for(int i=0;i<n-1;i++)

{

ed[i].x2=ed[i+1].x1;

ed[i].y2=ed[i+1].y1;

ed[i].flag=0;

}

ed[n-1].x2=ed[0].x1;

ed[n-1].y2=ed[0].y1;

ed[n-1].flag=0;

/\*Check for y1>y2, if not interchnge y1 and y2 \*/

for(int i=0;i<n;i++)

{

if(ed[i].y1 < ed[i].y2)

{

temp=ed[i].x1;

ed[i].x1=ed[i].x2;

ed[i].x2=temp;

temp=ed[i].y1;

ed[i].y1=ed[i].y2;

ed[i].y2=temp;

}

}

/\*Draw the polygon\*/

for(int i=0;i<n;i++)

{

line(ed[i].x1, ed[i].y1,ed[i].x2,ed[i].y2);

}

/\*sorting of edges in the order of y1,y2,x1,x2\*/

for(int i=0;i<n-1;i++)

{

for(int j=0;j<n-1;j++)

{

if(ed[j].y1<ed[j+1].y1)

{

temped=ed[j];

ed[j]=ed[j+1];

ed[j+1]=temped;

}

if(ed[j].y1==ed[j+1].y1)

{

if(ed[j].y2<ed[j+1].y2)

{

temped=ed[j];

ed[j]=ed[j+1];

ed[j+1]=temped;

}

if (ed[j].y2==ed[j+1].y2)

{

if(ed[j].x1<ed[j+1].x1)

{

temped=ed[j];

ed[j]=ed[j+1];

ed[j+1]=temped;

}

}

}

}

}

/\*calculating 1/slope of each edge and storing x\*/

for(int i=0;i<n;i++)

{

dx=ed[i].x2-ed[i].x1;

dy=ed[i].y2-ed[i].y1;

if(dy==0)

{

m[i]=0;

}

else

{

m[i]=dx/dy;

}

inter\_x[i]=ed[i].x1;

}

/\*making the Actual edges\*/

yy=ymax;

while(yy>ymin)

{

for(int i=0;i<n;i++)

{

if(yy>ed[i].y2 && yy<=ed[i].y1)

{

ed[i].flag=1;

}

else

ed[i].flag=0;

}

int j=0;

for(int i=0;i<n;i++)

{

if(ed[i].flag==1)

{

if(yy==ed[i].y1)

{

x\_int[j]==ed[i].x1;

j++;

if(ed[i-1].y1==yy && ed[i-1].y1<yy)

{

x\_int[j]=ed[i].x1;

j++;

}

if(ed[i+1].y1==yy && ed[i+1].y1<yy)

{

x\_int[j]=ed[i].x1;

j++;

}

}

else

{

x\_int[j]=inter\_x[i]+(-m[i]);

inter\_x[i]=x\_int[j];

j++;

}

}

}

/\*sorting the x intersection\*/

for(int i=0;i<j;i++)

{

for(int k=0;k<j-1;k++)

{

if(x\_int[k]>x\_int[k+1])

{

temp=(int)x\_int[k];

x\_int[k]=x\_int[k+1];

x\_int[k+1]=temp;

}

}

}

/\*extracting pairs of values to draw lines\*/

for(int i=0;i<j;i=i+2)

{

line((int)x\_int[i],yy,(int)x\_int[i+1],yy);

}

yy--;

delay(50);

}

closegraph();

getch();

return 0;

}

**OUTPUT:**

![](data:image/png;base64,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)