**Useful Anthropic Interview Practical Advice**: <https://www.restack.io/p/anthropic-answer-interview-prep-cat-ai>

**Instructions**

Welcome to the practice task! This task is designed to be a playground that allows you to get acquainted with the testing environment and practice the functionalities of the platform before your real assessment. Your task is to implement a simple container of integer numbers. All operations that should be supported by this database are described below.

*Solving this task consists of several levels. Subsequent levels are opened when the current level is correctly solved. You always have access to the data for the current and all previous levels.*

**Environment details** (click here to hide)

To read the details about the language version, libraries used in the task, and the testing framework, used check out the **README** tab![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAZCAYAAAAiwE4nAAAAAXNSR0IArs4c6QAAAlxJREFUSEu91kvojWsUBvCf++WUFJJCmTgTipSBS5FcCklGGDgUmbhELkUxIMqliJQIhYlLEuVIykEGQnIZIekUyaEjl+Ta0tr6t33f/jaD/zfavWut91nrWet91m6jlb82rYynWcAemIGxGIT+megT3MFFnMCrqgKqANtiEdaje8VlL7EOuxr5NQLshmOYkBd8xRWcx908G4yJGMEPtk5hNt4VAZcBdsFlDMugoGsVHpZk/ye2Ykrag+JI9HO9fxngEcxCVBWU7q7qTdojqc35eyeWNAM4KqsL3xWZecu4Tvg7D4LOD3WXbsLqTDYG7H5Le1GF57IvFzC+oLKgu9afrnhf59MO1zEUBzG3EWAMyn9on/27WQAYtrV5vgGfCnwm40ze1Sur/e5WX2FUFFP4DH2a7FuRW1T+GlFtTHJtqn8CnImjCRr9Kfo6YE0aNuJjiV+wE7TG5J6t+dRXOB97cTKVpSz7t2n4o+y94TSmYh4OlAFOT7BLGFOSeYC8aQIwRGIkpiV4YQ+H4FZFD6umtDYbz9EztfdeWYVB8VP0Trm69hvPIkJC5ENt/kW/qne4BwsRmhgU138xgVU9jEmPid+O5VWA8RweoTMmtVCVWlyV0sQaO559HoAXVYBhX4Zt+D/pib42841GKFWw8BcO1Qc1Wk/7c6RDK0OE9xWpf17YEYtTuOOxb8HKogwbAYYt3s+cDHyA2CL/4EuehQiMy/3XN892YGkZHVUbP+wLkuKBFZzezs1yuJFfFWDL2FhboRrD8z9N7MrHuIqg/0YzTf4VwGbuq/RpdcBvtI52GhWbtzQAAAAASUVORK5CYII=)in the left panel of the page.

To customize the editor settings and see the editor hotkeys, check out the **SETTINGS** tab![](data:image/png;base64,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)in the left panel of the page.

To reset your code, click![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAZCAYAAAAiwE4nAAAAAXNSR0IArs4c6QAAAltJREFUSEu91UvoTVEUx/HPn0QGBiSFhIxEBiKv8oi8yiOPSHkMkYGIUhiIRKTIQEiREIWMlIlHwkBEiJRXyKMUQpLWbR8dt3PvPfc/uKtunXvOWvu719q/tXabFltbi3maAYbvdEzGSAxED7zBM1zDBdyvl0RZYAAOYniJipzEOrwr8i0DXIX96JBb4AHupuwGYzR65r5/wEzcqYY2Aq7F3lzQMezEk6qFYp0p2JGrwneMwb28bz3gJFxJzo+xDLdLlHQ7NiW/1xiCL1lcLWBHBGQQojzD8LYELHNZmc48/u/CxkbAhTidnJbieBOwzDUUOws/k5q/xYdaGYbSFuMlBuBPO4BxfjdS3JzUMjWBUfs+2I0NBbBOCEGNRWwuq0a16yv0xb7kXxP4A51TlqcKgNGTcU6ZzcX5Ar8zWIBzmJ8vaX8sTwHRb5vTc+z+aXqOSZKp9gX65QCR4aICYLRUVCJKO676DKO//qmpKvgqpiIyD8sEkbltwbYC4FGswEXMLhJNtqN87HVMQ0VlyXqn6ROz9FHKIttMPvYmRmEP1hcB490BrE5Rt9Kw/lqw+0avQiwhmrCozuVawHh/ODX7RLQHFmvEGIzpFIMj4L/qAaM/u+VHUqN0qr7Pw9n0LqoVqq5Yo+HdJKfiHucdbdA1qXMCfjcL7IJL6Rdj7lPBTrpjK9akRJ5jBD7nfctmeAJLcoHRj6HezGK4R2axsbC4vsbjffXGygJjMBxKd169MkfmR9JI/FjkWBaYxUb/xSCegaHolW79h+lGiYFQUWMtaxbYHhH9F9Ny4F+FH3Aag86PTwAAAABJRU5ErkJggg==)button in the top right corner of the page. Be careful, this will reset all your code changes!

Unit tests are already implemented and cannot be modified. You can find level 1 tests among the open files. Feel free to look at them and get familiar with the details. There is also an editable sandbox test file, which can be used for testing your code with custom test cases. These tests will be run together with other tests but will not be taken into account for scoring.

To run the tests, you can choose either **In Terminal** or **Structured** option from the dropdown![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAZCAYAAAAiwE4nAAAAAXNSR0IArs4c6QAAALZJREFUSEvt1LsRgzAMgOGfPktQklXCQNmAhZJVki5MQZ9TwR0EYUtG5zS44jijz3qYhsqrqexxguEV/1tJL8A9PJ11wAGYlhlegQfQBsMfoAfeEve3pNHoCtNAeReFbrA9MAJVsRR4BN3FcmAJOgK3eUC04bPcQ2tPs5glw/mQOdSEeUDZ2wFP5Z6aMS+ooS6sBFyi8pwckNKh0b6Tnsp6eX+Dlin1xkzuP8HQcpZO6aFDVO/hF+fiIxqoIQPtAAAAAElFTkSuQmCC)and click![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAZCAYAAAAiwE4nAAAAAXNSR0IArs4c6QAAAmRJREFUSEu91kvojnkUB/CP68RiUmZMhNmNhUsmZeFSJEwhDVYsXIqyMEIuJbFDLklYaIRiJZIot5RxWwhNyAZJ5BYaC1JuHZ1Xb6/neZ/3P4v/Wb09v3PO95zvOb/v7+2gna1DO+NpFbAnpmMsBqF/FvoQN3EOh/G6qoEqwI5YhHXoUZHsFdZiRzO/ZoA/4hAmZILPuIjTuJXfBmMiRvCNraOYhbdFwGWA3XABwzIo6FqJeyXVD8BmTM7zoDgK/djoXwZ4EDMRXQWlO6tmk+dR1Ib8vR2LWwEcmdSF7/KsvBbXFZ/woUkB67Eqix2IO/W+RR2ezLmcxfiGxD/jOKbhcQloJ1zF79iHuc0AY1FeonPO73oB4PNc/6A8iiuySVlY5IoiYzRfrbHD6Ci28Cl6F2SK4ACs2UasLliO7niD6DY2ubbV3wFG1bEwZ+quQz1uLzxrKORyikIUWW/BTtAam3uirMP52I0jmaSxySLA8InFGNKwTMcwBfOwtwzwzwQ7jzEFlLalwxCJ2PipCPDCGQ7FjTbMMK7AmoIZxm7ErH9K7b1dBhiOT/BLytWV/7mlIfKhNo/Qrz5H0T3chYUITQyK662Vexj+p3LptmJZFWAf3McP+CODazGtKM2MFP13+BUvqgDjfCm24L98A2OurdjoFIO4h3OwvzGo2fO0J1f6fYrw30Xqnwmj879SuOOyb8KKogqbAcZZ3J/ZGXg3ReGfFPD43AXj8v3rm37bsKSMjqoXP84XJMW/VXD6b74sB5r5VQHWx45Kiofnf5oQ5Ae4hKD/WitDbgtgK/kqfdod8Askwn8aGO/HUgAAAABJRU5ErkJggg==)button located on the right part of the screen. The difference between these options is the format of the test results:

* If you'd like to receive a raw report of tests, choose the **In Terminal** option. The tests in this report will contain all debug output you've printed to the console.
* If you'd like to receive test results with more structure, choose the **Structured** option. Note that debug output is not supported in this option.

You can execute a single test case by running the following command in the terminal: **bash run\_single\_test.sh "<test\_case\_name>"**.

**Requirements**

Your task is to implement a simple container of integer numbers. Plan your design according to the level specifications below:

* **Level 1: Container should support adding and removing numbers.**
* Level 2: Container should support getting the median of the numbers stored in it.

To move to the next level, you need to pass all the tests at this level when submitting the solution.

**Level 1**

Implement two operations for adding and removing numbers from the container. Initially, the container is empty.

* **add(self, value: int) -> int** — should add the specified integer **value** to the container and return the number of integers in the container after the addition.
* **delete(self, value: int) -> bool** — should attempt to remove the specified integer **value** from the container. If the **value** is present in the container, remove it and return **True**, otherwise, return **False**.

**Examples**

The example below shows how these operations should work (the section is scrollable to the right):

|  |  |
| --- | --- |
| **Queries** | **Explanations** |
| **add(5)**  **add(10)**  **add(5)**  **delete(10)**  **delete(1)**  **add(1)** | **returns 1; container state: [5]**  **returns 2; container state: [5, 10]**  **returns 3; container state: [5, 10, 5]**  **returns True; container state: [5, 5]**  **returns False; container state: [5, 5]**  **returns 3; container state: [5, 5, 1]** |

* **[execution time limit] 3 seconds**
* **[memory limit] 1 GB**

import inspect, os, sys

current\_dir = os.path.dirname(os.path.abspath(inspect.getfile(inspect.currentframe())))

parent\_dir = os.path.dirname(current\_dir)

sys.path.insert(0, parent\_dir)

from timeout\_decorator import timeout

import unittest

from integer\_container\_impl import IntegerContainerImpl

class SandboxTests(unittest.TestCase):

"""

The test class below can be considered as a playground - feel free to modify it as you need, e.g.:

- add your own custom tests

- delete existing tests

- modify test contents or expected output

The results of tests from this file will always be at the beginning of the report generated by clicking the "Run" button.

The results of these tests do not affect the final score (unless the project fails to build).

"""

failureException = Exception

@classmethod

def setUp(cls):

cls.container = IntegerContainerImpl()

@timeout(0.4)

def test\_sample(self):

self.assertEqual(self.container.add(5), 1)

self.assertEqual(self.container.add(10), 2)

self.assertEqual(self.container.add(5), 3)

self.assertTrue(self.container.delete(10))

self.assertFalse(self.container.delete(1))

self.assertEqual(self.container.add(1), 3)

What does this do or class vs. instance-level methods?

@classmethod indicates that setUp is bound to the class (not an instance).

Because it’s a class method, the first parameter is conventionally named cls instead of self.

When setUp(cls) runs, it creates one container on the class itself: cls.container. All test methods within this class can then access the same container via cls.container (or self.container, which resolves to the same class attribute).

In contrast, if you used an instance method:

python

Copy

def setUp(self):

self.container = IntegerContainerImpl()

Each test method would get its own separate container, because self refers to a new instance of the test class for every test method.

How is cls different from self?

self refers to the current instance of a class. In the context of unittest.TestCase, each test method runs in its own new instance, so self attributes are unique per test.

cls refers to the class itself, so attributes set on cls become class attributes—they are shared by all instances (i.e., all test methods) of that test class.

In short:

@classmethod def setUp(cls): ...

A one-time setup for the entire test class, storing data in a class attribute.

def setUp(self): ...

An instance-level setup that runs before each test method, storing data in an instance attribute.

**This is how the test method would look if we use an instance-level variable:**  
import unittest

from timeout\_decorator import timeout

class SandboxTests(unittest.TestCase):

failureException = Exception

def setUp(self):

self.container = IntegerContainerImpl()

@timeout(0.4)

def test\_sample(self):

self.assertEqual(self.container.add(5), 1)

self.assertEqual(self.container.add(10), 2)

self.assertEqual(self.container.add(5), 3)

self.assertTrue(self.container.delete(10))

self.assertFalse(self.container.delete(1))

self.assertEqual(self.container.add(1), 3)

**Key Differences**

* **Decorator**: You remove @classmethod, so now setUp is an instance method rather than a class method.
* **Parameter**: Instead of def setUp(cls):, it becomes def setUp(self):.
* **Attribute Storage**: Instead of cls.container, you use self.container.

With this change, each test method gets its own fresh self.container instance.

**But there is no difference with the original code? Is the logic of the code the same**?

Reasoned for 22 seconds

If you only have **one** test method (test\_sample), then in practice there’s no visible difference: both versions create a container before running the single test, and the test behaves the same.

However, if you were to add **multiple** test methods in the same class, the difference becomes clear:

* **Class-level setup** (@classmethod def setUp(cls): …)
  + The container is created **once** at the class level.
  + All test methods in that class share the **same** container.
  + One test’s changes might affect subsequent tests.
* **Instance-level setup** (def setUp(self): …)
  + The container is created **before each test**.
  + Each test gets a **fresh** container, so tests do not affect each other.

So logically, for a **single** test method, the code’s behavior is effectively the same. For **multiple** tests, the instance-level setup ensures isolation between tests, while a class-level setup causes all tests to use the same container.

Solution class:  
  
class IntegerContainerImpl:

def \_\_init\_\_(self):

# We use a list to store the integers.

self.data = []

def add(self, value: int) -> int:

# Append the new value.

self.data.append(value)

# Return the current total number of elements.

return len(self.data)

def delete(self, value: int) -> bool:

# Check if the value exists.

if value in self.data:

# Remove one occurrence of the value.

self.data.remove(value)

return True

return False

Continued