# 第一章 基础常识

## 计算机组成 :

1. 硬件 : 可以看得见, 摸的着的电子原器件

CPU 执行指令mov, add

外存(disk)持久 程序(Program)

内存(ram) 进程(process)

程序员关注的焦点只有一个 :　内存, 内存中全部都是一个个的存储单元

1. 软件 : 必须依赖硬件的存在而存在, 一系列的指令和数据的集合.
2. 应用软件 : 为了完成某个特定的功能的软件

运行在OS上的普通软件

1. 系统软件 : 操作系统OS, 对硬件的直接使用和管理.

通过OS才能使用到硬件.

**人机交互方式 : 人通过OS使用电脑.**

1. 图形化界面 使用简单, 直观. (GUI)
2. 命令行方式 使用复杂, 需要记住大量的命令(CLI), 优点 :　高效直接

启动控制台 就可以执行命令(操作系统可以识别的)

Win + r -> cmd -> 回车

DOS 磁盘操作系统(disk operating system), 基于文件系统工作的. 文件用目录来保存管理的.

命令行必须在某个目录下工作.

C:\Users\pauliuyou这是一个路径(path) 一条路, 一条路的尽头是一个文件或目录

前导符’>’左面的路径表示的目录就称为当前目录, 工作目录, 当前工作目录.

命令 :

dir (directory) 列出当前目录(文件夹)下的内容, 包括子目录和子文件

md (make directory) 在当前目录下创建新的子目录. 必须后面加上参数

命令行参数 : 跟在命令后面, 作用是给命令传递数据.

切换盘符

盘符 :

D:

切换工作目录

cd(change directory) 目标目录, 切换到目标目录为工作目录

练习 : 创建目录 D:\MyWork\JavaSE\day01\code

两个特殊目录

. 目录 代表的是当前目录

.. 目录 代表的是当前目录的父目录(上级目录)

Cd \ 作用是直接回到根目录

“mywork\javase\day01\code” 这是路径, 是一个相对路径, 相对当前目录而言

“.\mywork\javase\day01\code” 和上面的写法等价

D:\MyWork\JavaSE\day01\code 这也是路径, 是一个绝对路径. 特点是以根目录为开始的.

不用 cd \ 如何回到根目录

命令分类 :

1. 内部命令 : 操作系统内置的, 直接执行.
2. 外部命令 : 保存在硬盘上的可执行文件. 在执行时 操作系统必须能够找得到, 需要依赖path环境变量. 在命令行输入 path命令即可查看配置.

语言的发展历程

第一代 打孔机 面向硬件开发

第二代 汇编 面向CPU开发

第三代 c/c++ 面向OS, 通过系统调用完成功能.

第四代 java 面向VM, VM是用软件模拟的一台机器, 此机器的所有硬件规格都是不变的统一的.

Java的8 个特点

1. 简单 : 相对于C/C++简单
2. 面向对象 : 纯面向对象语言, 和面向过程相对. 面向过程关注的是问题解决的步骤. 面向对象关注的是谁能解决问题, 找谁.
3. 分布式 : 基于网络的多主机协作.
4. 健壮 : 强类型,所有数据都必须有特定的数据类型. 异常处理, 垃圾自动收集机制

垃圾 : 内存中不再使用的空间但是仍然被占着, 清理垃圾就是标记内存为可用

1. 安全 : 所有程序必须经过类加载器(ClassLoader) 来检查
2. 跨平台 : 因为java程序依赖的JVM是跨平台.
3. 性能好 : java程序是编译型, 不是解释型.
4. 多线程 : 提高吞吐量, 最大化利用CPU

* Java两种核心机制
  + Java虚拟机（Java Virtal Machine）
  + 垃圾收集机制（Garbage Collection）

JRE (运行环境) = JVM + 核心类库

JDK(开发工具) = JRE + 工具

javac 是编译器

java 是运行器

* 步骤：
  1. 将 Java 代码**编写**到扩展名为 .java 的文件中。

在D:\MyWork\JavaSE\day01\code目录下新建一个文本文件, 并改名为Hello.java然后用NotePad++打开编辑此文件

* 1. 通过 javac 命令对该 java 文件进行**编译**。

启动命令行控制台, 把工作目录切换到刚才的目录

” D:\MyWork\JavaSE\day01\code” 以这个目录为工作目录, 执行命令

javac Hello.java

编译的结果会产生一个Hello.class字节码文件.

* 1. 通过 java 命令对生成的 class 文件进行**运行**。

仍然是在刚才的命令行窗口中, 还是以刚才的目录为当前工作目录, 执行命令

java Hello(类必须是主类)

改变源文件的编码 :

全选所有内容并复制

菜单”格式”->”ANSI” 就会出现乱码

全选所有内容, 删除, 再重新粘贴刚才复制好的内容.

类 {

方法1 {

语句1;

语句2;

…..

}

方法2 {

}

}

主方法 : 入口方法, 写法固定

public static void main(String[] args) {}

java Test

java Hello.

程序执行的过程 :

Java 的执行作用是创建JVM

Hello 在创建好的JVM中通过类加载器加载主类, 找到主类中的主方法, 然后执行它.

主方法一旦结束, 进程也结束, 同时JVM销毁.

|  |
| --- |
| // 注释 : 源码中一些帮助性提醒性的文字, 它并参与程序执行, 在编译时被编译器丢弃掉. 这个注释称为单行注释, 只对当前行有用  /\*  多行注释, 有开始有结束  还是注释, 多行注释不可以嵌套  \*/  /\*\*  这个是文档注释, 它有特殊作用.  \*/  /\*  public 是一个修饰符  class 是类, 定义声明一个类  Test 是类名, 类名后面的一对{} 及其中的内容 称为类体(body)  类 = 类头(类签名) + 类体  类是java程序的最基本单位.  类中可以包含若干方法.    主类 : 包含主方法(入口)的类就称为主类  \*/  public class Test {    /\*  这是一个方法, 方法也称为函数, 是某个独立的功能体单位  public 是公共的, static 静态的 都是修饰符  void main(String[] args) 方法的签名  void 返回值类型, 是空类型, 表示方法没有返回值  main 是方法名(标识符) main是主要的意思, 这个方法称为主方法  (String[] args) 称为参数列表  方法名后面的一对{} 及其中的内容 称为方法体  方法 = 方法头(修饰符+方法签名) + 方法体;  方法和方法必须是平行关系, 方法中不可以嵌套方法.  main方法称为主方法, 程序的入口方法, 程序总是从main方法开始执行...  \*/  public static void main(String[] args) {  // 语句 : java程序的最小执行单位, 语句必须以;结尾  // 语句必须隶属于某个方法.  System.out.println("这是字符串内容, 可以随便写");  System.out.println("这也是一个语句");  }    /\*  public static void main(String[] args) {  System.out.println("main2");  }\*/    // 这是一个普通方法, 普通方法不是首先执行  public static void test() {  System.out.println("test()...");  }    }  // 此类和上面的类不冲突, 可以在源文件中共存.  // 非主类  class Test2 {    public static void test2() {  System.out.println("test2()...");  }  }  // 主类 : 包含了主方法  class Test3 {    public static void main(String[] args) {  System.out.println("Test3 main()....");  }  } |

主类 : 包含主方法(入口方法)的类.

公共类 : 被public修饰的类就称为公共类

公共类的类名必须和文件名一致, 所以一个源文件中, 只能有一个公共类. 非公共类不限.

注意点 :　对程序的任何修改, 都必须即时保存文件并必须重新编译才能生效.

* Java源文件以“java”为扩展名。源文件的基本组成部分是类（class），如本类中的HelloWorld类。
* 一个源文件中最多只能有一个public类。其它类的个数不限，如果源文件包含一个public类，则文件名必须按该类名命名。
* Java应用程序的执行入口是main()方法。它有固定的书写格式：**public static void main(String[] args) {...}**
* Java语言严格区分大小写。
* Java方法由一条条语句构成，每个语句以“;”结束。
* 大括号都是成对出现的，缺一不可。

# NotePad++ 快捷键

Ctrl + c 复制

Ctrl + a 全选

Ctrl + v 粘贴

Ctrl + s 保存

Ctrl + x 剪切

Ctrl + z 撤销

Ctrl + y重做

Shift + tab 把所有选中的内容整体左移

Ctrl + d快速复制当前行

Ctrl + l 快速删除当前行

# 第二章 基本语法

## 关键字

关键字 : 在java程序中有特殊含义作用的单词, 字母全部小写

**保留字 : 从C++中保留下来的关键字, 在java中目前还不是关键字, 将来有可能是.**

标识符 : 标识某个东西的符号, 简单的来讲就是名字.

定义合法标识符规则

1. 由52个字母, 0~9 10个数字字符, \_和$(尽量不要使用)
2. 数字不可以开头, 标识符3C 就是非法, C3是合法
3. 不可以使用关键字和保留字, 但是可以包含关键字和保留字
4. 大小写敏感的, 长度有限制(65535)
5. 标识符中不能包含空格, 因为空格也有特殊含义.

命名规范 :

1. 包名 : 所有字母都小写 mypackage
2. 类名 : 首字母大写, 后面的每个单词的首字母也大写 : MyClassName
3. 变量名或方法名 : 首字母必须小写, 后面的单词的首字母大写 : myVarName
4. 常量名 : 所有字母都大写, 单词之间用\_隔开 : MY\_CONST\_NAME

变量 : 内存中的一块被命名并且要被特定的数据类型约束的区域, 此区域中可以保存数据.

要有变量名 : 为了是正确的定位内存空间.

要有数据类型 : 数据类型决定了空间大小, 此空间中可以保存什么数据,这个数据能做什么.

变量的声明 : 数据类型 变量名;

变量的使用 : 通过变量名来使用.

如 : int n1;

* **变量的概念：**
  + 内存中的一个存储区域
  + 该区域有自己的名称（变量名）和类型（数据类型）
  + Java中每个变量必须先声明，后使用
  + 该区域的数据可以在同一类型范围内不断变化

|  |
| --- |
| public class VariableTest {    public static void main(String[] args) {  // 变量声明 : 数据类型 变量名;  int n1; // 作用是在内存中开辟一块4字节空间, 并用n1符号与此空间联系起来  n1 = 10; // 把10这个值写入n1符号指向的空间中. 这是一个赋值操作, 把右侧的值写入左面的变量  System.out.println(n1); // 把n1符号指向的空间中的值取出来并打印输出.    int n2 = n1; // 把n1变量中的值复制出来, 再写入n2变量内存空间中  System.out.println(n2);    n1 = n1 \* n2; // 一个变量在某个时刻只能保存一个值, 一旦被重新赋值, 之前的老值永远无法找回  System.out.println(n1); // 变量有时间性, 不同时刻变量中的值有可能不一样.    }  } |

## 每日一考\_day02

1. 写出java语言的8个特性

1) 简单 相对于C++

2) 面向对象 和面向过程相对, 关注的是具有功能的对象(角色)

3) 分布式 基于网络的多主机协作

4) 健壮 强类型(所有数据都必须要有唯一的确定的数据类型)

异常处理, GC(垃圾收集), 指针安全化(引用reference)

5) 安全 java程序必须在VM中运行, 所以要想执行,必须通过类加载器的检查

6) 跨平台 VM跨平台, 不同平台有不同的VM.

7) 性能好 编译型语言比解释型要快. HotSpot热点

8) 多线程 CPU硬件支持的.

2. 描述一下语句,类,和方法之间的关系.

类 { // 类是java程序的基本单位

方法 { // 一个功能的单位体, 方法不可以嵌套.

语句1; // 语句是java程序最小执行单位.

语句2;

}

}

3. 什么是主类, 什么是公共类, 公共类有什么注意点?

包含主方法的类就是主类

被public修饰的类

公共类的类名必须和源文件名一致.

4. 变量是什么?

内存中的一块被命名的被特定的数据类型约束区域, 此区域中可以保存数据类型范围内的数据.

变量的声明 :

数据类型 变量名;

5. 使用变量有哪些注意事项(至少3点)?

1) 必须先声明后使用

2) 必须要有数据类型和变量名

3) 变量有其作用范围, 变量的声明语句所在的一对{}内.

{

int n = 10;

}

{

System.out.println(n); // 变量不能使用, 原因是不在这个范围内

}

变量声明(declare) : 是一个宣告, 宣告某个变量名和某块空间产生关联

int n = 10;

4 同一范围内, 变量不允许重复声明( 重婚罪)

5 变量内存空间中保存的数据只能在其范围内变化.

变量 : 变化的量,在内存中.

变量按照数据类型分类 :

1. 基本数据类型(8种) : 内存空间中保存的是数据本身

整数 : 是实打实存储, 精准

byte 1字节 -128~127

short 2字节 -32768~32767

int 4字节 -20多亿~20多亿

long 8字节 -巨大~巨大(900多亿亿)

浮点数 : 是近似值不精准

float 4字节 -10^38~10^38

double 8字节 -10^308~10^308

字符

char 2字节

布尔

boolean 1字节 true, false

1. 引用数据类型 : 内存空间中保存的是其他数据的地址

字符串是引用类型

代码

|  |
| --- |
| class VariableTest4 {    public static void main(String[] args) {  byte b1 = 10;  short s1 = 20;  int i1 = 30;    // 任意非long整数变量作运算, 结果总是升级成int型  //s1 = b1 + s1; // 任意非long整数作运算, 结果总是升级成int型  //s1 = (short)b1 + (short)s1;  s1 = (short)(b1 + s1); // 变量中的值对于编译器来说, 是不确定.  s1 = 20 + 50; // 右侧如果是常量, 编译器很确定 翻译成 s1 = 70;    long l1 = 40L;    // 各种类型的变量混合运算, 结果总是升级成范围最大的那个类型  // 右侧相当是3个long型做运算, 结果肯定是long型.  //i1 = l1 \* b1 + s1;  i1 = (int)l1 \* b1 + s1;    float f1 = 0.22F;  double d1 = 0.33;    //l1 = f1 + l1 + b1; // 不可以  l1 = (long)(f1 + l1 + b1);  d1 = d1 \* s1 + l1; // 可以    }  }  class VariableTest3 {    public static void main(String[] args) {  int n1 = 200; // n1是变量, 200是值 也有数据类型是int类型    // 常量 : 内容不可改变的量, 包括字面量和final修饰的量.  //300 = 300; // 这个语句不可以, 原因是左面的常量不允许被写入.  // 赋值符号 左侧 永远必须是变量    //int 3 = 3; 左面的3的变量名不合法.  //'a' = 'b'; "abc", 3.22 这些都是字面量      // 整数字面量默认是int型  byte b1 = 10; // 右侧是整数字面量  short s1 = 20; // 编译器优化, 20这个常量是在short的范围内的, 如果超出范围就无法优化  //short s2 = n1; // 编译器无法测量变量中的值  int i1 = 30; // 右侧是整数字面量, 是用int型4字节来保存  long l1 = 40; // 右侧是整数字面量, 也是用int型4字节来保存  //long l2 = 3000000000; // 右面的字面量尝试用4字节int来保存, 存不下, 所 以报错  long l2 = 3000000000L; // 后缀L的作用是告诉编译器,此字面量用8字节的long型来保存.    // 浮点数字面量默认数据类型是double型  double d1 = 3.22D;  //float f1 = 0.23; // 浮点数字面量默认数据类型是double型  float f1 = (float)0.23; // 浮点数不进行优化.  float f2 = 2.33F; // F的作用也是告诉编译器, 此字面量用4字节的float型来保存    f1 = i1; // 范围小的量值给范围大的变量写入. 可以写入  i1 = (int)f1; // 范围大的量值给范围小的变量写入, 不可以直接完成, 可以强转    l1 = (short)f1; // 可以!!    // 基本数据类型的数值范围大小, 从小到大排序 :  // byte < short < int < long < float < double    //d1 = ?; // 右面可以是什么类型, 任意类型, 兼容性最好.  }  }  class VariableTest2 {    public static void main(String[] args) {  // 数据类型 数值型 : byte, short, int, long, float, double  byte b1 = 10;  byte b2 = 11;  short s1 = 20;  short s2 = 2100;    // 看到赋值操作, 内心要紧张.  b2 = b1; // 这是赋值操作, 特点 : 反人类, 从右向左, 如果右面没有得出确定的值, 不能向左走.    s1 = b2; // 可以完成, 右面的数据类型范围小, 左面的数据类型的范围大    //b1 = s2; 直接操作不允许  // (目标类型)数据;  // 强制类型转换有风险, 风险自负, 程序员必须知道自已在做什么.  b1 = (byte)s2; // 如果要把范围大的变量中的值写入范围小的变量中, 必须强制类型转换  System.out.println(b1);    s2 = (short)b1; // 范围小的量值写入范围大的变量中时 不需要强制类型转换  }  }  public class VariableTest {    public static void main(String[] args) {  // 变量的使用事项    //n = 200; 变量应该先声明, 后使用  //int n;  //System.out.println(n);    {  int n = 10;  }  {  //System.out.println(n); // n的使用范围只在它声明语句 的{} 内  }    int n2 = 20;  //long n2 = 30; 同一个范围内, 变量只能声明一次, 不允许重复声明    //short s1 = 50000; 变量不可以超范围保存数据    int n3;  //System.out.println(n3); // ? 变量没有初始化不可以读取  n3 = 30; // 初始化赋值, 变量声明好后的第一次赋值.  n3 = 50; // 普通赋值  n3 = 60;    int n4 = 200; // 最好这样写, 声明和初始化同时进行, 防止忘记初始化.    }  } |

一些不可见的特殊控制字符的转义

![](data:image/png;base64,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)

字符串 , 由一系列字符串起来

// 字符串可以和任意数据作拼接, 拼接的结果是原内容加上新内容的新字符串

字符串是内容不可以改变的对象, 所以任何的字符串连接都会产生新对象.

String s2 = ""; // 空串, 含义是有字符串对象, 但是里面没有内容

String s3 = null; // s3是空地址, 含义是什么也没有, 当然也不可能有内容\

// 在程序中能用变量的地方绝不用常量, 因为变量灵活

## 进制

293486

2 \* 10 ^ 5 +

9 \* 10 ^ 4 +

3 \* 10 ^ 3 +

4 \* 10 ^ 2 +

8 \* 10 ^ 1 +

6 \* 10 ^ 0

权值 : 也就是位分和位相关 越在左越大, 10进制求权值是以10为底的n次幂

这样的数称为10进制, 只有10个数字表示大小 ‘0’ ~ ‘9’ 逢10进1

计算机底层用二进制, 计算权值是以2为底的n次幂, 逢2进1

还需要掌握的有16进制, 计算权值是以16为底的n次幂, 逢16进1

0x32

3 \* 16 ^ 1 +

2 \* 16 ^ 0 = 50

0011 0010

0 \* 2 ^ 7 + // 128

0 \* 2 ^ 6 + // 64

1 \* 2 ^ 5 + // 32

1 \* 2 ^ 4 + // 16

0 \* 2 ^ 3 + // 8

0 \* 2 ^ 2 + // 4

1 \* 2 ^ 1 + // 2

0 \* 2 ^ 0 // 1

= 50

十进制的50和0x32, 和二进制0011 0010 之间的关系, 是同一个东西.

练习 :

0x6211

6 \* 16 ^ 3 // 4096 \* 6

2 \* 16 ^ 2 // 256 \* 2

1 \* 16 // 16

1 \* 1 // 1 +

= 25105 这是’我’的Unicode码值

char ch = ‘\u6211’;

0010 1010 1010 0111, 一些2的n次幂的和

0 \* 2 ^ 15 + // 32768

0 \* 2 ^ 14 + // 16384

1 \* 2 ^ 13 + // 8192

0 \* 2 ^ 12 + // 4096

1 \* 2 ^ 11 + // 2048

0 \* 2 ^ 10 + // 1024

1 \* 2 ^ 9 + // 512

0 \* 2 ^ 8 // 256

1 \* 2 ^ 7 + // 128

0 \* 2 ^ 6 + // 64

1 \* 2 ^ 5 + // 32

0 \* 2 ^ 4 + // 16

0 \* 2 ^ 3 + // 8

1 \* 2 ^ 2 + // 4

1 \* 2 ^ 1 + // 2

1 \* 2 ^ 0 // 1

1 \* 2 ^ 13 + // 8192

1 \* 2 ^ 11 + // 2048

1 \* 2 ^ 9 + // 512

1 \* 2 ^ 7 + // 128

1 \* 2 ^ 5 + // 32

1 \* 2 ^ 2 + // 4

1 \* 2 ^ 1 + // 2

1 \* 2 ^ 0 // 1

= 10919

十进制 二进制 十六进制

0 0000 0

1 0001 1

2 0010 2

3 0011 3

4 0100 4

5 0101 5

6 0110 6

7 0111 7

8 1000 8

9 1001 9

10 1010 A

11 1011 B

12 1100 C

13 1101 D

14 1110 E

15 1111 F

一个十六进制正好可以对应4个bit, 4个位

两个十六进制正好可以对应8个bit, 正好一个字节.

0xA3 -> 1010 0011

0xC2B5E7A9 ->

1100 0010 1011 0101 1110 0111 1010 1001

0101 0110 1110 1010 0101 0110 0101 0100 -> 32bit

0x56EA5654

0xD752C9BD ->

1101 0111 0101 0010 1100 1001 1011 1101

0101 1010 1101 0101 0101 1010 1110 1110 ->

0x5AD55AEE

计算底层全部都是二进制, 并且都是以二进制补码的形式保存数据

有符号二进制数的符号位永远在最高位, 如果符号位为0, 表示这个数是正数

如果符号位为1 表示这个数是负数

正数的补码就是自身

负数的补码是它的相反数全部取反再加1

byte b1 = 0b0010 1101; 这是正数

0x2D -> 2 \* 16 + 13 => 45 所以0010 1101是+45

负数的补码是它的相反数全部取反再加1

X 全部取反 + 1 =

Byte b2 = 0b1101 1001; 这是一个负数, 负多少, 找相反数

-1 -> 1101 1000

取反 -> 0010 0111 -> 0x27 -> 39

所以 1101 1001 是-39的真实存储.

分析 :

0011 0110是多少, 是正数

0x36 -> 3 \* 16 + 6 = 54 所以0011 0110 就是+54

1110 1010是多少, 是负数, 负多少?

-1 -> 1110 1001

取反 -> 0001 0110 => 0x16 => 22

所以1110 1010 就是-22在计算机中的真实存储.

byte型最大值

二进制表示

0111 1111 => 0x7F => 7\*16 + 15 = 127

1111 1111 这是负数, 负多少? 符号位为1, 后面全是1, 表示负数最大

-1 -> 1111 1110

取反 -> 0000 0001 => 1, 所以1111 1111 是-1

1000 0000 这是负数, 负多少? 符号位为1, 后面全是0表示负数最小

-1 -> 0111 1111

取反 -> 1000 0000 => 0x80 => 16\*8 = 128, 所以1000 0000是-128

正数最大 + 1 => 最小负数

最小负数 -1 => 最大正数

Byte最小值~最大值 : 1000 0000 ~ 0111 1111 (0x80 ~ 0x7F)

Short型最大值

0111 1111 1111 1111 => 0x7FFF => 32767

Short型最小值

1000 0000 0000 0000 => 0x8000 => -32768

Int型最大值

0111 1111 1111 1111 1111 1111 1111 1111 => 0x7FFFFFFF

Int型最小值

1000 0000 0000 0000 0000 0000 0000 0000 => 0x80000000

Long型最大值

0x7FFFFFFFFFFFFFFF

Long型最小值

0x8000000000000000

Char型最大值 因为没有符号位, 所以最高位也是数据部分

1111 1111 1111 1111 => 0xFFFF

Char型最小值

0000 0000 0000 0000 -> 0x0000

Int n = 09; // 八进制以0开始.

## 每日一考\_day03

1. 列出变量使用注意事项(至少5点), 变量 : 内存中的一块区域, 此区域中可以保存数据

1) 变量必须要变量名, 数据类型

2) 先声明, 后使用

3) 有其作用范围 : 声明语句所隶属的一对{}内有效.

4) 在同一个范围内, 变量不能重复声明.

5) 变量必须初始化后才能读取. 通常做法是 : 在声明变量的同时进行初始化

6) 变量内存区域中保存的数据只能在其数据类型范围内变化.

2. 变量按照数据类型来分, 分为基本数据类型变量和引用数据类型变量, 请写出基本数据类型变量和引用数据类型变量的区别.

数据类型来分 :

1. 基本数据类型 : 内存区域中保存的数据本身
2. 引用数据类型 : 内存区域中保存的对象地址.

3基本数据类型有8种, 写出8种基本数据类型, 并用的16进制形式写出所有整数数据类型的最小值和最大值

byte 1 1000 0000 ~ 0111 1111 (0x80~0x7F)

short 2 1000 0000 0000 0000 ~ 0111 1111 1111 1111(0x8000~0x7FFF)

int 4 1(31个0)~0(31个1) 0x80000000 ~ 0x7FFFFFFF

long 8 0x8000000000000000 ~ 0x7FFFFFFFFFFFFFFF

float 4

double 8

char 2 本质是整数 0000 0000 0000 0000 ~ 1111 1111 1111 1111 (0x0000 ~0xFFFF)

boolean 1

4. 判断下列的带( )行的对错

int i1 = 20;

short s1 = i1; (F)

char c1 = 97; (T)

char c2 = '我' - '你';(T) // 编译器会把常量优化了.

char c3 = (char)(c1 - 32); //可以达到小写变大写的效果(T)

float f1 = i1;(T)

long l1 = 234234239933;(F)

f1 = l1 \* 20;(T)

double d1 = .342;

d1 = i1 \* f1 \* l1;(T)

l1 = f1 / 10000;(F)

boolean b1 = (boolean)1;(F)

5. 相同字面量十六进制表示的数比十进制要大, 对或错? 为什么?

错, 不一定

0x5和5 是一样大

0x10和10 是十六进制大

0x80和80 如果0x80是byte型, 十六进制小

## 变量 : 内存中被命名被数据类型约束的一块区域, 此区域中可以保存数据

数据类型作用是 决定空间大小, 空间可以保存什么数据, 这个数据能做什么.

变量声明 : 数据类型 变量名;

变量分类 :

1. 变量按照数据类型来分 :

1) 基本数据类型 : 内存区域中保存数据本身 不同的类型, 空间大小不同

2) 引用数据类型 : 内存区域中保存内存地址 不同的类型, 空间大小相同, 和JDK位数相关

内存地址 : 内存的每个字节都有一个顺序的编号, 这个编号就是了.

本质上来讲就是无符号正整数. 0表示null 空地址.

1. 变量按照声明位置来分 : 声明位置决定了变量的作用范围
2. 局部变量 : 声明在方法中的变量.

范围小, 寿命短.

1. 成员变量 : 声明在类中方法外的变量.

范围大, 寿命长.

1. 实例变量 没有static修饰 隶属于对象 保存在对象所在的GC区
2. 类变量 有static修饰 隶属于类, 保存在类所在的方法区

## 运算符 :

// &是只要有0结果就是0

// 0000 0000 0000 0000 0000 0000 0101 1010 &

// 0000 0000 0000 0000 0000 0000 1100 0011 =

// 0000 0000 0000 0000 0000 0000 0100 0010 => 0x42 -> 66

System.out.println(n1 & n2);

// |是只要有1结果就是1

// 0000 0000 0000 0000 0000 0000 0101 1010 |

// 0000 0000 0000 0000 0000 0000 1100 0011 =

// 0000 0000 0000 0000 0000 0000 1101 1011 => 0xDB -> 13 \* 16 + 11

System.out.println(n1 | n2);

// ^是只要不同就是1

// 0000 0000 0000 0000 0000 0000 0101 1010 |

// 0000 0000 0000 0000 0000 0000 1100 0011 =

// 0000 0000 0000 0000 0000 0000 1001 1001 => 0x99 -> 9 \* 16 + 9

System.out.println(n1 ^ n2);

+ 是取一个数本身

* 取相反数

/ 如果是两个整数相除, 结果会直接丢弃小数部分, 有可能会丢失精度.

% 取余

1. 如果n % m == 0 说明n能被m整除.
2. 如果n % 2 == 0 说明n是偶数, 如果n % 2 != 0, 说明n是奇数
3. N % M 的结果总是小于M, 让一个完全未知的数落在一个已知的M范围内.

如果对负数取模，可以把模数负号忽略不记，如：5%-2=1。 但被模数是负数则不可忽略。此外，取模运算的结果不一定总是整数。

++n 前加加, 先加后用, 不需要临时空间 效率高

n++ 后加加, 先用后加, 需要一个临时空间保存老值(也就是用的值), 效率低

int n = 10; n += 30;

效果相当于 n = n + 30, 但是不会引起数据类型的变化, 更安全.

比较运算的结果总是boolean

比较大小的运算只适用于基本数据类型中的数值型

==, != 可以适用于任意数据类型.

在Java中不可以写成3 < x < 6. 为什么? 因为 3 < x结果是boolean, 让boolean再和6比大小出问题.

**逻辑运算符 只适用于布尔之间.**

**逻辑与 : 只要有假就是假**

**& 和 && 的区别 就是双& 有短路效果. 在实际使用中必须使用这个.**

**逻辑或 : 只要有真就是真**

**| 和 || 的区别 双|| 有短路效果, 在实际使用必须使用这个.**

变量 = (布尔表达式) ? 表达式1 : 表达式2; //表达式1和表达2的值类型要一致.

运算符优先级, 先记住最高的.() 最低的赋值和累操作

结合性 由高到低

|  |  |
| --- | --- |
|  | . () {} ; , |
| R—>L | ++ -- ~ !(data type) |
| L—>R | \* / % |
| L—>R | + - |
| L—>R | << >> >>> |
| L—>R | < > <= >= instanceof |
| L—>R | == != |
| L—>R | & |
| L—>R | ^ |
| L—>R | | |
| L—>R | && |
| L—>R | || |
| R—>L | ? : |
| R—>L | = \*= /= %= |
|  | += -= <<= >>= |
|  | >>>= &= ^= |= |

## 流程控制

* **顺序结构**
* 程序从上到下逐行地执行，中间没有任何判断和跳转。
* **分支结构**
* 根据条件，选择性地执行某段代码。
* 有if…else和switch两种分支语句。

If

// if (条件布尔) {

//语句块; 如果条件布尔为真时此语句块就执行.

//}

if (n == 5) {

System.out.println("n == 5"); // 有条件执行语句

}

If else

If else if else if…

switch

* **循环结构**
* 根据循环条件，重复性的执行某段代码。
* 有while、do…while、for三种循环语句。

## 每日一考\_day04

1. 变量分类有两种分法, 第一种是按数据类型来分,另外一种是按照声明位置来分, 每一种又各分为哪些种类型. 各有什么特点?

变量分类 :

1. 按照数据类型来分
2. 基本数据类型 : 内存区域中保存的是数据本身
3. 数值型
4. 整数
   1. byte
   2. short
   3. int
   4. long
   5. char
5. 浮点数
6. float
7. double

只有数值型之间可以强制互相转换, 只有数值型之间可以比大小.

在赋值时 :

如果右侧的量值范围大于左侧的变量类型的范围, 必须强制类型转换(强转有风险)

如果右侧的量值范围小于左侧的变量类型的范围, 可以直接自动完成.

double > float > long > int > short > byte

> char

3)布尔型 boolean : true, false

1. 引用数据类型 : 内存区域中保存的是对象地址 : 对象在内存中的某个字节的编号. 本质上是一个正整数, 所有的引用变量都8字节(64位JDK)

String s = “abc”;

1. 按照声明位置来分
2. 局部变量 范围小, 寿命短.

声明在方法中的变量

1. 成员变量 范围大, 寿命长

声明在类中方法外的变量

2. 计算下列结果, 分析过程, 只需要计算到十六进制形式即可.

int a = 0x6B;

int b = 0x5D;

// 0110 1011 &

// 0101 1101 =

// 0100 1001 => 0x49

System.out.println(a & b);

// 0110 1011 |

// 0101 1101 =

// 0111 1111 => 0x7F

System.out.println(a | b);

// 0110 1011 ^

// 0101 1101 =

// 0011 0110 => 0x36

System.out.println(a ^ b);

3. 运算符%的作用是什么? 有什么实际的应用?

1) n % m 如果结果是0, 说明n能被m整除, 如果结果不为0, 说明n不能被m整除

2) n % 2 如果结果是0, 说明n是偶数, 如果结果是非0, 说明n是奇数

3) n % m 结果总是0~m-1,

判断一个数是否是奇数

If (n & 0x01 == 1) {

说明它一定是奇数

}

4. 判断:

1) if else if else if else 语句中, 如果同时有多个条件都为true, 那么将会有多个语句块被执行, 错误, 因为if else 是绝对的分支, 多语句块之间互斥

2) switch case case default 语句中, 如果同时有多个条件都为true, 那么将会有多个语句块被执行

如果是switch, case, case之间绝对不允许相同

Switch(n) {

Case 1 :

Case 2 :

Case 1 : // 此行直接报错, 因为case不允许重复

}

5. 在switch结构中, switch()括号中的要求具体是什么? case后面的要求又是什么?

Switch()中的要求是必须是变量或表达式, 数据类型是非long整数.字符串,枚举.

Case 后面要求必须是常量, 包括字面量和final修饰的量. 不允许表达式和变量

switch (n \* 2 / 5) {

}

## 每日一考\_day05

1. 列出变量的使用注意事项(至少6点)(尝试解释一下原因)

1) 必须要有数据类型和变量名

2) 先声明, 后使用

3) 变量有其作用范围

4) 变量有其数据范围

5) 变量必须初始化值才能读取.

6) 同一范围内变量不允许重复声明.

2. 变量分类有两种分法, 第一种是按数据类型来分,另外一种是按照声明位置来分, 每一种又各分为哪些种类型. 各有什么特点?

分类 :

1. 按照数据类型来分 :
2. 基本数据类型 : 内存区域中保存的是数据本身
3. 数值型 : 可以互相转换, 可以互相比大小

1) 整数 : byte, short, int, char, long

2) 浮点数 : float, double

2) 布尔型 : 都不行, 只允许两个常量值, true, false

2) 引用数据类型 : 内存区域中保存的是对象地址, 本质上就是内存的某个字节的编号.

1. 按照声明位置来分 :
2. 局部变量 : 声明在方法中

范围小, 寿命短

2) 成员变量 : 声明在类中方法外

范围大, 寿命长

3. for循环的结构是什么? 执行流程是如何?

for (初始语句A; 条件语句B; 迭代语句C) { // 和while很像

循环体语句D;

}

A B D C B D C B D C B D …… B

迭代语句C 是每次循环的开始语句

写程序, 打印一个倒直角三角形.

int n = ?;

for (int i = 0; i < n; i++) {

for (int j = 0; j < -i + n; j++) {

System.out.print(“\*”);

}

System.out.println();

}

## 循环总结 :

循环 : 在某些条件满足的情况下, 反复执行特定的代码的功能.

循环的组成 :

1) 初始化语句 : 作准备工作, 通常是int i = 0;

2) 循环条件 : 控制循环的生死, 如果条件为真就一直循环, 直接条件为假. i < n

3) 循环体 : 被多次执行的语句

4) 迭代语句 : 让i向n靠近, 每次i++, 使用循环趋于结束, 如果没有迭代, 循环不能自然结束

while : 适用于循环次数不确定的循环, 结束取决于外部条件

while (布尔条件) { // 如果布尔条件为假, 循环次数是0~N次

循环体; 在循环中控制布尔

}

do while : 适用于循环次数不确定的循环

do { // 如果布尔条件为假, 至少也要循环1次. 循环次数是1~N次.

循环体; 在循环体中控制布尔

} while (布尔条件);

for : 适用于循环次数确定的循环

for (初始语句int i = 0; 循环条件 i < n; 迭代语句i++) {

//循环体;

}

## 方法

方法 : java程序中某个功能的封装, 一个独立的功能体. 也称为函数

方法声明 :

修饰符 返回值类型 方法名(数据类型1 形式参数1, 数据类型2 形式参数2, ....) {

语句, 方法体

return 返回值;

}

返回值类型 : 方法的功能的最终体现 , 成果是什么, 数据类型是什么.

方法名 : 标识方法的.

形式参数 : 形式上需要的数据, 但是实际数据是多少不影响功能, 没有这个数据也不行. 在功能的完成时需要的数据

return 返回值, 最终的功能的结果数据要返回给调用者

调用者 : 使用这个方法的角色. 方法在调用时必须要由调用者传递实际参数.

方法 = 方法签名 + 方法体(body)

方法签名 : 方法的使用说明书. API

方法体 : 实际执行的代码.

注意 : 方法不可以嵌套, 必须是并行的.

方法调用(method invoke) : 是一个语句

方法名(实参列表); // 实参列表必须完全遵照形参的要求来写. 类型和个数及顺序要完全匹配.

方法的返回值? 方法调用本身

方法的返回值的接收只有一次机会, 错过了, 就错过了....

如果方法没有返回值, 必须使用void作为返回值类型

如果方法不需要参数, 参数列表空着, 但是()必须要有

* 注 意：
* 没有具体返回值的情况，返回值类型用关键字void表示，那么该函数中的return语句如果在最后一行可以省略不写。
* **定义方法时，方法的结果应该返回给调用者，交由调用者处理。**
* **方法中只能调用方法，不可以在方法内部定义方法。**
* 方法的返回值只有一次机会接收, 就是在调用时
* 如果在方法中又调用了方法本身, 称为递归调用

## 每日一考\_day06

1. 写出while循环和do while循环的区别, 三个循环分别在什么场景下使用?

While至少执行0次

Do while 至少执行1次

While和dowhile 适用于循环次数不确定的循环

For循环适用于循环次数确定的循环.

2. 简述break语句和continue语句的作用.

break 中断某个语句块的执行

|  |
| --- |
| public class BreakTest {    public static void main(String[] args) {  boolean flag = true;  l1 : {    System.out.println("hello");  if (flag) {  break l1;  }  System.out.println("world"); // 它不执行  }  System.out.println("three");  }  } |

continue 中断循环的某次循环, 进入下一次.

3. 声明定义一个方法的语法格式是什么? 解释每部分的作用.

修饰符 返回值类型 方法名(形参列表) {

方法体;

return 返回值;

}

方法 = 方法签名(方法的使用说明书) + 方法体(真正执行的)

修饰符 : 修饰public, private 访问控制修饰符, static 静态, synchronized, abstract, final….

返回值类型 : 方法执行完毕后的结果数据的类型 ( 输出 ), 返回值只能返回一个.

方法名 : 标识符

形参列表 : 形式参数, 形式上的数据, 虽然没有值, 在方法体中可以直接使用. 在方法调用时 会由调用者传入实际的值. 此方法如果需要外部传入的数据, 就可以使用参数.( 输入 )

方法体 : 由一个个的语句构成, 是将来在方法时真正的执行部分.

返回值 : 方法在结束后, 产生的结果值, 值必须被返回值类型兼容.

4. 方法的返回值是什么? 如何使用这个返回值?

方法调用本身 :

变量 = 方法名(实参列表);

5. 什么是方法重载, 为什么要方法重载?

同一个类中, 方法名相同, 参数不同. 参数不同体现在类型不同, 个数不同, 顺序不同.

功能相近的一组方法, 便于使用者记忆. 调用简单.

注意点 :

1)方法在调用时实参是通过值传递给形参数据, 本质上就是一个赋值操作. 值传递更安全

2)方法永远无法修改另一个方法的局部变量.

# 第三章 面向对象

学习面向对象三条主线 :

1. 类和类的成员的研究
2. 三大特性 : 封装Encapsulation, 继承Inheritance, 多态Polymorphism
3. 其他关键字 : this, package, import

完成需求时：

* + 先去找具有所需功能的对象来用。
  + 如果该对象不存在，那么创建一个具有所需功能的对象。
  + 这样简化开发并提高复用。

类(class)和对象(object)是面向对象的核心概念。

面向对象程序设计的重点是**类的设计**

类 : 对现实世界事物的描述, 是抽象的, 是概念上的.

用成员变量来描述事物的特征

用成员方法来描述事物的行为

对象 : 类的实体, 也称为实例.

类的本质也是一种新的数据类型, 也称为复合数据类型, Teacher类类型, 和int, char一样.

|  |
| --- |
| class Teacher1 {    // 成员(member)变量来描述事物的特征  String name; // 对象属性或实例变量  int age;// 对象属性或实例变量  String gender;// 对象属性或实例变量    // 成员(member)方法来描述事物的行为  // 对象方法或实例方法  public void lesson() { //对象方法  System.out.println(name + "老师在上课");// 成员互访  }    public String eat(String some) { //对象方法  System.out.println(name + "老师在吃" + some);// 成员互访  return "真好吃";  }    // 自我介绍, 返回一个字符串, 内容是我的所有属性值的拼接, 加上一些提醒会更清晰  public String say() { //对象方法  String str = "姓名 : " + name + ", 年龄 : " + age + ", 性别 : " + gender; // 成员互访  return str;  }    } |

|  |
| --- |
| public class TeacherTest {    public static void main(String[] args) {  // 类也备好了, 我们可以创建对象了.  Teacher t = new Teacher(); //依据类模板创建对象, 使用关键字new ;  t.name = "李明"; // 给对象的姓名赋值  t.age = 30;  t.gender = "男";    // 对象成员, 必须通过对象.成员的方法来访问  System.out.println(t.name); // 打印对象的姓名  System.out.println(t.age);  System.out.println(t.gender);    // 对象方法  t.lesson();  t.eat("包子"); // 方法调用 : 方法名(实参)  String s = t.say();  System.out.println(s);  }  } |

## 每日一考\_day07

1. 什么是类, 什么是对象, 什么是实例?

类 : 对现实世界事物的描述, 抽象定义

对象 : 类的实体, 也称为实例.

实例 : 就是对象, 对象就是实例, 是一回事. .,./

1. 类中有哪些成员? 各有什么作用? 成员意味着什么?

属性, 方法.

属性描述事物的特征, 通常都是名词.

方法描述事物的行为, 动作. 通常都是动词.

成员意味着同属一个类, 成员可以直接互访.

1. Teacher t = new Teacher(); 这个语句中的t究竟是什么?

t是一个Teacher类型的引用类型的变量, t变量内存空间中保存的是地址(右面对象在堆内存中的地址—某个字节的编号), t指向对象实体. 通过t操作数据, 就相当于操作对象.

4. Teacher t1 = new Teacher();

Teacher t3 = t1;

Teacher t2 = new Teacher();

t1 = t2;

t2 = t3;

以上代码中创建了几个对象? B, 因为有两个new操作

A. 1个 B.2个 C.3个 D.4个

5. 什么是垃圾对象? 垃圾对象会被立刻清理吗? 如何清理垃圾?

Teacher t1 = new Teacher();

t1 = null;

不再有引用指向的对象, 称为垃圾对象. GC内部测试对象是否可达, 如果不可达, 就是垃圾对象, GC会清理它, GC什么时候清理取决于GC内部.

如何清理? 把垃圾对象占用的所有内存空间标识为可用状态.

栈 : 正在运行中的方法

堆 : 类数据, 和对象数据, 常量池.

## 构造器(也称为构造方法) – constructor, 本质是一个方法, 但是有其特殊性

1. 方法名和类名一致, 唯一允许首字母大写的方法名
2. 没有返回值声明, 甚至连void也不允许
3. 不能被关键字 : static, final, synchronize, native, abstract等修饰
4. 不能像普通方法一样随意调用, 只能调用一次. 某个对象的生命周期中只能调用一次.

总结 :

* + **Java语言中，每个类都至少有一个构造器**
  + **默认构造器的修饰符与所属类的修饰符一致**
  + **一旦显式定义了构造器，则系统不再提供默认构造器**
  + **一个类可以创建多个重载的构造器**
  + **父类的构造器不可被子类继承**

构造器重载, 还可以连环调用, 但是一定要保证有一个构造器中是没有this(…). 防止无限递归.

this(...) 特殊调用必须是构造器中的第一行. 对其他构造器的调用必须要先于此构造器的特有代码, 最终要体现在继承中子类对象的初始化要晚一些.

* 在java中，this关键字比较难理解，它的作用和其词义很接近。
  + 它在方法内部使用，即这个方法所属对象的引用；谁调用this就是谁.
  + 它在构造器内部使用，表示该构造器正在初始化的对象。
* **注意：**
* **1.使用this()必须放在构造器的首行！**
* **2.使用this调用本类中其他的构造器，保证至少有一个构造器是不用this的。**

|  |
| --- |
| * class TeacherV0 { * // 成员变量(member), 成员可以使用修饰符修饰, 注意 : 局部变量无法使用访问控制修饰符 * // private表示私有的意思, 一旦私有, 外部无法访问, 只能在类内部访问 * // 这样的处理称为 "封装", 成员私有化. * private String name = "某老师"; // 属性如果没有显式赋值, 它的值就是默认值0 * private int age; // 缺省值是0 * private String gender = "未知"; * // 构造器重载, 还可以连环调用, 但是一定要保证有一个构造器中是没有this(). 防止无限递归. * // this(...) 特殊调用必须是构造器中的第一行. 对其他构造器的调用必须要先于此构造器的特有代码 * public TeacherV0() { // 无参, 调用简单, 功能单一, 有其特殊性, 创建对象简单, 无参构造器将来要为子类专供. * /\* * this.name = "佟刚"; * this.age = 40; * this.gender = "男"; * \*/ * this("佟刚", 40); // 对其他构造器的调用 * System.out.println("Teacher()..."); // 此构造器的特有代码 * } * public TeacherV0(String name, int age) { * /\* * this.name = name; * this.age = age; * this.gender = "男"; * \*/ * this(name, age, "男"); // 重载的构造器的调用, 必须使用this(); * System.out.println("Teacher(String, int)..."); * } * public TeacherV0(String name, int age, String gender) { // 全参, 功能强大, 调用复杂 * //this(); * this.name = name; * //this.age = age; * setAge(age); // 统一的参数合法性判断. * this.gender = gender; * System.out.println("Teacher(Stintg, int, String)..."); * } * /\* 这种方法也是允许存在的, 但是不要这样写, 容易引起误会.\*/ * public void TeacherV0(String name) { * System.out.println("我是普通方法, 不是构造方法, 我是捣乱的, 忽略我"); * } * // set方法有参无返回 * public void setName(String name) { // 间接设置属性的方法,称为set方法 * //name = name; // 变量访问的就近原则, 会导致左面的name不是属性, 而是局部变量. * this.name = name; * // this表示当前对象. 当局部变量参数和成员变量冲突时, 成员变量必须加上限定 * } * // get方法无参有返回 * public String getName() { // 间接获取name属性值的方法, 称为get方法 * return this.name; * } * // 使用方法间接给属性赋值的好处是 可以加上 逻辑判断, 使得数据得到保护... * public void setAge(int age) { * if (age < 0 || age > 150) { // 如果数据非法, 直接弹栈 * System.out.println("参数年龄太大"); * return; // 提前弹栈, 会导致this.age没有刷新值. 保持了原有的0 * } * this.age = age; * } * public int getAge() { * return this.age; * } * public void setGender(String gender) { * this.gender = gender; * } * public String getGender() { * return this.gender; * } * // 成员方法(member) * public void lesson() { * System.out.println(this.say() + "老师在上课"); // 成员互访 * } * public void eat(String some) { * System.out.println(name + "老师在吃" + some); * } * // 返回对象的详细信息字符串, 所有属性值的拼接 * public String say() { * return "姓名 : " + name + ", 年龄 : " + age + ", 性别 : " + gender; * } * } |

## 每日一考\_day08

1. 什么是封装? 如何封装?

成员私有化, 防止外部直接访问. 成员包括属性, 方法, 构造器, 内部类.

使用private修饰成员, 就可以封装.

2. 什么是构造器,作用是什么? 有什么特点(4点)

也称为构造方法, 在对象的创建过程中会由JVM调用它, 作用是对对象进行初始化工作

1) 方法名必须和类名一致, 唯一允许使用首字母大写的方法.

2) 不声明返回值类型, 甚至连void也没有.

3) 不能被关键字:abstract, static ,final, synchronized, native等 修饰

4) 不能像普通方法一样随意调用, 只能在对象创建时调用仅有的一次.

1. 创建一个对象的步骤(7步)

1) 在方法区要检查要创建的对象所属的类模板信息是否存在(类是否已经加载)

2) 如果不存在, 必须由类加载器加载类模板, 加载到方法区中, 永久保存它.

3) 如果存在, 则不加载, 保证类模板在方法区中只有一份.

4) 依据类模板中的所有属性定义信息, 在GC区中开辟空间. 获取到对象的地址.

5) 把此空间全部写0. 底层操作 : memset(内存地址, 0, 长度); 效果是所有属性拥有0

6) 检查属性是否有显式赋值, 如果有, 则执行显式赋值.

7) 执行构造方法, 进一步对属性进行赋值等初始化工作.

8) 把对象地址返回给创建者.

4 this关键字表示什么含义?

this表示的是对象, 当前对象

1. 如果是在构造器中, this表示正在创建中的对象, this.成员.
2. 如果是在构造器中, this(…) 表示对其他重载的构造器的调用.

要求 :

1) this(…) 必须在构造器的首行,

2) 一定要保证至少有一个构造器中没有this(…);

1. 如果是在方法中或属性的使用中, 表示的是正在访问这个属性或方法的对象的引用

Xxx ref1 = new Xxx();

ref1.method(); // 对象方法的调用必须要有对象.

Xxx ref2 = new Xxx();

ref2.method();

ref1.field = “值”;

class Xxx {

String field = this.xxx();

public void method() {

// ref1.method() 调用中, this 代表就是ref1

// ref2.method() 调用中, this 代表就是ref2

}

}

this 就是指调用者对象

对象 包括属性, 或者说是拥有属性

对象地址 : 对象在GC区中的第一个字节的编号. 也称为首地址

## 对象关联

对象关联 : 一个对象完全拥有另外一个类的对象.

关联目的 : 随时随时地方便地使用另一个对象.

如何关联 : 在前者的类中把另外一个类的对象作为属性即可. 属性是成员, 成员意味着它们之间可以直接互访

一旦把对象作为我的属性, 需要处理全参构造器, 因为是属性也要提供get/set方法, 改造say()方法

|  |
| --- |
| public class Teacher {    private String name;  private int age;  private String gender;  private Computer myComputer; // 对象关联    public Teacher() {}    public Teacher(String name, int age, String gender, Computer myComputer) {  this.name = name;  this.age = age;  this.gender = gender;  this.myComputer = myComputer;  }    public void setMyComputer(Computer myComputer) {  this.myComputer = myComputer;  }    public Computer getMyComputer() {  return myComputer;  }    public void setName(String name) {  this.name = name;  }    public String getName() {  return name;  }    public void setAge(int age) {  this.age = age;  }    public int getAge() {  return age;  }    public void setGender(String gender) {  this.gender = gender;  }    public String getGender() {  return gender;  }    public String say() {  return "姓名 : " + name + ", 年龄 : " + age + ", 性别 : " + gender + ", 我的电脑 : " + myComputer.say();  }    //public void lesson(Computer computer) {  public void lesson() {  System.out.println(name + "老师在使用电脑[" + myComputer.say() + "]上课");  }    public void film() {  System.out.println("使用电脑[" + myComputer.say() + "]看电影");  }    } |

## Package

包 : 用于管理功能类似的多个类.

package 包名.子包名.子子包名.子子子包名; // 这个语句总是在源文件中第一行

作用 : 告诉编译器, 当前源文件中的类, 编译后的.class文件放入指定的包目录中.

通常情况下包有4层

package 机构类型.机构名称.项目名称.模块名称; // 包名全部小写

package com.atguigu.javase.javabean;

一旦使用了package, 会带来两个麻烦

1) 编译时必须加上选项-d : javac -d 目标目录路径 源文件名

-d表示目标目录

常见写法 : javac 空格 -d 空格 . 空格 源文件名

2) 使用时, 如果是跨包使用本类, 在别的包的类中必须使用全限定名称来使用本类,

全限定名称就是 所有包名.类名 : 包名.子包名.子子包名.子子子名包.类名;

比如在测试类中, 要想使用本类. com.atguigu.javase.javabean.Teacher

练习 : 把Person类和Phone类都打包在com.atguigu.javase.javabean包中

把PersonTest类打包在com.atguigu.javase.test包中

在测试类中, 使用全限定类名来使用Person类和Phone类, 编译所有程序, 运行测试.

# 第三章 2数组

数组 : 一组相同任意类型的数据的组合, 便于统一管理.

数组 : 由多个元素组成, 每个元素相当于是数组对象的属性

数组属于引用类型, 数组的数据则是对象.

数组声明 :

元素数据类型[] 数组名;

数组创建 :

数组名 = new 元素数据类型[元素个数];

|  |
| --- |
| public class ArrayTest {    public static void main(String[] args) {  // 声明 : 元素数据类型[] 数组名;  int[] arr; // 此时没有数组对象存在的.  // 创建 : new 元素数据类型[元素个数];  arr = new int[5]; // 在GC区中创建一个元素有5个的int型数组. 数组对象创建好以后, 所有元素都有缺省值0  // 数组元素的定位(访问), 通过首地址(数组名)[偏移量(也称为下标, 索引, 脚标)]  // 每个元素都是一个小变量.  arr[2] = 4;  arr[0] = 3;  arr[arr[0]] = 1;  arr[arr[2]] = 5;  // 分析每个元素的值  System.out.println(arr[0]); // 3  System.out.println(arr[1]); // 0  System.out.println(arr[2]); // 4  System.out.println(arr[3]); // 1  System.out.println(arr[4]); // 5  }  } |

## 每日一考\_day09

1. 类模板信息保存在内存中的什么位置, 里面包含了哪些信息, 类模板信息的特点和作用是什么?

堆内存中的永久区(方法区)

类模板中包含的信息有 :

1) 属性的定义信息(修饰符, 数据类型, 属性名, 显示值)

2) 所有方法的代码. (不是在运行中状态), 如果要运行, 必须把它压入栈中执行.

3) 构造器, 类名, 父类, 接口, 注解……

2. 数组是什么? 什么类型的数据可以创建数组?

一组相同任意类型的数据的组合, 便于统一管理.

任意数据类型, 包括基本型和引用型.

3. 如何声明并创建数组? 有几种方式(3)?

声明 : 元素数据类型[] 数组名;

创建 : new 元素数据类型[长度];

动态方式声明和创建 : 元素数据类型[] 数组名 = new 元素数据类型[长度];

静态方式1 : 适用于数据量小, 元素值确定的情况.

元素数据类型[] 数组名 = new 元素数据类型[] {元素值1, 元素值2, 元素值3……};

静态方式2 : // 使用受限 : 声明和初始化必须在同一条语句上才可以这样.

元素数据类型[] 数组名 = {元素值1, 元素值2, 元素值3……};

int n = Integer.parseInt(args[0]); // 命令行参数的第一个字符串

4. 判断:

1) 数组的长度可以随意变化. F

2) 数组的元素类型和数组类型是一回事. F

3) 数组的访问是通过数组名.下标实现的. F

4) 数组的访问方式是数组名(首地址) + 偏移算出来的. T. arr[index].

5) 数组的元素类型可以随意变化. F

5. Student[] stuArr = new Student[3]; // 1 : 1 object

stuArr[0] = new Student(20, "小明","男");

stuArr[1] = new Student(30, "小丽","女");

for (int i = 0; i < stuArr.length; i++) {

System.out.println(stuArr[i].say());

}

在1位置处有几个对象被创建, 什么对象? 1, Student[]

以上的代码有没有问题? 如何改进? Yes,

1)

for (int i = 0; i < stuArr.length; i++) {

if (stuArr[i] != null) {

System.out.println(stuArr[i].say());

} else {

System.out.println(stuArr[i]);

}

}

2)

stuArr[2] = new Student(22, “Mike”, “male”);

# IDEA快捷使用

不需要特别保存, 也不用编译.

Ctrl + p 提醒方法调用的参数列表

Alt + 回车, 快速帮助 比如定义变量接收数据

Shift + 回车, 任意位置进入新行

Ctrl + d 复制当前行

Ctrl + y 删除当前行

在dubug模式下

F7 是进入细节

Alt+shift+F7 进入最细节

F8 一行一行的执行

Shift+F8 当前方法执行返回, 如果后面有断点, 会直接跳到断点处

Alt+F9 直接运行到下一断点或结束.

写普通类的时候, 先写属性

Alt + insert -> constructor -> alt+n 创建无参构造

Alt + insert -> constructor -> ctrl + a 回车 创建全参构造

Alt + insert -> getter and setter -> ctrl+a 回车, 生成所有get/set方法

# 第四章 面向对象高级1

## 每日一考\_day13

1. 什么是继承? 为什么要继承? 如何继承?

从现有类创建子类, 现有类称为父类, 基类, 超类.

为什么要继承 :

1. 代码复用, 在子类中不需要重复一些成员的定义.
2. 让类与类之间更加的具有分类一致性.

如何继承 ?

Class 子类 extends父类 {

}

2. 子类能继承父类的私有成员吗? 如何处理?

子类会继承父类的所有成员(构造器除外), 包括私有成员.

虽然能继承父类的私有成员, 但是不可以直接访问. 必须通过从父类继承的公共的

方法间接访问.

3. 为什么父类又叫基类或超类?

基类 : 子类在父类的基础之上进行扩展(extends)

超类 : 因为在子类中使用关键字super标识从父类继承的成员.

4. 什么是方法覆盖? 方法覆盖有什么条件?

子类根据需求对父类继承的方法进行重写, 改造, 重置. 对父类的方法不满.

要求 :

1. 方法的签名一致. 返回值类型, 方法名, 参数列表(参数类型, 顺序, 个数)
2. 子类的覆盖方法的访问控制修饰符要大于等于父类的.

5. 如果A类被B类继承,B类又被C类继承, 在所有类中都有一个方法test(),

创建C类对象,调用test()方法,执行的是哪个类的方法? 在C类中有几个test()方法?

执行的是C类中的test()方法.

1个方法 : 从测试类的角度去看, C类中只有一个test方法.

2个方法 : 从C类的内部来看, C类中有2个test方法, 一个是super.test(), 一个是this.test()

3个方法 : 从继承的概念来看. C类继承了B类中的2个test, 自已也有一个, 所以3个.

## 关于构造器 :

1. 所有类都必须有构造器

如果在类中没有提供任何构造器, 编译器会自动添加一个缺省构造器

如果在类中提供了构造器, 编译器就不添加构造器了.

1. 所有类的构造器中都必须要有先对父类构造的调用. 如何体现 “先” 强制第一行
2. 所有类的构造器中的第一行默认是super()
3. 所有类构造器的第一行要么是this(…), 要么是super(…)

super(…) 作用是直接调用父类构造

this(…) 作用是调用其他重载构造器, 其他构造器也是必须要满足这2点, 效果是间接调用了父类构造.

思考：

1).为什么super(…)和this(…)调用语句不能同时在一个构造器中出现？

这两个语句都要求在第一行.

Super()如果和this() 同时出现, 会导致子类中两个调用到父类构造, 出现混乱.

2).为什么super(…)或this(…)调用语句只能作为构造器中的第一句出现？

所有类的构造器中都必须要有先对父类构造的调用. 如何体现 “先” 强制第一行

## 每日一考\_day14

1. 什么是多态? 如何在java中体现多态,如何使用?

子类对象的多种父类形态, 父类引用指向的多种不同子类对象.

多态引用 : 子类对象赋值于父类类型的引用变量

内在逻辑 : 把子类对象”看作是”, “当成是” 父类对象来使用. 因为子类对象中包含了所有父类成员.

2. 什么是多态副作用?

当多态引用时, 子类对象的个性抹杀(隐藏起来), 特有成员无法访问.

3. 什么是虚方法调用? 有什么特点?

虚拟方法调用 : 通过多态引用调用覆盖方法.

class A {

void t(){} // 在父类中此方法的唯一作用是骗过编译器, 运行时不执行

}

class B extends A {

void t() {} // 子类中此方法在运行时真正执行的

}

// invokevirtual – 动态绑定.

A a = new B();

t(); // 编译时, 只知道a是A类型, 只能到A类型中找这个方法.

// 运行时, JVM会动态定位对象实体(实体由new操作符)

4. instanceof 操作的符的作用是什么?

引用 intstanceof 类型

判断引用指向的对象实体是否是右侧指定类型的对象

ref instanceof Object 永远为真

// 在造型时, 使用它作判断依据, 造型有风险, 必须先判断

// 如果不兼容的类型之间造型会引发异常 : ClassCastException

if (a instanceof A) {

A a2 = (A)a;

}

1. 描述equals方法和hashCode方法的含义和作用.

equals方法的作用是判断两个对象的内容是否相等

equals(b) 如果a对象和b对象内容相等, 返回true, 否则返回false

a引用隶属的类中必须重写此方法.

hashCode方法是返回当前调用者对象的哈希码 :

散列码 : 对象要在内存中尽量散列.

特征码 : 内容相同的对象特征码要一致.

如果两个对象的equals为true, 说明两个对象的内容相等, 内容相等,特征码必须相等 一定能做到

如果两个对象的equals为false, 说明两个对象的内容不等,内容不等, 散列码必须不等

不一定能做到

是否要重写这两个方法, 取决于是否关心它的所有对象之间能比较相等.

# 第五章 面向对象高级2

## 每日一考\_day16

1. 什么成员应该声明成静态的, 什么成员应该声明为非静态的?

成员应该隶属于类还是隶属于对象, 如果隶属于类(或者说是可以被所有对象共享) 这个的成员, 声明静态的.

成员必须要依赖于对象的存在才能意义, 这样的成员应该声明为非静态成员.

2. 静态环境中可以直接访问非静态成员吗? 非静态环境中可以访问静态成员吗? 各自的原因是什么?

静态环境中访问非静态成员 : 不可以, 原因是静态环境不是通过对象来调用的, 而非静态成员必须要依赖对象的存在, 可以通过创建新对象, 再通过对象来间接访问.

非静态环境中访问静态成员 : 可以的, 原因是非静态环境中一定是已经有了对象, 对象都有了, 类也早有了.

3. 写出饿汉式单例代码

public class Single {

private int id;

private String desc;

// 1) 封装构造器

private Single() {}

//2) 声明私有的静态的指向本类类型的对象的引用, 并同时创建唯一对象

private static Single only = new Single();

//3) 声明公有的静态方法, 用于获取唯一对象的地址

public static Single getInstance() {

return only;

}

}

加载类 : 分析类,及继承体系. 由父到子加载类, 先分析有哪些静态成员, 有哪些非静态成员. 再加载所有非静态成员的定义信息, 再加载静态成员的定义信息. 执行静态语句块.

4. final可以修饰什么? 被修饰的元素具有什么特点?

final可以修饰类, 方法, 变量

final修饰类表示这个类是终极类, 不允许子类扩展

final修饰方法表示这个方法是终极方法, 被子类继承后, 不允许再被子类重写,覆盖

final修饰变量表示这个量是最终量(final量), 它的特点 : 只能必须赋值一次.

5. 抽象类是什么? 和具体类的区别是什么?

具体类 : 某种事物的抽象定义

抽象类 : 某类不同种事物的抽象定义, 抽象可以包含抽象方法, 正因为如此, 不能创建对象

6. 判断 :

1) 抽象类中必须包含抽象方法 f

2) 抽象类中不能包含普通方法 f

3) 抽象类中可以包含抽象方法 t

4) 抽象类不能创建对象, 所以可以省略构造器 f

5) 具体类最多允许包含1个抽象方法 f

6) 抽象类主要用于被具体子类继承,具体子类可以不必理会抽象父类中的抽象方法 f

7) 具体类中如果包含抽象方法, 编译出错 t

8) 一个类中如果包含抽象方法, 这个类必须是抽象类 t

9) 抽象类中必须包含属性,构造器和普通方法和抽象方法. f

10) 抽象类中可以不包含抽象方法,具体子类必须实现全部的父类的抽象方法. t

7. 什么是接口? 作用是什么?

接口 : 不同类的不同种事物的共同的行为的抽象定义

作用 : 用于表达某种能力, 或表达某种标准规范.

## 每日一考\_day17

1. 判断:

1 类可以继承接口, F

2 接口也可以继承类, F

3 接口可以继承接口, 只能单继承 F

4 接口可以继承接口, 并且可以多继承 T

5 类可以实现接口, 并对其中的抽象方法不予处理 F

6 类可以实现接口, 但是只能实现一个接口 F

7 具体类可以实现接口, 并对其中的抽象方法不予处理 F

8 类可以实现接口, 并可以实现多个接口 T

9 具体类可以实现接口, 并要实现其接口中的方法 T

10具体类可以实现接口, 并可以实现多个接口, 并要实现所有接口中的所有方法. T

2. 抽象类和接口的比较

比较项目 抽象类 接口

定义 某类不同种事物抽象定义 不同类不同种事物共同行为抽象定义

组成 属性,方法,构造器,语句块,抽象方法 全局常量,公共抽象方法

如何使用 被子类继承 被子类实现(implements)

两者关系 抽象类可以实现接口 被实现

常见设计模式 模板 代理, 工厂模式

创建对象 通过多态使用子类对象 通过多态指向子类对象

局限性 单继承 没有

实际应用 模板 能力, 标准规范

选择 优先选择接口

3. 描述什么是代理设计模式. 在什么样的场景中使用

把代理对象当成被代理对象来使用

1. 使用者无法获取被代理类和对象
2. 对被代理类的方法升级, 但是不能修改被代理类.

4. 如何在其他测试类中创建内部类对象?

class Outer{

class Inner{}

}

main() {

Outer.Inner oi = (new Outer()).new Inner();

}

5. 什么是匿名内部类? 如何使用?

声明在方法中, 没有类名的类. 匿名内部类在声明时就必须创建对象

多态引用 = new 父类|接口() {

类体部分相当于 父类或接口的实现子类的类体

};

应用场景 : 需要临时用一个实现某接口的对象.

## 每日一考\_day18

1 定义一个注解MyAnn, 包含1个String型value属性, 并且此注解只能修饰类和属性, 此注解也可以通过反射处理.

@Target({ElementType.TYPE, ElementType.FIELD})

@Retention(RetentionPolicy.RUNTIME)

public @interface MyAnn {

public String value(); // 公共抽象方法

}

2 异常按照处理方式分为几种? 各包含哪些类?

异常 ：程序在运行中出现的非正常状况，会导致程序崩溃

分为2种

* 1. 受检异常(checked) 在程序中必须对其进行处理的异常, 不处理的话, 编译器出错, 也称为编译时异常

Exception及其子类(RuntimeExceptoin除外), 程度是必须要引起调用者的注意.

2）非受检异常(unchecked) 在程序中不是必须对其进行处理的异常, 不处理的话, 编译器不报错, 但是在运行时会出问题. 也称为运行时异常

包括 Error及其子类 太过严重

包括RuntimeException及其子类 太过常见和轻微

3 判断

1) 非受检异常就是必须不要处理的异常 F

2) 受检异常就是可以处理的异常 F

3) 非受检异常是不必须处理的异常 T

4) 受检异常可以对其忽略 F

5) 无论是什么异常,都必须对其进行处理 F

6) 只有受检异常会引起程序中断 F

7) 受检异常是必须对其进行处理的异常 T

8) 只有非受检异常会引起程序中断 F

9) 异常处理只适用于受检异常 F

10) 异常处理适用于所有异常, 包括Error T

4 异常的处理有几种方式, 各是什么, 如何处理?

1) 捕获 : 异常一旦在方法中捕获, 就不会自动地再向调用者抛出.

在方法中使用try catch finally结构

try {

可能抛出异常的语句

} catch (可能的异常类型1 引用) {

处理异常类型1的异常状况

} catch (可能的异常类型2 引用) {

处理异常类型2的异常状况

} ….. {

} finally {

无论前面(try catch)发生什么, 我都要执行.

}

2) 抛出 : 异常一旦抛出, 导致当前方法提前出栈, 带着具有破坏性的异常给调用者, 引起调用者的注意, 是一种特别的消息传递机制.

在方法的声明中使用throws 可能的异常类型的列表, 作用是警告调用者.

在方法体中在条件满足的情况下, 使用throw真的抛出异常对象.

5方法覆盖条件中对于异常的描述是什么?

子类方法抛出的受检异常的类型要小于等于父类方法抛出的受检异常类型.