# Создание проекта User-Product-JPA-H2

Используйте

<https://start.spring.io/>

для создания нового проекта с зависимостями:

- Spring Web

- Spring Data JPA

- H2 Database

- Spring Boot Starter

- Thymeleaf

Запустите на исполнение, убедитесь, что проект работает.

## Ведите проект на github

Создайте репозиторий

Git – Create Repository

Загрузите проект в репозиторй

Git – Commit

Зайдите на GitHub, создайте репозиторий, заберите ссылку на удаленный репозиторий.

![](data:image/png;base64,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)

Добавьте в настройку

Git – Push – Define Remote – Ok - Push

pom.xml

Откройте файл pom.xml и убедитесь, что у вас есть следующие зависимости:

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-thymeleaf</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

## application.properties

В файл src/main/resources/**application.properties** добавьте следующие настройки:

## spring.application.name=UserProduct

## spring.h2.console.enabled=true

## spring.datasource.url=jdbc:h2:mem:testdb

## spring.datasource.driverClassName=org.h2.Driver

## spring.datasource.username=sa

## spring.datasource.password=

## spring.jpa.hibernate.ddl-auto=create

## #spring.jpa.hibernate.ddl-auto=update

## spring.jpa.show-sql=true

## Создание сущностей

User.java

package com.example.UserProduct;

import jakarta.persistence.\*;

import java.util.Set;

@Entity

@Table(name = "users")

public class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

@OneToMany(mappedBy = "user", cascade = CascadeType.ALL)

private Set<Product> products;

public User() {

}

public User(Long id, String name, Set<Product> products) {

this.id = id;

this.name = name;

this.products = products;

}

// Getters and Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

public Set<Product> getProducts() { return products; }

public void setProducts(Set<Product> products) { this.products = products; }

}

Product.java

package com.example.UserProduct;

import jakarta.persistence.\*;

@Entity

@Table(name = "products")

public class Product {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String name;

@ManyToOne

@JoinColumn(name = "user\_id")

private User user;

// Getters and Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

public User getUser () { return user; }

public void setUser (User user) { this.user = user; }

}

## Создание репозиториев

Создайте интерфейсы репозиториев.

UserRepository.java

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

}

ProductRepository.java

import com.example.demo.model.Product;

import org.springframework.data.jpa.repository.JpaRepository;

public interface ProductRepository extends JpaRepository<Product, Long> {

}

## Создание контроллеров

UserController.java

package com.example.UserProduct;

import com.example.UserProduct.User;

import com.example.UserProduct.UserRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

import java.util.Optional;

@Controller

@RequestMapping("/users")

public class UserController {

@Autowired

private UserRepository userRepository;

@GetMapping

public String getAllUsers(Model model) {

List<User> users = userRepository.findAll();

model.addAttribute("users", users);

return "users"; // Возвращаем имя шаблона

}

@PostMapping

public String createUser (@RequestParam String name) {

User user = new User();

user.setName(name);

userRepository.save(user);

return "redirect:/users"; // Перенаправление после создания

}

@PostMapping("/{id}")

public String deleteUser (@PathVariable Long id) {

userRepository.deleteById(id);

return "redirect:/users"; // Перенаправление после удаления

}

}

}

ProductController.java

package com.example.UserProduct;

import com.example.UserProduct.Product;

import com.example.UserProduct.ProductRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.\*;

import java.util.List;

@Controller

@RequestMapping("/products")

public class ProductController {

@Autowired

private UserRepository userRepository;

@Autowired

private ProductRepository productRepository;

@GetMapping

public String getAllProducts(Model model) {

List<Product> products = productRepository.findAll();

model.addAttribute("products", products);

return "products"; // Возвращаем имя шаблона

}

@PostMapping

public String createProduct(@RequestParam String name) {

Product product = new Product();

product.setName(name);

productRepository.save(product);

return "redirect:/products"; // Перенаправление после создания

}

@PostMapping("/{id}")

public String deleteProduct(@PathVariable Long id) {

productRepository.deleteById(id);

return "redirect:/products"; // Перенаправление после удаления

}

}

## Создание HTML-шаблонов

users.html

Создайте файл users.html в папке src\main\resources\templates

<!DOCTYPE html>

<html xmlns:th="http://www.thymeleaf.org">

<head>

<title>Users</title>

</head>

<body>

<h1>Users</h1>

<form action="" th:action="@{/users}" method="post">

<input type="text" name="name" placeholder="Enter user name" required/>

<button type="submit">Add User</button>

</form>

<ul>

<li th:each="user : ${users}">

<span th:text="${user.name}"></span>

<form th:action="@{/users/{id}(id=${user.id})}" method="post" style="display:inline;">

<input type="hidden" name="\_method" value="delete"/>

<button type="submit">Delete</button>

</form>

</li>

</ul>

</body>

</html>

products.html

Создайте файл products.html в папке templates:

<!DOCTYPE html>

<html xmlns:th="http://www.thymeleaf.org">

<head>

<title>Products</title>

</head>

<body>

<h1>Products</h1>

<form action="" th:action="@{/products}" method="post">

<input type="text" name="name" placeholder="Enter product name" required/>

<button type="submit">Add Product</button>

</form>

<ul>

<li th:each="product : ${products}">

<span th:text="${product.name}"></span>

<form th:action="@{/products/{id}(id=${product.id})}" method="post" style="display:inline;">

<input type="hidden" name="\_method" value="delete"/>

<button type="submit">Delete</button>

</form>

</li>

</ul>

</body>

</html>

## Тестирование приложения

Используйте H2 консоль по адресу для просмотра и управления данными.

[http://localhost:8080/h2-console](http://localhost:8080/h2-console%60)

Перейдите для управления пользователями.

<http://localhost:8080/users>

Перейдите для управления продуктами.

<http://localhost:8080/products>

Перейдите, чтобы увидеть информацию о пользователе с ID 1 и связанных с ним продуктах

[http://localhost:8080/users/1/products](http://localhost:8080/users/1/products%60),

## Инициализация данных

Чтобы создать одну запись пользователя с тремя связанными записями продукта в базе данных H2 в вашем приложении Spring Boot, вы можете использовать CommandLineRunner. Этот интерфейс позволяет вам выполнить код при запуске приложения, что идеально подходит для инициализации базы данных.

Создайте новый класс, который реализует интерфейс CommandLineRunner, и добавьте в него код для создания пользователя и трех продуктов, принадлежащих этому пользователю.

Код сам будет создавать набор данных в базе данных.

package com.example.UserProduct;

import com.example.UserProduct.Product;

import com.example.UserProduct.User;

import com.example.UserProduct.ProductRepository;

import com.example.UserProduct.UserRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.stereotype.Component;

import java.util.HashSet;

@Component

public class DataInitializer implements CommandLineRunner {

@Autowired

private UserRepository userRepository;

@Autowired

private ProductRepository productRepository;

@Override

public void run(String... args) throws Exception {

// Создание пользователя

User user = new User();

user.setName("John Doe");

// Создание продуктов

Product product1 = new Product();

product1.setName("Product 1");

product1.setUser (user);

Product product2 = new Product();

product2.setName("Product 2");

product2.setUser (user);

Product product3 = new Product();

product3.setName("Product 3");

product3.setUser (user);

// Установка продуктов для пользователя

user.setProducts(new HashSet<>());

user.getProducts().add(product1);

user.getProducts().add(product2);

user.getProducts().add(product3);

// Сохранение пользователя и продуктов в базе данных

userRepository.save(user); // Это также сохранит продукты благодаря каскадированию

}

}

## Проверка данных в H2

Вы можете проверить данные в H2 консоли, перейдя по адресу

http://localhost:8080/h2-console.

Используйте следующие параметры для подключения:

- JDBC URL: jdbc:h2:mem:testdb

- User Name: sa

- Password: password

После подключения выполните следующий SQL-запрос, чтобы увидеть данные:

SELECT \* FROM users;

SELECT \* FROM products;

Заключение. Теперь у вас есть один пользователь с тремя продуктами, связанными с ним, в базе данных H2. Если у вас есть дополнительные вопросы или требуется помощь с другими аспектами приложения, дайте знать!

## userProducts.html

Создадим форму для отображения пользователя со списком продуктов.

Создайте файл userProducts.html в каталоге src/main/resources/templates.

После добавления кода, протестируйте.

Перейдите, чтобы увидеть информацию о пользователе с ID 1 и связанных с ним продуктах

[http://localhost:8080/users/1/products](http://localhost:8080/users/1/products%60),

<!DOCTYPE html>

<html lang="ru" xmlns:th="http://www.thymeleaf.org">

<head>

<meta charset="UTF-8">

<meta name="viewport" content="width=device-width, initial-scale=1.0">

<title>Информация о пользователе</title>

<style>

body {

font-family: Arial, sans-serif;

margin: 20px;

}

h1 {

color: #333;

}

.product-list {

list-style-type: none;

padding: 0;

}

.product-list li {

background: #f9f9f9;

margin: 5px 0;

padding: 10px;

border: 1px solid #ddd;

}

</style>

</head>

<body>

<h1>Информация о пользователе</h1>

<div>

<p><strong>ID:</strong> <span th:text="${userProducts.id}"></span></p>

<p><strong>Имя:</strong> <span th:text="${userProducts.name}"></span></p>

</div>

<h2>Продукты пользователя</h2>

<ul class="product-list">

<li th:each="product : ${userProducts.products}">

<span th:text="${product.name}"></span>

<!-- - Цена: <span th:text="${product.price}"></span> руб.-->

</li>

</ul>

</body>

</html>

1. xmlns:th="http://www.thymeleaf.org" Это пространство имен, необходимое для использования Thymeleaf.

2. th:text Этот атрибут используется для вставки значений из модели в HTML. Например, `th:text="${userProducts.id}"` будет заменено на значение ID пользователя.

3. th:each Этот атрибут используется для перебора коллекций. В данном случае он перебирает список продуктов пользователя и создаёт элемент списка для каждого продукта.

4. Структура HTML: Страница содержит заголовок, информацию о пользователе и список его продуктов.

Как использовать:

- Убедитесь, что в вашем контроллере передается объект `User ` (например, `userProducts`) в модель.

- Когда Thymeleaf обработает этот шаблон, он заменит все `th:text` и `th:each` на соответствующие значения из объекта `userProducts`, переданного из вашего Java-кода.

Это позволит динамически отображать информацию о пользователе и его продуктах на веб-странице.

Добавьте в контроллер usercontroller.java обработчик.

@ @GetMapping("/{id}/products")

public String getUser (@PathVariable Long id, Model model) {

Optional<User> userOptional = userRepository.findById(id);

if (userOptional.isPresent()) {

User user = userOptional.get();

User userProducts = new User(user.getId(), user.getName(), user.getProducts());

model.addAttribute("userProducts", userProducts);

return "userProducts.html"; // имя HTML-шаблона

}

return "error"; // или другая страница, если пользователь не найден

}

Optional

— это класс в Java, который был введен в версии Java 8 и находится в пакете java.util. Он предназначен для представления значения, которое может быть либо присутствующим, либо отсутствующим. Это полезный способ избежать NullPointerException, который часто возникает при работе с объектами, которые могут быть null.

Optional позволяет явно указать, что значение может отсутствовать. Вместо того чтобы возвращать null, метод может вернуть Optional.empty().

Методы класса Optional:

- isPresent(): возвращает true, если значение присутствует, и false, если отсутствует.

- get(): возвращает значение, если оно присутствует. Если значение отсутствует, выбрасывает NoSuchElementException.

- orElse(T other): возвращает значение, если оно присутствует; в противном случае возвращает other.

- orElseGet(Supplier<? extends T> other): возвращает значение, если оно присутствует; в противном случае вызывает переданный Supplier и возвращает его результат.

- orElseThrow(Supplier<? extends X> exceptionSupplier): возвращает значение, если оно присутствует; в противном случае выбрасывает исключение, создаваемое Supplier.

Пример использования Optional

import java.util.Optional;

public class OptionalExample {

public static void main(String[] args) {

// Пример с Optional

Optional<String> optionalString = Optional.of("Hello, World!");

// Проверка наличия значения

if (optionalString.isPresent()) {

System.out.println(optionalString.get()); // Вывод: Hello, World!

}

// Пример без значения

Optional<String> emptyOptional = Optional.empty();

// Использование orElse

String value = emptyOptional.orElse("Default Value");

System.out.println(value); // Вывод: Default Value

// Использование orElseGet

String valueWithSupplier = emptyOptional.orElseGet(() -> "Generated Value");

System.out.println(valueWithSupplier); // Вывод: Generated Value

// Использование orElseThrow

try {

String valueWithException = emptyOptional.orElseThrow(() -> new RuntimeException("Value not present"));

} catch (RuntimeException e) {

System.out.println(e.getMessage()); // Вывод: Value not present

}

}

}

Преимущества использования Optional

1. Избегание NullPointerException: Использование Optional позволяет избежать распространенной проблемы с null, делая код более безопасным и понятным.

2. Явное указание на возможность отсутствия значения: Optional делает намерения разработчика более ясными, когда он показывает, что метод может не вернуть значение.

3. Улучшение читаемости кода: Методы Optional позволяют использовать функциональный стиль программирования, что может улучшить читаемость и выразительность кода.

Optional —мощный инструмент для управления значениями, которые могут отсутствовать, и его использование может значительно улучшить качество и безопасность вашего кода. Однако следует помнить, что Optional не предназначен для использования в качестве замены всех случаев null; он должен использоваться в тех случаях, когда отсутствие значения является нормальным и ожидаемым поведением.

## Задание

Добавьте цену товара

# Обсуждение отношений в БД и JPA

Сущность ([Entity](https://www.ibm.com/support/knowledgecenter/en/SSWSR9_11.6.0/com.ibm.mdmhs.overview.doc/entityconcepts.html)) — это некий объект из реальной жизни (например, машина), который имеет атрибуты (двери, [КОЛЁСА](https://www.google.com.ua/search?q=%D0%BA%D0%BE%D0%BB%D1%91%D1%81%D0%B0&source=lnms&tbm=isch&sa=X&ved=0ahUKEwilw9anwfHdAhUHXSwKHfZTBqEQ_AUIDigB&biw=1920&bih=948#imgrc=7ZYC5HIpJy27dM:), двигатель). DB Entity: в этом случае наша сущность хранится в DB, все просто. Зачем и каким образом мы засунули машину в базу данных — рассмотрим позже.

Взаимосвязи данных таблиц - 4

1. [One-to-One](https://en.wikipedia.org/wiki/One-to-one_(data_model))
2. [One-to-Many](https://en.wikipedia.org/wiki/One-to-many_(data_model))
3. [Many-to-One](https://en.wikipedia.org/wiki/One-to-many_(data_model))
4. [Many-to-Many](https://en.wikipedia.org/wiki/Many-to-many_(data_model))

## One-to-One Relationship

Используем две сущности: Author и Book. У книги может быть автор, может быть несколько авторов, а может и не быть. На этом примере создадим все виды связей. Скрипт, который [создает DB Tables](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToOne/src/main/resources/initDB.sql):

DROP TABLE IF EXISTS PUBLIC.BOOK;

CREATE TABLE PUBLIC.BOOK (

ID INTEGER NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(255) NOT NULL,

PRINT\_YEAR INTEGER(4) NOT NULL,

CONSTRAINT BOOK\_PRIMARY\_KEY PRIMARY KEY (ID)

);

DROP TABLE IF EXISTS PUBLIC.AUTHOR;

CREATE TABLE PUBLIC.AUTHOR (

ID INTEGER NOT NULL AUTO\_INCREMENT,

FIRST\_NAME VARCHAR(255) NOT NULL,

SECOND\_NAME VARCHAR(255) NOT NULL,

BOOK\_ID INTEGER NOT NULL UNIQUE,

CONSTRAINT AUTHOR\_PRIMARY\_KEY PRIMARY KEY (ID),

CONSTRAINT BOOK\_FOREIGN\_KEY FOREIGN KEY (BOOK\_ID) REFERENCES BOOK (ID)

);

Напишем [скрипт который заполняет](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToOne/src/main/resources/populateDB.sql) нашу DB тестовыми данными:

INSERT INTO PUBLIC.BOOK (NAME, PRINT\_YEAR)

VALUES ('First book', 2010),

('Second book', 2011),

('Third book', 2012);

INSERT INTO PUBLIC.AUTHOR (FIRST\_NAME, SECOND\_NAME, BOOK\_ID)

VALUES ('Pablo', 'Lambado', 1),

('Pazo', 'Zopa', 2),

('Lika', 'Vika', 3);

One-to-One relationship нужно тогда, когда сущность одной таблицы связанная с одной сущностью другой ( или вообще не связанная если NOT NULL убрать у BOOK\_ID). В нашем примере у одной книжки ДОЛЖЕН быть один автор. Как связать Java класс с DB сущностями? Создадим два класса Book и Author.

[Author](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToOne/src/main/java/com/qthegamep/forjavarushpublication2/entity/Author.java) класс

@Data

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "AUTHOR")

public class Author {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "FIRST\_NAME", nullable = false)

private String firstName;

@Column(name = "SECOND\_NAME", nullable = false)

private String secondName;

@OneToOne

@JoinColumn(name = "BOOK\_ID", unique = true, nullable = false)

private Book book;

}

Все поля в классе повторяют атрибуты DB сущности.

[@Data](https://projectlombok.org/features/Data) (из [Lombok'a](https://projectlombok.org/)) говорит, что для каждого поля будет создан геттер и сеттер, будет переопределен equals, hashcode, и сгенерирован toString метод.

[@Entity](https://docs.oracle.com/javaee/7/api/javax/persistence/Entity.html) говорит, что данный класс — сущность и связан с сущностью DB.

[@DynamicInsert](https://docs.jboss.org/hibernate/orm/5.2/javadocs/org/hibernate/annotations/DynamicInsert.html) и [@DynamicUpdate](https://docs.jboss.org/hibernate/orm/5.3/javadocs/org/hibernate/annotations/DynamicUpdate.html) говорят, что будут выполнятся динамические вставки и обновления в DB. Это более глубокие настройки Hibernate, которые пригодятся вам, что бы у вас был ПРАВИЛЬНЫЙ батчинг.

[@Table](https://docs.oracle.com/javaee/7/api/javax/persistence/Table.html)(name = "AUTHOR") связывает класс Book с таблицей DB AUTHOR.

[@Id](https://docs.oracle.com/javaee/6/api/javax/persistence/Id.html) говорит, что данное поле — primary key.

[@GeneratedValue](https://docs.oracle.com/javaee/6/api/javax/persistence/GeneratedValue.html)(strategy = GenerationType.IDENTITY) — стратегия генерации primary key.

[@Column](https://docs.oracle.com/javaee/5/api/javax/persistence/Column.html)(name = "ID", nullable = false) связывает поле с атрибутом DB, и также говорит, что данное поле DB не может быть null. Это также полезно при генерации таблиц из сущностей. Обратный процесс тому, как мы сейчас создаем наш проект, это нужно в тестовых DB для Unit тестов.

[@OneToOne](https://docs.oracle.com/javaee/6/api/javax/persistence/OneToOne.html) говорит, что данное поле является полем отношения One-to-One.

[@JoinColumn](https://docs.oracle.com/javaee/6/api/javax/persistence/JoinColumn.html)(name = "BOOK\_ID", unique = true, nullable = false) — будет создана колонка BOOK\_ID, которая является уникальной и not null.

В классе [Book](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToOne/src/main/java/com/qthegamep/forjavarushpublication2/entity/Book.java) также нужно сделать связь One-to-One и указать поле, по которому происходит mapping. @OneToOne(mappedBy = "book") — в данном примере это поле book класса Author. JPA сам их свяжет. С первого взгляда может показаться что тут каша из аннотаций, но на самом деле это очень удобно и с опытом вы удете их ставить, даже не задумываясь.

Author

import lombok.Data;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

@Data

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "BOOK")

public class Book {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "NAME", nullable = false)

private String name;

@Column(name = "PRINT\_YEAR", nullable = false)

private int printYear;

@OneToOne(mappedBy = "book")

private Author author;

}

## One-to-Many Relationship

[инициализирующий скрипт](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToMany/src/main/resources/initDB.sql).

DROP TABLE IF EXISTS PUBLIC.AUTHOR;

CREATE TABLE PUBLIC.AUTHOR (

ID INTEGER NOT NULL AUTO\_INCREMENT,

FIRST\_NAME VARCHAR(255) NOT NULL,

SECOND\_NAME VARCHAR(255) NOT NULL,

CONSTRAINT AUTHOR\_PRIMARY\_KEY PRIMARY KEY (ID),

);

DROP TABLE IF EXISTS PUBLIC.BOOK;

CREATE TABLE PUBLIC.BOOK (

ID INTEGER NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(255) NOT NULL,

PRINT\_YEAR INTEGER(4) NOT NULL,

AUTHOR\_ID INTEGER NOT NULL,

CONSTRAINT BOOK\_PRIMARY\_KEY PRIMARY KEY (ID),

CONSTRAINT AUTHOR\_FOREIGN\_KEY FOREIGN KEY (AUTHOR\_ID) REFERENCES AUTHOR (ID)

);

One-to-Many Relationship —у одного автора может быть несколько книг. Левой сущности соответствует одна или несколько правой. В [Author](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToMany/src/main/java/com/qthegamep/forjavarushpublication2/entity/Author.java) класса появляется поле:

@OneToMany(fetch = FetchType.LAZY, mappedBy = "author")

private Set<Book> books;

Оно уже является сетом, так как у нас может быть несколько книг. [@OneToMany](https://docs.oracle.com/javaee/6/api/javax/persistence/OneToMany.html) говорит о типе отношения. FetchType.Lazy говорит, что не нужно нам подгружать весь список книг если это не указанно в запросе. Также следует сказать, что данное поле НЕЛЬЗЯ добавлять в toString, иначе StackOverflowError. Об этом заботится Lombok:

@ToString(exclude = "books")

Код выглядит так

import lombok.Data;

import lombok.ToString;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

import java.util.Set;

/

\* This class is an entity.

\* There is an no args constructor, getters and setters for all fields, override equals, hashcode and toString methods

\* generated by lombok.

\*/

@Data

@ToString(exclude = "books")

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "AUTHOR")

public class Author {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "FIRST\_NAME", nullable = false)

private String firstName;

@Column(name = "SECOND\_NAME", nullable = false)

private String secondName;

@OneToMany(fetch = FetchType.LAZY, mappedBy = "author")

private Set<Book> books;

}

В классе [Book](https://github.com/qThegamEp/ForJavaRushPublication2/blob/OneToMany/src/main/java/com/qthegamep/forjavarushpublication2/entity/Book.java) мы делаем обратную связь (Many-to-One):

@ManyToOne(fetch = FetchType.LAZY, cascade = CascadeType.ALL)

@JoinColumn(name = "AUTHOR\_ID", nullable = false)

private Author author;

One-to-Many является зеркальным отображением Many-to-One и наоборот. Следует подчеркнуть, что Hibernate нечего не знает о двунаправленных связях. Для него это две разные связи: одна в одну сторону, другая — в противоположную.

import lombok.Data;

import lombok.ToString;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

import java.util.Set;

@Data

@ToString(exclude = "books")

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "AUTHOR")

public class Author {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "FIRST\_NAME", nullable = false)

private String firstName;

@Column(name = "SECOND\_NAME", nullable = false)

private String secondName;

@OneToMany(fetch = FetchType.LAZY, mappedBy = "author")

private Set<Book> books;

}

## Many-to-One Relationship

Many-to-One является зеркальным отображением One-to-Many. [Инициализирующий Скрипт](https://github.com/qThegamEp/ForJavaRushPublication2/blob/ManyToOne/src/main/resources/initDB.sql).

DROP TABLE IF EXISTS PUBLIC.BOOK;

CREATE TABLE PUBLIC.BOOK (

ID INTEGER NOT NULL AUTO\_INCREMENT,

NAME VARCHAR(255) NOT NULL,

PRINT\_YEAR INTEGER(4) NOT NULL,

CONSTRAINT BOOK\_PRIMARY\_KEY PRIMARY KEY (ID)

);

DROP TABLE IF EXISTS PUBLIC.AUTHOR;

CREATE TABLE PUBLIC.AUTHOR (

ID INTEGER NOT NULL AUTO\_INCREMENT,

FIRST\_NAME VARCHAR(255) NOT NULL,

SECOND\_NAME VARCHAR(255) NOT NULL,

BOOK\_ID INTEGER NOT NULL,

CONSTRAINT AUTHOR\_PRIMARY\_KEY PRIMARY KEY (ID),

CONSTRAINT BOOK\_FOREIGN\_KEY FOREIGN KEY (BOOK\_ID) REFERENCES BOOK (ID)

);

В классе [Author](https://github.com/qThegamEp/ForJavaRushPublication2/blob/ManyToOne/src/main/java/com/qthegamep/forjavarushpublication2/entity/Author.java) больше нет сета,

import lombok.Data;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

@Data

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "AUTHOR")

public class Author {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "FIRST\_NAME", nullable = false)

private String firstName;

@Column(name = "SECOND\_NAME", nullable = false)

private String secondName;

@ManyToOne(fetch = FetchType.LAZY, cascade = CascadeType.ALL)

@JoinColumn(name = "BOOK\_ID", nullable = false)

private Author book;

}

так как он переместился в [Book](https://github.com/qThegamEp/ForJavaRushPublication2/blob/ManyToOne/src/main/java/com/qthegamep/forjavarushpublication2/entity/Book.java) класс.

import lombok.Data;

import lombok.ToString;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

import java.util.Set;

@Data

@ToString(exclude = "author")

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "BOOK")

public class Book {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "NAME", nullable = false)

private String name;

@Column(name = "PRINT\_YEAR", nullable = false)

private int printYear;

@OneToMany(fetch = FetchType.LAZY, mappedBy = "book")

private Set<Author> author;

}

## Many-to-Many Relationship

Отношение создается через дополнительную таблицу. Но данная таблица не является сущностью. У книги может быть много автором, и у автора может быть много книг. Они могут пересекаться.Таблица HAS — это не сущность.

Класс [Author](https://github.com/qThegamEp/ForJavaRushPublication2/blob/ManyToMany/src/main/java/com/qthegamep/forjavarushpublication2/entity/Author.java):

import lombok.Data;

import lombok.ToString;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

import java.util.Set;

@Data

@ToString(exclude = "books")

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "AUTHOR")

public class Author {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "FIRST\_NAME", nullable = false)

private String firstName;

@Column(name = "SECOND\_NAME", nullable = false)

private String secondName;

@ManyToMany

@JoinTable(name = "HAS",

joinColumns = @JoinColumn(name = "AUTHOR\_ID", referencedColumnName = "ID"),

inverseJoinColumns = @JoinColumn(name = "BOOK\_ID", referencedColumnName = "ID")

)

private Set<Book> books;

}

[@ManyToMany](https://docs.oracle.com/javaee/6/api/javax/persistence/ManyToMany.html) — вид отношения.

[@JoinTable](https://docs.oracle.com/javaee/7/api/javax/persistence/JoinTable.html) — связывает атрибут с дополнительной таблицей HAS. В ней мы указываем два атрибута, которые будут указывать на primary keys двух сущностей.

Класс [Book](https://github.com/qThegamEp/ForJavaRushPublication2/blob/ManyToMany/src/main/java/com/qthegamep/forjavarushpublication2/entity/Book.java):

import lombok.Data;

import lombok.ToString;

import org.hibernate.annotations.DynamicInsert;

import org.hibernate.annotations.DynamicUpdate;

import javax.persistence.\*;

import java.util.Set;

@Data

@ToString(exclude = "authors")

@Entity

@DynamicInsert

@DynamicUpdate

@Table(name = "BOOK")

public class Book {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

@Column(name = "ID", nullable = false)

private Long id;

@Column(name = "NAME", nullable = false)

private String name;

@Column(name = "PRINT\_YEAR", nullable = false)

private int printYear;

@ManyToMany(fetch = FetchType.LAZY, mappedBy = "books")

private Set<Author> authors;

}

# Docker

Создайте файлы конфигурации и запустите приложение в Docker.