# Internet:

bits – binary – on/off – byte - atoms

electric, light, radio wave

protocol

addresses
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DNS – domain name server
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tcp control
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# Command line

<https://www.codecademy.com/articles/command-line-commands>

* pwd outputs the name of the current working directory.
* ls lists all files and directories in the working directory.
* cd switches you into the directory you specify.
* mkdir creates a new directory in the working directory.
* touch creates a new file inside the working directory
* Options modify the behavior of commands:
  + ls -a lists all contents of a directory, including hidden files and directories
  + ls -l lists all contents in long format
  + ls -t orders files and directories by the time they were last modified
  + Multiple options can be used together, like ls -alt
* From the command line, you can also copy, move, and remove files and directories:
  + cp copies files
  + mv moves and renames files
  + rm removes files
  + rm -r removes directories
* Wildcards are useful for selecting groups of files and directories
* *Redirection* reroutes standard input, standard output, and standard error.
* The common redirection commands are:
  + > redirects standard output of a command to a file, overwriting previous content.
  + >> redirects standard output of a command to a file, appending new content to old content.
  + < redirects standard input to a command.
  + | redirects standard output of a command to another command.
* A number of other commands are powerful when combined with redirection commands:
  + sort: sorts lines of text alphabetically.
  + uniq: filters duplicate, adjacent lines of text.
  + grep: searches for a text pattern and outputs it.
  + sed : searches for a text pattern, modifies it, and outputs it.
* The *environment* refers to the preferences and settings of the current user.
* The *nano* editor is a command line text editor used to configure the environment.
* **~/.bash\_profile** is where environment settings are stored. You can edit this file with nano.
* *environment variables* are variables that can be used across commands and programs and hold information about the environment.
  + export VARIABLE="Value" sets and exports an environment variable.
  + USER is the name of the current user.
  + PS1 is the command prompt.
  + HOME is the home directory. It is usually not customized.
  + PATH returns a colon separated list of file paths. It is customized in advanced cases.
  + env returns a list of environment variables.

# Git

## basics

verziókövető rendszer

* Git is the industry-standard version control system for web developers
* Use Git commands to help keep track of changes made to a project:
  + git init creates a new Git repository
  + git status inspects the contents of the working directory and staging area
  + git add adds files from the working directory to the staging area
  + git diff shows the difference between the working directory and the staging area
  + git commit permanently stores file changes from the staging area in the repository
  + git log shows a list of all previous commits
* git checkout HEAD filename: Discards changes in the working directory.
* git reset HEAD filename: Unstages file changes in the staging area.
* git reset SHA: Can be used to reset to a previous commit in your commit history.

Additionally, you learned a way to add multiple files to the staging area with a single command: git add filename\_1 filename\_2

* Git *branching* allows users to experiment with different versions of a project by checking out separate *branches* to work on.

The following commands are useful in the Git branch workflow.

* git branch: Lists all a Git project's branches.
* git branch branch\_name: Creates a new branch.
* git checkout branch\_name: Used to switch from one branch to another.
* git merge branch\_name: Used to join file changes from one branch to another.
* git branch -d branch\_name: Deletes the branch specified.
* A *remote* is a Git repository that lives *outside* your Git project folder. Remotes can live on the web, on a shared network or even in a separate folder on your local computer.
* The *Git Collaborative Workflow* are steps that enable smooth project development when multiple collaborators are working on the same Git project.

We also learned the following commands

* git clone: Creates a local copy of a remote.
* git remote -v: Lists a Git project's remotes.
* git fetch: Fetches work from the remote into the local copy.
* git merge origin/master: Merges origin/master into your local branch.
* git push origin <branch\_name>: Pushes a local branch to the originremote.

Git projects are usually managed on Github, a website that hosts Git projects for millions of users. With Github you can access your projects from anywhere in the world by using the basic workflow you learned here.

**Git – working with remotes**

[**https://git-scm.com/book/en/v2/Git-Basics-Working-with-Remotes**](https://git-scm.com/book/en/v2/Git-Basics-Working-with-Remotes)

git remote command. It lists the shortnames of each remote handle you’ve specified

command line-ban „man” paranccsal meg lehet nézni hogy kell használni a parancsokat

git: jól követi a sok változtatást, sokféle verziót, sok felhasználó párhuzamos változtatását

git remote: push parancs, és megadva a remote, ahová felrakjuk

klónozás: leszedi az egészet

pull: be van álltva remote. ha van szerveren olyan commit ami nekem nincs meg, akkor azokat lehúzza

clone-nal kezdünk, és frissítünk a pull-lal

git gui a felhaszn felület

git bash command line

ctrl+c – vel ki lehet lépni a cat-ből

hogy ne kelljen mindifg megadni a jelszót push-olásnál

ssh-keygen

public/private keygen pair

ell.: ls ~/.ssh/ és ott lesz egy pub végű

**git stash**

elmenti és törli a dolgokat a staging-ből

git stash list: megmutaja miket stasheltem

visszahozás: git stash apply

git stash drop meg pop

## branching

<http://learngitbranching.js.org/>

### branches:

pointers to a specific commit

create: git branch new\_branch

git checkout [name] - This will put us on the new branch before committing our changes

if you want to create a new branch AND check it out at the same time, you can simply type git checkout -b [yourbranchname].

### Branches and Merging:

combining the work from two different branches together

git merge (branch-name) – merge-eli a masterbe, ha a master-en állsz

git checkout bugFix; git merge master

### rebasing:

second way of combining work between branches

(That way it would look like these two features were developed sequentially, when in reality they were developed in parallel)

Checkout a new branch named bugFix, Commit once, Go back to master and commit again

Check out bugFix again and rebase onto master (ennél a branch-en állsz)

### Moving around in Git

HEAD always points to the most recent commit

Detaching HEAD: attaching it to a commit instead of a branch.

### Relative Refs

use git log to see hashes (commit names)

With relative refs, you can start somewhere memorable (like the branch bugFix or HEAD) and work from there.

Moving upwards one commit at a time with ^

Moving upwards a number of times with ~<num>

Each time you append ^ to a ref name, you are telling Git to find the parent of the specified commit.

vagy HEAD^

tilde operator (optionally) takes in a trailing number that specifies the number of parents you would like to ascend

You can directly reassign a branch to a commit with the -f option: git branch -f master HEAD~3

git branch –f master C6

git checkout HEAD~1

git branch –f bugFix HEAD ~1

### Reversing Changes

has both a low-level component (staging individual files or chunks) and a high-level component (how the changes are actually reversed)

git reset / git revert

git reset: moving a branch reference backwards in time to an older commit. git reset will move a branch backwards as if the commit had never been made in the first place.

In order to reverse changes and share those reversed changes with others, we need to use git revert.

git reset HEAD~1

git checkout pushed

git revert HEAD

### Moving Work Around

git cherry-pick <Commit1> <Commit2> <...>

to copy a series of commits below your current location (HEAD)

Git Interactive Rebase: using the rebase command with the -i option.

You can reorder commits, completely omit some commits (by pick), you can squash commits (combine)

git rebase -i HEAD~4

**Locally stacked commits:** We need to tell git to copy only one of the commits over

### Juggling Commits

You have some changes (newImage) and another set of changes (caption) that are related, so they are stacked on top of each other in your repository

we used rebase -i to reorder the commits. Once the commit we wanted to change was on top, we could easily --amend it and re-order back to our preferred order.

git commit --amend

### Git Tags

a way to permanently mark historical points in your project's history

they never move as more commits are created

git tag v1 c1 – c1-re rak egy ’v1’ tag-et

If you leave the commit off, git will just use whatever HEAD is at

you go into detached HEAD state -- this is because you can't commit directly onto the v1 tag.

### Git Describe

git has a command to describe where you are relative to the closest "anchor" (aka tag)

git describe <ref> (Where <ref> is anything git can resolve into a commit)

The output of the command looks like:

<tag>\_<numCommits>\_g<hash>

Where tag is the closest ancestor tag in history, numCommits is how many commits away that tag is, and <hash> is the hash of the commit being described.

### Rebasing Multiple Branches

git rebase master bugfix

git rebase bugfix side

git rebase side another

git rebase another master

### Specifying Parents

the ^ modifier also accepts an optional number after it

### Git Remotes

they are actually just copies of your repository on another computer

### Git Remote Branches

a new branch appeared in our local repository called o/master. This type of branch is called a remote branch

Remote branches reflect the state of remote repositories

when you check them out, you are put into **detached HEAD** mode. Git does this on purpose because you can't work on these branches directly

they are displayed in the format of: <remote name>/<branch name>

git sets up your remote to be named origin when you git clone a repository

### Git Fetch

to fetch data from a remote repository

it downloads the commits that the remote has but are missing from our local repository, and updates where our remote branches point (for instance, o/master)

It will not update your master branch

git fetch is just a download step

### Git Pull

git pull is essentially a shorthand for a git fetch followed by a merge of whatever branch was just fetched.

### Git Push

a command to "publish" your work

### Diverged Work

git doesn't allow you to push your changes. It forces you to incorporate the latest state of the remote before being able to share your work.

most straightforward is to move your work via rebasing:

fetch, rebase o/master, push

or with merge: fetch, merge o/master, push

git pull --rebase is shorthand for a fetch and a rebase

### Merging feature branches

It's common for developers on big projects to do all their work on feature branches (off of master) and then integrate that work only once it's ready

Some developers only push and pull when on the master branch -- that way master always stays updated to what is on the remote (o/master).

we combine two things: integrating feature branch work onto master and push/pull from the remote

merge or rebase: Rebasing makes your commit tree look very clean since everything is in a straight line, but modifies the (apparent) history of the commit tree

### Remote-Tracking branches

git checkout -b totallyNotMaster o/master creates a new branch named totallyNotMaster and sets it to track o/master.

git checkout -b foo o/master; git pull

git checkout -b foo o/master; git commit; git push

another way:

git branch -u o/master foo; git commit; git push

### Push arguments

git push <remote> <place>

git push origin master: *„Go to the branch named "master" in my repository, grab all the commits, and then go to the branch "master" on the remote named "origin." Place whatever commits are missing on that branch and then tell me when you're done.”*

it’s not important where we are checked out!

**<place> argument details:**

git push origin <source>:<destination>

git push origin master:newBranch

### fetch arguments

git fetch origin foo: it will go to the foo branch on the remote, grab all the commits that aren't present locally, and then plop them down onto the o/foo branch locally

### delete

we can delete the foo branch on remote by pushing the concept of "nothing" to it

(git push origin :foo)

fetching "nothing" to a place locally actually makes a new branch

# HTML&CSS

## html

kacsacsőrrel indul és végződik

tag

attribútum

tag-ek: dobozok

szelektor – bajuszzárójel – szabály - bajusz.

meta: ékezetes betűk miatt fontos (utf8)

heading: h1-h6

div: divízió

p: paragraph

tulajdonság: érték

css ->

betűvastagság: font-weight – normál v. vastag

color: pl. rgba(0,0,0,.8)

méret: font size : pl. 16px

rendezés: text-align - center

font family

webfontok mindenhol működnek – pl. google fonts

ad egy linket, be kell másolni a html-be (header) és aztán a css-ben le kell hivatkozni a betűtípust

**html**: structure

**css**: design

javascript: interactive

Tags

img: no closing bracket

**<> </>**

tags can have attributes

nested tags: pl em, strong

doc type

html szendvicsben a kenyér

először head-tag

meta charset=”utf-8” self contained tag!

title tag!

aztán body (csak egy van, ebben van a tartalom)

head: extra , body: visual

had: meta tags: charset, keywords, description, for search engines

css-link: <link rel=”stylesheet” type=”text/css” href=”css/main.css”>

body: h1-h5

p embeds: small, mark, sub, sup, pre

browser styles

images: <img src=”path”>

width=”100%”

de jobb css-ben megadni

links: internal, external, dl, anchor

<a href=”source”> contact us </a>

go up: ../

linkek <http://-vel>

href=„#top”: felmegy

target=”\_blank” : új ablakban nyílik meg a link

lists:

* unordered <ul> + <li>
* ordered <ol> + <li>
* definition <dl> <dd> <dt>

div: divide content into specific sections

id’s & classes

id egyszer van egy oldalon, egyedi

class többször van

<div id=”header”> vagy navigation, stb

több szó kötőjellel

adding CSS: inline styling, <style> tags, stylesheet in head

inline: <a style „color: red”>

header-be <style>

#navigation a{

color: vmi;

}

</style>

stylesheet: headerbe rel=”stylesheet” + type és href

Javascript:

<script> tag, linking js.file, inline

<script src=”scripts/main.js”> </script>

bottom of body

## CSS

most css3

browser styles

collection of rules – specific tag-re vonatkozik

2 parts: selector {declaration; } (font-size: 10px)

#header p, .comment div, li

targeting elements: p {}, a {}

#: id-symbol (overwrites)

.: class names (overwrites)

css cascade conflict: a későbbi érvényes

inheritance

more specific rule wins - id’s > classes > elements (specificity star wars)

benne van a strong: strong nyer

targeting multiple: vesszővel

descendent: nested things

#parent #child grandchild – hard to overwrite

box model: margin, padding, element (border, width, height)

width és height nélkül a tartalomhoz igazodik a függőleges méret, vízszintesen kitölti az oldalt

100%-on túlnyúlhat, hozzáaadja a pixeleket

margin: top és bottom nem adódik össze (vertical margin collapse)

margin valami + auto: középre teszi

% is lehet

padding: 4db. % is lehet

longhand method: pl. margin-top, de a shorthand ajánlott

borders:

border top width-style-coor

margin collapse: lehet h csak aza alján legyen mindig, és akkor nincs para

html5 és css3 most – szabványhivatalok ellenőrzik

**caniuse.com** – html/css/js-feature-ök – megmutatja melyik böngészőn mi működik. ügyfél megmondja milyen böngészőt támogatsz

meta-tag-ek: mellékes dolgok, nem az oldal értelmezi, hanem pl. keresőmotor

article: tartalmilag összefüggő részeket tart össze (szemantikus elem)

strong: kiemelt szöveg

**span**: bármi szövegrészlet amit külön akarunk kezeleni

ugyanez a **div**, csak blokk-szinten. ezek a ***joker***-ek

aside: a main ellentéte, nincs benne fő tartalom. pl. reklám, menü, stb

section: tartalomrészleteket választ el, berakható header, footer, stb

dl-ben dd és dt elemek váltják egymást

id-t ritkán használunk, sose lehet tudni h tényleg 1 lesz abból a dologból

descendant selectors 🡪 space: ilyenekben lévő ilyenek

ne használjuk ki a conflict-ot

## advanced selectors

inline styling: only for very specialized rules (div-be beleírom)

embedded: for specific pages – head-be beírom

external stylesheets: ahogy eddig csináltuk

comments: css-ben. /\* .... \*/ html-ben: <!-- --!>

Important Declaration: can’t be overwritten - space after value !important

child selectors: direct children are moodified, nothing else ’>’ jellel: „#main content > p”

Adjacent Selectors: for an element directly after an element: + sign

Attribute selectors: span[class] -> all spans that have a class

or a[title = search engine] or span[class ~= „deck”] or [href$=”pdf”]

Pseudo Selectors: special keywords

dynamic: hover, button, tick

.class:keyword \_ pl. a:hover {color: red}

pseudo classes: behavioural, structural

selector: keyword {declaration} pl. hover, active, visited

first and last child: article p:first-child{ ue. last-child

first & last of type: article p:first-of-type{ ue. last-of-type

nth child: li:nth-child(x), li:nth-child(y){ vagy nth-child(even) v. odd v. 2n+1

nth of Type Selectors: nth-of-type(1) stb.

combining selectors: article.x -> all articles with class „x” - tojás szerint felülírható. arra jó, h mindent kiherélünk

universal selector: \*{}

## Text styling

font size: absolute, relative (em, %) em: szorzás

font family: x, y, z (ha 1ik nincs) – 2-nél több font ne legyene egy oldalon, lassú

text decoration: pl. text-decoration: none v. inherit, stb.

font weight: pl. bold, normal, bolder, stb

transforming text: change Casing {text-transform}

Text Colour: foreground, background

styling links: a:hover{ color: x}

letter/word spacing & line height: letter-spacing: 10px v. 0.2em

paragraph spacing: margin-bottom: 32px

## Blocks

Block-level Elements: egy folyadék, kitöltöi szélességében a rendelkezésre álló teret (beállítás: display block)

inline elements: egymás mellé mennek, olyan szélesek, mint a tartalmuk. nem lehet a szélességet állítani

inline-block: inline elemnek nem triviális a magassága, ez rá a megoldás. whitespace megjelenik közötte. kódban nem lehet space v. enter: csúnya. inkább olyan blokkra kell, ami olyan széles mint a szöveg

width & height: pl. 70% - jó mobilra

rounded corners: border-radius: 10px. vagy 4 adat a 4 sarokra

Backgrounds: background-color, background-image, background-repeat, background-position (pl. center v. 20% 30% - from left, from top background-size: 200px)

Background Shorthand: background, és a fentiek sorban szóközzel elválasztva, de a color és a size külön alá

Multiple Backgrounds: background-image: url(x), url(y) – top to bottom

background-repeat: no-repeat

**blockquote**: indicates that the enclosed text is an extended quotation – pl. a teljes bekezdés egy idézet

**hgroup**: (*HTML Headings Group Element*) represents the heading of a section. It defines a single title that participates in [the outline of the document](https://developer.mozilla.org/en-US/docs/Sections_and_Outlines_of_an_HTML5_document) as the heading of the implicit or explicit section that it belongs to. – főcímek csoportosítása pl. cikkek

**nav**: represents a section of a page that links to other pages or to parts within the page: a section with navigation links

**q**: indicates that the enclosed text is a short inline quotation. This element is intended for short quotations that don't require paragraph breaks; for long quotations use **blockquote** – a bekezdésnek csak egy része

.alma, .körte – pl. ua. classokat ugyanúgy formázza

.alma.körte – mindkét class-sal rendelkező element

.alma .körte – az a körte ami része az almának

komment: csúnya, nem menő, magyarázkodásnak tűnik, a kód önmagáért beszéljen

inkább arra kell, h megmagyarázzuk ha a logikus megoldás helyett máshogy csináltuk

## box sizing

box-sizing has three possible values (content-box, padding-box, and border-box)

the most popular value is border-box

**Universal Box Sizing with Inheritance**

html {

box-sizing: border-box;

}

\*, \*:before, \*:after {

box-sizing: inherit;

}

## Positioning

box model: blocks, inline

normal doc flow: block level elements

floating: image {float: left}

Clearing Floats: clear: left/right – de így nem lehet margin-t rakni az alatta lévő szövegre

kell egy plusz div a floatotlt blokkok és az alatta lévő szöveg közé

de jobb, ha van egy „:after” pseudo class, ami üres (content:””) clear: both

content columns: section, aside, float:left, width 46%, megint jön az after

text columns w/o floats:

-webkit-column-count: x+ webkit column gap

-webkit-column-rule: 1px solid blue

text-align: justify

relative position: „position: relative” „left: 50px”, top, bottom, stb – csak kis kiigazításokra

absolute position: „position: absolute” „top: 0” „left: 0”, vmihez képest pl. kép is lehet abszolút (üveglap-effektus)

fixed positioning: „position: fixed” mindig ott marad pl. a tetején egy csík, pl. egy menüsor

z-index & stacking order: minél lejjebb van, az lesz a felső réteg

default z-index nulla ---- z-index: 10

clipping content: max-height-et ad, túllógnak a dobozok.. „overflow: auto” v. hidden v. scroll

Float's sister property is **clear**.

the footer can be cleared to ensure it stays beneath both floated columns.

Both is most commonly used, which clears floats coming from either direction. Left and Right can be used to only clear the float from one direction respectively.

If the parent element contained nothing but floated elements, the height of it would literally collapse to nothing.

We fix it by clearing the float after the floated elements in the container but before the close of the container.

**Techniques for Clearing Floats**

clear: both; value to the next element

*Empty Div Method* is, quite literally, an empty div. <div style="clear: both;"></div>.

*easy clearing:*

you apply an additional class like "clearfix" to it. Then apply this CSS:

.clearfix:after {

content: ".";

visibility: hidden;

display: block;

height: 0;

clear: both;

## Flexbox

sokkal jobb mint az előző fejezetben lévők

flex containers: pl. div class=”flex-container”

display: flex

flex grow: flex-grow: 1

flex shrink: ha csökken a terület, lecsökkennek

flex wrap: min. width miatt ne ne legyen scroll, ha csökkentem a területet. köv. sorba kerül (flex-wrap: wrap) lehet reverse is, akkor feljebb megy

flex basis: starting width (like min-width)csak jobb

flex: 1 0 200 px -🡪 growth, shrink, basis

Creating a Menu: display. flex (volt még justify contenttel vmi)

Creating Nested Menu's: 2 menüsor külön kezelve. fb- és twitter ikonokat rakott

flow & axis: alapból vízszintes. „flex-flow” paranccsal módosítható (row helyett column)

(ha kivesszük a flow-ból, körbefollya a szöveg, magasság eltaartás megszűnik)

módosul a main és cross axis, helyet cserélnek (main a vízszintes alapból)

justify content csak a main axis-re vonatkozik, ha column-ra állítjuk nem működik

van row reverse is, meg column reverse

align items: cross axis-re vonatkozik

grid & stack layout: van egy ilyen, h box-sizing: border-box, itt justify-content: space between van

csinált egy transitiont

element order: .one{order: x}

*Flexbox a cikkből*

* **main axis** - The main axis of a flex container is the primary axis along which flex items are laid out. Beware, it is not necessarily horizontal; it depends on the flex-direction property (see below).
* **main-start | main-end** - The flex items are placed within the container starting from main-start and going to main-end.
* **main size** - A flex item's width or height, whichever is in the main dimension, is the item's main size. The flex item's main size property is either the ‘width’ or ‘height’ property, whichever is in the main dimension.
* **cross axis** - The axis perpendicular to the main axis is called the cross axis. Its direction depends on the main axis direction.
* **cross-start | cross-end** - Flex lines are filled with items and placed into the container starting on the cross-start side of the flex container and going toward the cross-end side.
* **cross size** - The width or height of a flex item, whichever is in the cross dimension, is the item's cross size. The cross size property is whichever of ‘width’ or ‘height’ that is in the cross dimension.

.container {

display: flex; /\* or inline-flex \*/

}

.container {

flex-direction: row | row-reverse | column | column-reverse;

}

Think of flex items as primarily laying out either in horizontal rows or vertical columns.

**flex-wrap:**

By default, flex items will all try to fit onto one line. You can change that and allow the items to wrap as needed with this property. Direction also plays a role here, determining the direction new lines are stacked in.

.container{

flex-wrap: nowrap | wrap | wrap-reverse;

}

**flex-basis**

the default size of an element before the remaining space is distributed.

It can be a length (e.g. 20%, 5rem, etc.) or a keyword

.item {

flex-basis: <length> | auto; /\* default auto \*/

}

flex-start (default): items are packed toward the start line

flex-end: items are packed toward to end line

center: items are centered along the line

space-between: items are evenly distributed in the line; first item is on the start line, last item on the end line

space-around: items are evenly distributed in the line with equal space around them. Note that visually the spaces aren't equal, since all the items have equal space on both sides. The first item will have one unit of space against the container edge, but two units of space between the next item because that next item has its own spacing that applies.

**align-self:** This allows the default alignment (or the one specified by align-items) to be overridden for individual flex items.

perfect centering

.parent {

display: flex;

height: 300px; /\* Or whatever \*/

}

.child {

width: 100px; /\* Or whatever \*/

height: 100px; /\* Or whatever \*/

margin: auto; /\* Magic! \*/

}

a list of 6 items, all with a fixed dimensions in a matter of aesthetics but they could be auto-sized. We want them to be evenly and nicely distributed on the horizontal axis so that when we resize the browser, everything is fine

.flex-container {

display: flex;

flex-flow: row wrap;

justify-content: space-around;

}

div ~ p: ezután következő összes

border box: méret

display: none – majd javascript-nél lesz jó

block típusú elem mellé nem fér semmi, hiába 50% a szélessége. kivéve ha float. de körülfolyja. erre jó a clear. leraksz egy vonalzót, csak odáig pöndörödjön fel a papír.

after: nem a kacsa után jön, hanem a kacsán belül minden elem után

position: static 🡪 semmi, ez a default

float a jövőben csak arra lesz, h körülfolyjon vmit a szöveg

## Form

HTML Forms are one of the main points of interaction between a user and a web site or application.

made of one or more widgets (select boxes, buttons, checkboxes, or radio buttons)

ask only for what you absolutely need

following HTML elements: <form>, <label>, <input>, <textarea>, and <button>.

**form:**

<form action="/my-handling-form-page" method="post">

</form>

always set at least the action attribute and the method attribute.

* The action attribute defines the location (an URL) where the form's collected data should be sent.
* The method attribute defines which HTTP method to send the data with (it can be "get" or "post").

**Add widgets with the <label>, <input>, and <textarea> elements**

<form action="/my-handling-form-page" method="post">

<div>

<label for="name">Name:</label>

<input type="text" id="name" />

</div>

<div>

<label for="mail">E-mail:</label>

<input type="email" id="mail" />

</div>

<div>

<label for="msg">Message:</label>

<textarea id="msg"></textarea>

</div>

</form>

for attribute on all [<label>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/label)elements; it's a formal way to link a label to a form widget

On the [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) element, the most important attribute is the type attribute

<input> tag is an auto-closing element

To define the default value of an [<input>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/input) element you have to use the value attribute like this:

<input type="text" value="by default this element is filled with this text" />

On the contrary, if you want to define the default value of a [<textarea>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/textarea), you just have to put that default value between the starting and ending tag of the[<textarea>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/textarea) element, like this:

<textarea>by default this element is filled with this text</textarea>

And a [<button>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/button) to finish

<div class="button">

<button type="submit">Send your message</button>

</div>

Three types: submit, reset, or button.

aztán formázás!!

to send the data We also need to give a name to our data

se the name attribute on each form widget that will collect a specific piece of data

**Overview of HTML5 Forms Types, Attributes, and Elements**

<input type=email> vagy tel, url, date, color, range

<input placeholder=”hi guys” type= „text”> hints as to what info is useful

autofocus?

maxlength

min, max, step: <input type=number min=0 max=100 step=5>

datalist: like a dropdown menu

required fields

pattern = x y

no validate, form no validate

spellcheck

meter

progress

output

keygen

**web-form-usability**

Forms can make a website usable

Forms need to be usable

Six Components Of Web Forms:

* Labels: what the corresponding input fields mean
* Input Fields: enable users to provide feedback
* Actions: links or buttons that perform an action
* Help
* Messages: give feedback to the user based on their input
* Validation: ensure that the data submitted by the user conforms to acceptable parameters

all forms have three main aspects: Relationship, Conversation, Appearance:

**Aspect 1: The Relationship**: based on trust, Every relationship has a goal, Base the name of the form on its purpose, getting to know the other person is essential, choose appropriate language and remove superfluous text, Do not ask questions beyond the scope of the form, no sudden changes in behavior or appearance

**Aspect 2: The Conversation**: a conversation, not an interrogation, Order the labels logically, Group related information, such as personal details, address one topic at a time, natural pauses in a conversation will indicate where to introduce white space, remove clutter such as banners and unnecessary navigation

**Aspect 3: The Appearance:**

*labels*: Individual words vs. sentences, Sentence case vs. title case, Colons at the end of labels, Alignment of labels: top vs. left vs. right,

*input fields*: Provide the appropriate type of input field, not too much Restricting of format, Clearly distinguish mandatory vs. optional fields

*actions*: Primary vs. secondary, Naming conventions (not submit but join xy pl.)

*help*: Text to accompany forms (only where needed, such as to explain why credit card data is being requested), User-triggered and dynamic help (only where required)

*messages*: Error message, Success message

*validation*: Only where needed (such as the availability of a user name), Smart defaults to make the user’s completion of the form faster and more accurate

label-nek kell ID, plusz name is kell, ha szervernek felküldjük

## CSS colors

CSS Color: #hex 0: darkest

rgb(x,y,z) 0-255

opacity: 0 to 1 (transparent to solid), 3 rgb mögé is megadható

gradients: jó mellé egy background ha a böngésző nem támogatja

background: linear-gradient(top, color1 0%, color2 100%)

vendor prefix: -moz-, -webkit-(chrome)

reverse-elte hoverelésnél

colorzilla.com/gradient-editor

box shadow: 2px 2px 4px 4px rgb(5,5,5, 0.6) - (right, bottom, blurred, spread, shadow color)

**outline:**

draws a line around the outside of an element - you can't specify particular sides, won't effect the position of the element

it isn't always rectangular

pl. to emphasize a link when tabbed to without affecting positioning and in a differnet way than hover

a:active {

outline: 1px dashed red;

}

shorthand: outline: [ <outline-width> || <outline-style> || <outline-color> ]

long:

a:active {

outline-width: 1px;

outline-style: dashed;

outline-color: red;

}

## ****Table****

(<table>)

permitted content:

1. an optional [<caption>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/caption) element,
2. zero or more [<colgroup>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/colgroup) elements,
3. an optional [<thead>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/thead) element,
4. one of the two alternatives:
   * one [<tfoot>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/tfoot) element, followed by:
     + either zero or more [<tbody>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/tbody) elements,
     + or one or more [<tr>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/tr) elements,
   * a second alternative followed by an optional [<tfoot>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/tfoot)element:
     + either zero or more [<tbody>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/tbody) elements,
     + or one or more [<tr>](https://developer.mozilla.org/en-US/docs/Web/HTML/Element/tr) elements

Attributes:

*align*

*bgcolor*

*border*

*cellpadding*

*cellspacing*

*frame*

*rules*

*summary*

*width*

**tr-table row**

**th-table header**

**tc-table column**

**td-table data?**

## responsive design

mediaquery: lefut ha teljesül

@media screen and (max-width: 700px) {

width: 92%;

}

ebbe bele lehet még tenni selectorokat

ha a szélesség 700 alá csökken akkor lesz érvényes (break point)

tablet pl. kb 768px. mobil 480 px

fluid layout: %-okkal adom meg

@media – pl. width x pixel – váltja a színeket

## transform:

translateX – balra mozgat Y-lefelé sima-mind2

scaleX Y mind2

rotate x-nél 3d z-2d

## transitions

2 állapot, pl. hovernél változik

eredeti elembe: transition time, delay és p. linear

bezier görbék

minden más a másik elembe

különböző jellemzőkhöz lehet más időtartam

## How To Organize CSS Files

* 1. Around Your HTML Structure
  2. Around Aspects Of Design

top down approach makes it easier to work on a specific section of the site

### BEM

Block, Element, Modifier methodology

*block* is a top-level abstraction of a new component, for example a button: .btn { }. This block should be thought of as a parent.

*elements*, can be placed inside and these are denoted by two underscores following the name of the block like .btn\_\_price { }

*modifiers* can manipulate the block so that we can theme or style that particular component. This is done by appending two hyphens to the name of the block just like btn--orange.

<a class="btn btn--big btn--orange" href="http://css-tricks.com">

<span class="btn\_\_price">$9.99</span>

<span class="btn\_\_text">Subscribe</span>

</a>

## meta tags:

metadata: important is the ability to encourage your content to make the best first impression possible

title and meta description are still the most important meta tags

Page Title – make page titles as keyword-relevant as possible and up to 70 characters

Meta Description - If your webpage were a commercial, this would be its slogan - 155 characters

Authorship Markup – Google is going to rank content that is connected to authors that they deem to be reliable sources

Social Meta Tags – Facebook’s OpenGraph allows you to specify metadata to optimize how your content appears in a user’s timeline, Twitter Cards, Schema.Org (for Google+)

duplicate content issues?

# Python

## basics

most a python 3 van

print „”

boolean: True False

indentation error – 4 spaces

# and „”” „””: comments

\*\* = ^

% = maradékos osztás maradéka

maradékos osztás: //

reassign: meal = meal + tax

strings

’ 🡪 \’

r 🡪 put before strings to print it out as it is

c = "cats"[0]

String methods: len() lower() upper() str() turns non-strings into strings

*slice*: user = „Tuna McFish” - User[2:7] = „na Mc”

Dot Notation: only works with strings. - print ministry.upper()

**concatenation:** print "Life " + "of " + "Brian" – prints without spaces

print "The value of pi is around " + str(3.14)

String Formatting with %:

**string\_1 = "Camelot"**

**string\_2 = "place"**

**print "Let's not go to %s. 'Tis a silly %s." % (string\_1, string\_2)**

comparators

booelan operators: and - or – not

sorrend: not and or

**if** is a conditional statement that executes some specified code after checking if its expression is True.

def, if, else után „:”!!

elif: „else if”

float: tört szám

command line: py –i – kiírja a python verziómat, belemegy a python-ba, mehet a kérdezz felelek

exit()-tel kilép

futtatás: belemegyek a megfelelő könyvtárba, és beírom, hogy py\_filenév

nem mindig pontos!!!

kapunk error-t ha vmit elbaszunk (pl.nullával osztás)

1e3 = 1000

nem lehet space-t rakni a számok közé

lehet zárójelezni

ha hiba van, csak az elsőért kiabál, mert ott leáll

változó: valami = 3

betűvel kell kezdődnie, nem lehet benne space, nagy és kisbetűt megkülönbözteti

van python styleguide

valami változó növekedjen 1-gyel: +=1 vagy lehet /= stb.

comment: # valami

jön a két egyenlőségjel, nagyon vigyázni kell, keveredhet a szimpla és a dupla

kasztolás: ha betűt számokká alakítunk pl. int(True)=1

type() – megmondja hogy milyen type

string: str – összeadás-összefűzés

kivonni nem lehet, stringhez számot adni nem lehet, a számot először stringgé kell alakítani

stringet be lehet szorozni számmal

benne van –e vmi: „a” in „nagyarpi” = True

len() – milyen hosszú

ki lehet szedni egyes betűket: funny\_word[5] – 6. betű

[2:4] – 2. és a 3.

[2:4:2] – 2. és 3. kettesével. ha a step negatív, visszafelé számol

lista: []

fruits = [„alma”, „korte”, „banon”]

fruits[2]=”banon”

van üres lista is

listát lehet concatenálni

szorzható, akkor ismétlődik az egész

itt is lehet „in” parancs

len: itt az elemek száma

össze is lehet hasonlítani őket

át is lehet írni a lista elemeit = jellel

törölni is lehet, ha vmelyik elem = []

**None**: semmit se tud, kiértékelődik és nem csinál semmit

pass: lefut, de nem csinál semmit

## data structures

*http://pymbook.readthedocs.io/en/latest/datastructure.html*

**lists**

append: beteszi a végére

insert: beteszi vhányadiknak - a.insert(0, 111) – beteszi a 111-et a 0. helyen

count: megszámolja az elemeket

remove: kiveszi

reverse

extend: beteszi elemenként a hozzáadott listát

stack LIFO – a.pop() kieszi az utolasót a. pop(i)-kiveszi az i-edik elemet

queue FIFO – a.pop(0)

List comprehensions: Each list comprehension consists of an expression followed by a for clause, then zero or more for or if clauses.

**>>>** a = [1, 2, 3]

**>>>** [x \*\* 2 **for** x **in** a]

[1, 4, 9]

tuples: olyan minta lista, csak sima zárójelek közé. de nem lehet módosítani. (véletlen változtatgatások ellen lehet jó)

sets: another type of data structure with no duplicate items . nincs duplikáció

set operations:

**>>>** a = set('abracadabra')

**>>>** b = set('alacazam')

**>>>** a *# unique letters in a*

{'a', 'r', 'b', 'c', 'd'}

**>>>** a - b *# letters in a but not in b*

{'r', 'd', 'b'}

**>>>** a | b *# letters in either a or b*

{'a', 'c', 'r', 'd', 'b', 'm', 'z', 'l'}

**>>>** a & b *# letters in both a and b*

{'a', 'c'}

**>>>** a ^ b *# letters in a or b but not both*

{'r', 'd', 'b', 'm', 'z', 'l'}

a.add(’p’)

dictionaries

add data: data['key'] = 'value'

If you want to loop through a dict use items() method.

**for** x, y **in** data.items():

**...**  **print**("*%s* uses *%s*" % (x, y))

refaktorolás: rövidítjük a kódot, de uazt csinálja. minden mentés után érdemes – utána teszt futtatás

while: addíg amíg

for: ahányszor megadjuk annyiszor fut

break: kiugrik

continue: léptetés után célszerű használni, különben inf loop lesz. szóval kimegy az elejére az a lényeg

## functions:

def x():

call it: type name

variable a zárójelben

storing: return

adunk egy változót, és azt printeljük

default values: fv(x=”y”), ha nincs input ezt adja ki

variable scope: ha a variable benne van a fv-ben, csak az fér hozzá

keyword arguments: sorban veszi az inputokat. ha kevesebb van vagy más sorrendet akarunk. az x-szel együtt adjuk meg

flexible number of variables in a function: (\* args)

unpacking args: \*lista neve

dictionary: x = {„key”:”value”, „key”:”value”, stb.}

print x(item)

vagy for k, v in x.items():

print (k+v)

def test(expected, actual):

if expected == actual:

print(„check”)

else:

print(„jaj”)

## classes & objects:

class Capital:

indented dolgok a részei lesznek

self: self.variable – how you access variables

to access a class: object = class

object.def()

init: def\_\_init\_\_(self): ezt mindig behozza ha a class-ből behívsz vmi programot

class vs instance variable: mindegyiknél ugyanaz vs mindegyiknél egyedi

inheritance: class X(y) inherits from y

overwrite: child can overwrite inherited function

**Object Orientation**

Python is an object-oriented language – methods: operations that can be done on some particular type of object

pl. strings-nek az upper

syntax: object.method( ) v. object.method(parameters)

**>>>** tale = 'This is the best of times.'

**>>>** tale.count('i')

the dot between the object and the method name is an operator

***codeacademy:***

class is just a way of organizing and producing objects with similar attributes and methods

method: function of objects

**dictionary**: vminek a jellemzőit tárolja

kulcs-érték párok, kulccsal lehet keresni az értékeket

máshol map-nek hívják

nemcsak a key beírásával szedhetünk ki értéket, hanem változóval is (aminek az értéke a key), így pl.

for-ral ki lehet venni az összeset

variables: global, member, instance

variable scope: melyik fv-ben látjuk az adott változót. van globális, mindenhol látszik. csak kívülről befelé megy, bentről kifelé nem

global scope > function scope

bent felül lehet írni, de attól kint még változatlan marad

globálist kb sose használunk

inheritance: class DerivedClass(BaseClass):

ha felülírtam, de az eredeti kell: super!

attribute: variable a class-ben

objektum: az osztályon belül egy tag. pl. kutya osztályon belül gömbi egy objektum

konstruktor: meghívódik, 1. paraméter

## modules

modules: files with Python definitions and statements

\_\_name\_\_ variable (global)

**import** (filenév)

benne lévő függvények elérése: **filenév.fv-név(arg)**

lehet direktben importálni fv-eket is: from bars import simplebar, starbar

submodules

A directory with a \_\_init\_\_.py can also be used as a module and all .py files inside it become submodules.

You can create an empty \_\_init\_\_.py using touch command.

$ touch mymodule/\_\_init\_\_.py

If *\_\_init\_\_.py* file contains a list called *\_\_all\_\_*, then only the names listed there will be public. So if the mymodule’s *\_\_init\_\_.py* file contains the following

**from** mymodule.bars import simplebar

\_\_all\_\_ = [simplebar, ]

Then from mymodule only simplebar will be available.

Default modules:

in python 3.5: To get a list of available modules, keywords, symbols, or topics, type "modules", "keywords", "symbols", or "topics".

help> modules

Module **os**: provides operating system dependent functionality

etuid() function returns the current process’s effective user’s id.

uname() returns different information identifying the operating system (sysname, nodename, release, version, machine)

*getcwd()\*returns the current working directory. \*chdir(path)* changes the current working directory to path.

Requests Module: helps you to do HTTP GET or POST calls

You can use the get method to fetch any website:

>>> import requests

>>> req = requests.get('http://google.com')

>>> req.status\_code  
a command which can download a given file :

**import** **os**

**import** **os.path**

**import** **requests**

**def** download(url):

*'''Download the given url and saves it to the current directory.*

*:arg url: URL of the file to be downloaded.*

*'''*

req = requests.get(url)

*# First let us check non existing files.*

**if** req.status\_code == 404:

**print**('No such file found at *%s*' % url)

**return**

filename = url.split('/')[-1]

**with** open(filename, 'wb') **as** fobj:

fobj.write(req.content)

**print**("Download over.")

**if** \_\_name\_\_ == '\_\_main\_\_':

url = input('Enter a URL:')

download(url)

(when the module name is \_\_main\_\_, then only ask for a user input and then download the given URL.)

## file handlilng

we divide files in two categories, text file and binary file

File opening: open() - It requires two arguments, first the file path or file name, second which mode it should open. Modes:

“r” -> open read only, you can read the file but can not edit / delete anything inside

“w” -> open with write power, means if the file exists then delete all content and open it to write

“a” -> open in append mode

After opening a file one should always close the opened file. We use method close() for this.

To read the whole file at once use the read()

readline() can help you to read one line each time from the file.

You can loop through the lines:

for x in f:

print(x, end=' ')

Writing in a file: write()

copyfile.py: copy a given text file to another file

sys module: contains all command line parameters

enumerate(iterableobject): returns the index number and the value from the iterable object

Count spaces, tabs and new lines

with statement: will take care of closing the file

**videó: How to read & write:**

fw = open(’sample.txt’, ’w’)

fw.write(’kjkj’)

fw.close()

\n – new line

fr = open(’sample.txt’, ’r’)

**Regex**: python-ban „import re” – pl. email cím formátuma megfeleő –e egy formban, vagy telszám

**rstrip** – leszedi a new line-t a sor végéről

## tkinter

**GUI with Tkinter**

rfom tkinter import \*

root (*vagy bármilyen változó*) = Tk # creates blank window

theLabel = Label(root, „text vmi”)

theLabel.pack() – elhelyezés

mainloop – x ideig ott lesz

**Shapes and Graphics**

canvas = Canvas(root, width = x, height = y)

canvas.pack()

alapból minden fekete

blackLine = canvas.create\_line(x-starting point, y-starting point, x-ending, y-ending, fill = z)

**canvas.delete(blackLine) v. (ALL)**

tehát:

w = Canvas ( master, option=value, ... )

|  |  |
| --- | --- |
| **Option** | **Description** |
| bd | Border width in pixels. Default is 2. |
| bg | Normal background color. |
| confine | If true (the default), the canvas cannot be scrolled outside of the scrollregion. |
| cursor | Cursor used in the canvas like *arrow, circle, dot etc.* |
| height | Size of the canvas in the Y dimension. |
| highlightcolor | Color shown in the focus highlight. |
| relief | Relief specifies the type of the border. Some of the values are SUNKEN, RAISED, GROOVE, and RIDGE. |
| scrollregion | A tuple (w, n, e, s) that defines over how large an area the canvas can be scrolled, where w is the left side, n the top, e the right side, and s the bottom. |
| width | Size of the canvas in the X dimension. |
| xscrollincrement | If you set this option to some positive dimension, the canvas can be positioned only on multiples of that distance, and the value will be used for scrolling by scrolling units, such as when the user clicks on the arrows at the ends of a scrollbar. |
| xscrollcommand | If the canvas is scrollable, this attribute should be the .set() method of the horizontal scrollbar. |
| yscrollincrement | Works like xscrollincrement, but governs vertical movement. |
| yscrollcommand | If the canvas is scrollable, this attribute should be the .set() method of the vertical scrollbar. |

standard items:

**arc .** Creates an arc item, which can be a chord, a pieslice or a simple arc.

coord = 10, 50, 240, 210

arc = canvas.create\_arc(coord, start=0, extent=150, fill="blue")

**image .** Creates an image item, which can be an instance of either the BitmapImage or the PhotoImage classes.

filename = PhotoImage(file = "sunshine.gif")

image = canvas.create\_image(50, 50, anchor=NE, image=filename)

**line .** Creates a line item.

line = canvas.create\_line(x0, y0, x1, y1, ..., xn, yn, options)

**oval .** Creates a circle or an ellipse at the given coordinates. It takes two pairs of coordinates; the top left and bottom right corners of the bounding rectangle for the oval.

oval = canvas.create\_oval(x0, y0, x1, y1, options)

**polygon .**Creates a polygon item that must have at least three vertices.

oval = canvas.create\_polygon(x0, y0, x1, y1,...xn, yn, options)

cheatsheet: <http://www.python-course.eu/tkinter_canvas.php>

## recursion

**Factorial**

number = eval(input(„gimme a number”))

for i in range(number):

number = number \* (1 + i)

recursive: referring to itself

def factorial(number):

if number <= 1:

return 1

else:

return number \* factorial(number - 1)

**fibonacci:**

if n < 2 return n

else: return fib(n-1) + fib(n-2)

**fractal:**

koch snowflake: 3 \* 4n sides

infinite perimeter, finite area

fractal antenna can pick up more signals & take up less space

menger sponge – 3d

**Factorial with loop**

def factorial\_iterative(number):

product = 1

for i in range(number):

product \*= i+1

return product

print('5! is', factorial\_iterative(5))

**Factorial with recursion**

def factorial(number):

if number <= 1: #base case

return 1

else:

return number \* factorial(number-1)

print('5! is', factorial(5))

fraktál: többször is meghívhatja magát

segédfüggvényt írt, utána már csak azt hívta meg a fraktálosban

canvas.create\_polygon(x0, y0, x1, y1, ...., fill=’green’, outline=’black’

## unit testing

Unit testing, specifically tests a single "unit" of code **in isolation**. A unit could be an entire module, a single class or function, or almost anything in between

we may write test code in a file named test\_primes.py

**import** **unittest**

**from** **primes** **import** is\_prime

**class** **PrimesTestCase**(unittest.TestCase):

*"""Tests for `primes.py`."""*

**def** test\_is\_five\_prime(self):

*"""Is five successfully determined to be prime?"""*

self.assertTrue(is\_prime(5))

**if** \_\_name\_\_ == '\_\_main\_\_':

unittest.main()

if it was successful, a "." would have been printed

helpful when refactoring code

Good testing requires modular, decoupled code

A unit test consists of one or more assertions (statements that assert that some property of the code being tested is true).

**self.assertTrue** asserts that the argument passed to it evaluates to True

method names should explicitly tell what is being asserted by the test

Each test should test a single, specific property of the code

"OK" is only reported when no tests actually ran!

changing the line in is\_prime to for element in range(2, number):

Edge Case: unusual or unexpected input

the Python unittest framework does not print out the expected and actual values

Third-Party Test Frameworks: py.test and nose

...

unittest módszerek pl.: assertTrue, assertEqual, assertRaises

„.” test ran successful

F – failure

**general rules of testing**

Each test unit must be fully independent. **setUp()** and **tearDown()** methods.

make tests that run fast

Always run the full test suite before a coding session, and run it again after. This will give you more confidence that you did not break anything in the rest of the code.

implement a hook that runs all tests before pushing code to a shared repository.

The first step when you are debugging your code is to write a new test pinpointing the bug.

**unittest:**

**import** unittest

**def** fun**(**x**):**

**return** x + 1

**class** MyTest**(**unittest.TestCase**):**

**def** test**(**self**):**

self.assertEqual**(**fun**(**3**),** 4**)**

doctest:

searches for pieces of text that look like interactive Python sessions in docstrings, and then executes those sessions to verify that they work

**def** square**(**x**):**

*"""Return the square of x.*

*>>> square(2)- 4*

*>>> square(-2) - 4 """*

**return** x \* x

**if** \_\_name\_\_ == '\_\_main\_\_'**:**

**import** doctest

doctest.testmod**()**

**Tools**

py.test, mock, nose, unitest2, tox

...

**Test-driven development (TDD)**

The process can be defined as such:

Write a failing unit test

Make the unit test pass

Refactor

Agile develeopment-tel összeillik

először megírjuk a teszteket, aztán a fejlesztést

The main methods that we make use of in unit testing for Python are:

* assert: base assert allowing you to write your own assertions
* assertEqual(a, b): check a and b are equal
* assertNotEqual(a, b): check a and b are not equal
* assertIn(a, b): check that a is in the item b
* assertNotIn(a, b): check that a is not in the item b
* assertFalse(a): check that the value of a is False
* assertTrue(a): check the value of a is True
* assertIsInstance(a, TYPE): check that a is of type "TYPE"
* assertRaises(ERROR, a, args): check that when a is called with args that it raises ERROR

**Nose**

## exceptions

not a syntax error, a value error

példa:

while True:

try:

kód

except ValueError:

print(„vmi”)

vagy ZeroDivisionError

vagy simán except: - de akkor eltakarhat problémákat

finally:

execute no matter what

...

Any error which happens during the execution of the code is an exception.

NameError: someone tries to access a variable which is not defined

TypeError: incompatible data types

try:

statements to be inside try clause

statement2

statement3

...

except ExceptionName:

statements to evaluated in case of ExceptionName happens

One can raise an exception using *raise* statement.

If we want to have some statements which must be executed under all circumstances, we can use finally clause, it will be always executed before finishing try statements.

nem feltétlenül error-ra használjuk az exception-t.

raise: pl. eltalának egy számot, és vége a programnak

try-on kívüli exception. leáll a program!

if number == 2

raise ValueError(’ketto’)

print(ize)

**JSON**: javascriptr object notation, xml kiváltására

strukturális alappillérek a nyelvekben: dictionary, list

nehezebb különleges adatok tárolása

de gyorsabb

## command line arguments

getopt module

sys module provides access to any command-line arguments via the sys.argv:

* sys.argv is the list of command-line arguments.
* len(sys.argv) is the number of command-line arguments.

getopt.getopt method: parses command line options and parameter list

## csv

1. plain text
2. 1 rekord egy soron
3. vesszővel, pontosvesszővel van elválasztva
4. every record has the same sequence

SAP mondjuk ezt adja át vmi másik rendszernek

meg lehet jeleníteni táblázatos formában is

python: import.csv

for ciklussal végigmegy soronként

<https://docs.python.org/2/library/csv.html#writer-objects>

<http://www.tutorialspoint.com/python/python_command_line_arguments.htm>

python cuccok még: map, lambda, filter, list comprehension

# Javascript

## basics

<body> -ban egy <script>

benne: alert(„valami”);

small script esetén body aljára kell tenni, különben nem írja ki a többit

vagy elmentjük egy js-file-ba és lehivatkozzuk a html-ben: <script src=”vmi.js”></script>

Google Chrome Developer Tools: console lap

case sensitive

always end statements with’;’

whitespace not sensitive

comments: /\* \*/ vagy // (one-line)

fentről lefelé megy

## variables:

to store information

nem kezdődhet számmal

var myVariable = 40 vagy „sdfsd2”, stb.

5 + „hello” = „5hello”

nem lehet szorozni egy string-et

NaN = not a number

++: egy shorthand

document.write(változó) kiírja az oldalra

console.log(változó) kiírja a konzolra

boolean: kisbetűvel

**if statements:**

if + feltétel + {

vmi;

}

else {

}

else if { }

**comparison operators:**

=== : value and type ellenőrzése

negation: ’!’

**logical operators:**

&& : and

|| : or

**while**: a teendő után variable++ h ne legyen infinite loop

**for**: for (age = 5; age < 10; age++) { }

break – kijön a loop-ból

continue – erre a körre nem csinálja meg az utasítást

Math object: pl. Math.round(7.8) v. floor(lefelé kerekít), ceil felfelé, van még max

**NaN** – not a number

if(isNaN(a)) – ha ’a’ nem egy szám

**strings:**

„ ’ probléma megoldható \ – vel

myString.length

.toUpperCase() .toLowerCase, .indexOf(„vmi”) – hányadik helyen van a vmi – ha nincs benne akkor -1 az eredmény

**slice & split:**

str.slice(x, y) – x.-től y.- betűig

tags.split(„,”)

**arrays**

myArray = [x, y, z]

vagy = new Array(5) (5 slots)

van hozzá .length, .sort, .reverse

**Objects**

creating

var myArray = new Array (); belerak 2 elemet

majd

var myCar = new Object();

myCar.maxSpeed = 50; stb.

myCar.drive = function() { vmi }

meghívás

myCar.drive()

shorthand:

var myCar2 = {maxSpeed = 70, drive: function() { vmi}}

**THIS**

ha beírom a fv-be, pl. hogy test: function() { console.log(this); }

aztán meghívbom – myCar2.test() – kiírja az object mutatóit

it’s a timesaver

utána rakhatunk mást pl. ’console.log(this.driver)’

**Constructor functions:**

creates an object

var myArray = new Array();

így megy:

var Car = function(maxSpeed, stb); {

this.maxSpeed = maxSpeed;

stb

}

aztán lehet vele új objecteket csinálni::

var myCar = new Car(50; „ninja”);

és egy csomó myCar

**Date object**

var myDate = new Date();

.getFullYear, .getDay, stb

.getTime – milliseconds since 1970/1/1

## DOM

document object model

ineract with html

every html element is an object

Node: everything we can change in a document (elements, text, attributes)

**Traversing the DOM**

reach a node, and then traverse from there

document.getElementsByClassName(„content”)

kiszedi a „content” class nevű elemeket

elmentjük egy változóba (pl. myContentDivs)

ezekből a h2-t:

var myH2 = myContentDivs[1].getElement**s**ByTagline(„h2”);

get elements by ID: .getElementById(„vmi”)

**Changing Page Contents**

.innerHTML – kiadja az egész html-t az adott tag-ben vagy bármiben (formátummal együtt)

lehet cserélni vele html-tageket is

vagy

.textContent

megváltoztatás: „= vmi más”

**Changing Attributes**

.getAttribute(„vmi pl. class”)

.setAttribute(„vmi pl. class”, „mire módosítsa”) – módosítja

.className – kihozza a class nevet

**changing styles**

title.setAttribute(„style”, „position: relative;”);

vagy „left: 10px;”

aztán

title.style.left = 20px; vagy top, color, backgroundColor, stb

**adding elements to DOM**

create in JS, push it into HTML

var newLi = document.createElement(„li”)

var newA = document.createElement(„a”)

kiválasztunk egy ul-t:

var menu = document.GetElementById(„vmi”).getElementsByTagName(„ul”)[0];

aztán:

menu.appendChild(newLi);

newLi.appendChild(newA);

newA.innerHTML = „Blog”; - beírja h blog

vagy

menu.insertBefore(newLi, menu.getElementsByTagName(„li”)[0]); -2. tag h mi elé rakja

**Removing Elements**

kiválasztunk vmit, egy parentet meg egy child-ot

aztán: parent.removeChild(child);

változóba is rakható:

var removed = parent.removeChild(child);

visszatehető:

parent.appendChild(removed)

**Events:**

kiválasztjuk a title-t

title.onclick (vagy on-akármi)= function () {

alert(„valami”);

};

**Onclick event**

van egy show more-gomb

kiválasztjuk content-et és button-t a html-ből

if-fel írjuk (vagy nyitva van, vagy csukva)

button.onclick = function () {

if(content.className == „open”) {

content.className = „”; *// összecsukja*

button.innerHTML = „Show more”;

} else {

content.className = „open”; *// kinyitja*

button.innerHTML = „Show less”;

};

};

**Window onload event**

html-ben a hivatkozást tartalmazó script a végén van

ehelyett lehet:

window.onload = function() {}; és mindent berak ebbe a function-be

vagy:

úgy kezdi a js-t, hogy function setUpEvents() {

ebbe rak mindent

és aztán

window.onload = function() {

setUpEvents(); };

**Timers**

meghatározott idő után történik vmi

kiválasztunk egy message-t

function showMessage () {

myMessage.className = „show”;

}

setTimeout(showmessage, 3000); *//milliseconds-ben , egyszer jelenik meg*

többször:

setInterval(changeColour, 3000);

clearInterval(változó neve, amibe elmentettük a setInterval-t) – vége

JavaScript can manipulate the DOM

The Document Object Model (DOM) is a programming interface for HTML and XML documents.

DOM provides a representation of the document as a structured group of nodes and objects that have properties and methods.

**Important Data Types**

document, element, nodeList, attribute, namedNodeMap

**DOM interfaces**

The following is a brief list of common APIs in web and XML page scripting using the DOM.

* [document.getElementById](https://developer.mozilla.org/en-US/docs/DOM/document.getElementById)(id)
* document.[getElementsByTagName](https://developer.mozilla.org/en-US/docs/Web/API/Element.getElementsByTagName)(name)
* [document.createElement](https://developer.mozilla.org/en-US/docs/DOM/document.createElement)(name)
* parentNode.[appendChild](https://developer.mozilla.org/en-US/docs/DOM/Node.appendChild)(node)
* element.[innerHTML](https://developer.mozilla.org/en-US/docs/DOM/element.innerHTML)
* element.[style](https://developer.mozilla.org/en-US/docs/DOM/element.style).left
* element.[setAttribute](https://developer.mozilla.org/en-US/docs/DOM/element.setAttribute)
* element.[getAttribute](https://developer.mozilla.org/en-US/docs/DOM/element.getAttribute)
* element.[addEventListener](https://developer.mozilla.org/en-US/docs/DOM/element.addEventListener)
* [window.content](https://developer.mozilla.org/en-US/docs/DOM/window.content)
* [window.onload](https://developer.mozilla.org/en-US/docs/DOM/window.onload)
* [window.dump](https://developer.mozilla.org/en-US/docs/DOM/window.dump)
* [window.scrollTo](https://developer.mozilla.org/en-US/docs/DOM/window.scrollTo)

Although the DOM is often accessed using JavaScript, it is not a part of the JavaScript language. It can also be accessed by other languages.

querySelector (p ’cica’)– első cicát adja vissza

querySelectorAll – összes cicát

jobb mint a tagname-es Anikó szerint

classList.add(„cica”)

remove vmi

toggle vmi

események: van ugye onload, meg onclick

de most már van olyan, hogy addEventListener(’click’, meghívandó függvény neve) – *ha lehet ne itt hozzuk létre a fv-t*

## Forms

neve MyForm a html-ben

js:

var myForm = document.forms.myForm;

kicsit még variálja a kinézetet:

myForm.name.onfocus = function ()(

myForm.name.style.border = „4px solid pink”;

};

.onblur is van – ellentéte az onfocusnak

.onsubmit

**Form validation**

myForm.onsubmit = function() {

if myForm.name.value == „”){

message.innerHTML = „please enter sg”;

return false;

} else {

message.innerHTML = „”;

return true;

}

## Libraries

jquery

$ - jellel indul

var myPara = document.getElementById(„content”).getElementByTagName(„p”)[5];

ugyanaz mint

var myPara = $(„#content p:last-child”);

**what next?**

Libraries: jquery, MooTools, Modernizr

ajax – communication w server w/o leaving the web page

json

## functions:

function getAverage (a, b) {

var average = (a+b)/2;

console.log(average);

}

hívása: getAverage(x, y);

**variable scope:**

local: egy function-ben van

numbers are blue on console, strings are black

típus meghatározása: typeof (vmi)

**Function Expressions**

var SayBye = function(){ *an anonymous function*

console.log(’bye’);

};

*meghívjuk*

sayBye();

most egy fv-t berakunk egy másik fv-be (?)

function callFunction(fun){

fun();

}

*aztán meghívjuk*

callFunction(sayBye);

**Functions: declarations and expressions**

**basic**

|  |  |
| --- | --- |
| 1 | function sayHi(name) { |

|  |  |
| --- | --- |
| 2 | alert("Hi, "+name) |

|  |  |
| --- | --- |
| 3 | } |

|  |  |
| --- | --- |
| 4 |  |

|  |  |
| --- | --- |
| 5 | sayHi('John') |

**return**

|  |  |
| --- | --- |
| 1 | function sum(a, b) { |

|  |  |
| --- | --- |
| 2 | **return a+b** |

|  |  |
| --- | --- |
| 3 | } |

|  |  |
| --- | --- |
| 4 |  |

|  |  |
| --- | --- |
| 5 | var result = sum(2,5) |

|  |  |
| --- | --- |
| 6 | alert(result) |

An empty return gives undefined

**Local variables**

|  |  |
| --- | --- |
| 1 | function sum(a, b) { |

|  |  |
| --- | --- |
| 2 | var sum = a + b |

|  |  |
| --- | --- |
| 3 |  |

|  |  |
| --- | --- |
| 4 | return sum |

|  |  |
| --- | --- |
| 5 | } |

**Function Declaration**

can be called both after and before the definition

|  |  |
| --- | --- |
| 1 | function sayHi(name) { |

|  |  |
| --- | --- |
| 2 | alert("Hi, "+name) |

|  |  |
| --- | --- |
| 3 | } |

|  |  |
| --- | --- |
| 4 |  |

|  |  |
| --- | --- |
| 5 | sayHi("John") |

**Function Expression**

|  |  |
| --- | --- |
| 1 | var f = function(name) { |

|  |  |
| --- | --- |
| 2 | alert("Hi, " + name + "!"); |

|  |  |
| --- | --- |
| 3 | } |

can be used only after they are executed.

***Use declarations, please***

Function is a value

One function can accept another function as an argument.

**Running at place**

It is possible to create and run a function created with Function Expression at once

when we want to do the job involving local variables. We don’t want our local variables to become global, so wrap the code into a function.

Why function is in brackets? That’s because JavaScript only allows Function Expressions to be called in-place.

**Named function expressions (NFE)**

A function expression may have a name:

var f = function sayHi(name) {

alert("Hi, "+name)

}

NFEs exist to allow recursive calls from anonymous functions:

setTimeout(function factorial(n) {

return n == 1 ? n : n\*factorial(n-1)

}, 100)

**Function naming**

A function is an action. So it’s name should be a verb

## Modules & require

csinálunk egy fv-t

egy másik file-ban behívjuk:

require(’./filenév’)

de még az eredeti file-ban oda kell írni, hogy:

module.exports = fv neve;

## Array

create: var fruits = ["Apple", "Banana"];

index: var first = fruits[0];

loop over:

fruits.forEach(function (item, index, array) {

console.log(item, index);

});

Add to the end: var newLength = fruits.push("Orange");

Remove from the end: var last = fruits.pop();

Remove from front: var first = fruits.shift();

Add to the front: var newLength = fruits.unshift("Strawberry")

Find the index of an item: var pos = fruits.indexOf("Banana");

Remove an item by Index Position: var removedItem = fruits.splice(pos, 1);

Copy an Array: var shallowCopy = fruits.slice(); 2 szám közti részt kiveszi

**Accessing array elements**

console.log(arr[0]); // logs 'this is the first element'

**concat**

var new\_array = old\_array.concat(value1[, value2[, ...[, valueN]]])

Elements of the original arrays are copied into the new array

var alpha = ['a', 'b', 'c'],

numeric = [1, 2, 3];

var alphaNumeric = alpha.concat(numeric);

console.log(alphaNumeric); // Result: ['a', 'b', 'c', 1, 2, 3]

több array esetén:

var nums = num1.concat(num2, num3);

**Filter:**

creates a new array with all elements that pass the test implemented by the provided function.

var arr = [

{"name":"apple", "count": 2},

{"name":"orange", "count": 5},

{"name":"pear", "count": 3},

{"name":"orange", "count": 16},

];

var newArr = arr.filter(function(item){

return item.name === "orange";

});

**forEach:**

executes a provided function once per array element

arr.forEach(function(item,index){

console.log(item);

});

**Map():**

creates a new array with the results of calling a provided function on every element in this array.

var oldArr = [{first\_name:"Colin",last\_name:"Toh"},{first\_name:"Addy",last\_name:"Osmani"},{first\_name:"Yehuda",last\_name:"Katz"}];

function getNewArr(){

return oldArr.map(function(item,index){

item.full\_name = [item.first\_name,item.last\_name].join(" ");

return item;

});

Parse and return a array of objects that contains a additional new property, full\_name

**reduce:**

applies a function against an accumulator and each value of the array (from left-to-right) has to reduce it to a single value

pl. Parse the array and return an object that contains the number of times each string occured in the array:

var arr = ["apple","orange","apple","orange","pear","orange"];

function getWordCnt(){

return arr.reduce(function(prev,next){

prev[next] = (prev[next] + 1) || 1;

return prev;

},{});

accumulator: olyan mint a counter, de nem csak 1-gyel nőhet

function accumulate(arr) – a listában lévő elemekkel növeli a vmi-t

paraméterek: callback item, initial value

**every()**

tests whether all elements in the array pass the test implemented by the provided function.

*arr*.every(*callback*[, *thisArg*])

**callback**

Function to test for each element, taking three arguments:

**currentValue (required)**

The current element being processed in the array.

**index (optional)**

The index of the current element being processed in the array.

**array (optional)**

The array every was called upon.

**thisArg**

Optional. Value to use as this when executing callback.

executes the provided callback function once for each element present in the array until it finds one where callback returns a falsy value

function isBigEnough(element, index, array) {

return element >= 10;

}

[12, 5, 8, 130, 44].every(isBigEnough); // false

[12, 54, 18, 130, 44].every(isBigEnough); // true

**Some**

tests whether some element in the array passes the test implemented by the provided function.

*arr*.some(*callback*[, *thisArg*])

**Parameters**

**callback**

Function to test for each element, taking three arguments:

**currentValue**

The current element being processed in the array.

**index**

The index of the current element being processed in the array.

**array**

The array some() was called upon.

**thisArg**

Optional. Value to use as this when executing callback.

returns true if the callback function returns a truthy value for any array element; otherwise, false.

function isBiggerThan10(element, index, array) {

return element > 10;

}

[2, 5, 8, 1, 4].some(isBiggerThan10); // false

[12, 5, 8, 1, 4].some(isBiggerThan10); // true

var fruits = ['apple', 'banana', 'mango', 'guava'];

function checkAvailability(arr, val) {

return arr.some(function(arrVal) {

return val === arrVal;

});

}

checkAvailability(fruits, 'kela'); //false

checkAvailability(fruits, 'banana'); //true

## Switch

evaluates an expression, matching the expression's value to a case clause, and executes statements associated with that case

first evaluates its expression. It then looks for the first case clause whose expression evaluates to the same value as the result of the input expression (using strict comparison, ===) and transfers control to that clause, executing the associated statements.

In the following example, if expr evaluates to "Bananas", the program matches the value with case "Bananas" and executes the associated statement. When break is encountered, the program breaks out of switch and executes the statement following switch. If break were omitted, the statement for case "Cherries" would also be executed.

switch (expr) {

case "Oranges":

console.log("Oranges are $0.59 a pound.");

break;

case "Apples":

console.log("Apples are $0.32 a pound.");

break;

case "Bananas":

console.log("Bananas are $0.48 a pound.");

break;

case "Cherries":

console.log("Cherries are $3.00 a pound.");

break;

case "Mangoes":

case "Papayas":

console.log("Mangoes and papayas are $2.79 a pound.");

break;

default:

console.log("Sorry, we are out of " + expr + ".");

}

console.log("Is there anything else you'd like?");

## Objects

objectName.propertyName

var myCar = new Object();

myCar.make = "Ford";

myCar.model = "Mustang";

myCar.year = 1969;

**Enumerating all properties**

* [for...in](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/for...in) loops  
  This method traverses all enumerable properties of an object and its prototype chain
* [Object.keys(o)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/keys)  
  This method returns an array with all the own (not in the prototype chain) enumerable properties' names ("keys") of an object o.
* [Object.getOwnPropertyNames(o)](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object/getOwnPropertyNames)  
  This method returns an array containing all own properties' names (enumerable or not) of an object o.

**Creating new objects**

object initializers

var obj = { property\_1: value\_1, // property\_# may be an identifier...

2: value\_2, // or a number...

// ...,

"property n": value\_n }; // or a string

The following statement creates an object and assigns it to the variable x if and only if the expressioncond is true:

if (cond) var x = {greeting: "hi there"};

**Using a constructor function**

Create an instance of the object with new.

function Car(make, model, year) {

this.make = make;

this.model = model;

this.year = year;

}

var mycar = new Car("Eagle", "Talon TSi", 1993);

An object can have a property that is itself another object.

var rand = new Person("Rand McKinnon", 33, "M");

var car1 = new Car("Eagle", "Talon TSi", 1993, rand);

**Object.create method**

var animal1 = Object.create(Animal);

**Indexing object properties**

You can refer to a property of an object either by its property name or by its ordinal index

**Defining properties for an object type**

You can add a property to a previously defined object type by using the prototype property. This defines a property that is shared by all objects of the specified type

Car.prototype.color = null;

car1.color = "black";

**Defining methods**

a property of an object that is a function

they have to be assigned as the property of an object

objectName.methodname = function\_name;

var myObj = {

myMethod: function(params) {

// ...do something

}

};

You can then call the method in the context of the object as follows:

object.methodname(params);

You can make this function a method of car by adding the statement

this.displayCar = displayCar;

So, the full definition of car would now look like

function Car(make, model, year, owner) {

this.make = make;

this.model = model;

this.year = year;

this.owner = owner;

this.displayCar = displayCar;

}

**this**

suppose you have a function called validate that validates an object's value property, given the object and the high and low values:

function validate(obj, lowval, hival) {

if ((obj.value < lowval) || (obj.value > hival)) {

alert("Invalid Value!");

}

}

Then, you could call validate in each form element's onchange event handler, using this to pass it the element, as in the following example:

<input type="text" name="age" size="3"

onChange="validate(this, 18, 99)">

**egyéb**

simán a fv magában = egy változó, amiben benne van a fv

hozzárendelhetem máshoz

function runFunction(function, a, b) {

console.log(fun(a, b));

}

runFunction(substract, 4, 8) – ki fogja vonni

behelyettesítődik a substract a fun helyére

névtelen fv-t is be lehet tenni egy változóba

runFunction(function(a, b) {

return a/b;

}, 4, 8);

a paraméterek közé beírtuk a fv-t, és egyből le is futtatta

forEach is ugyanez

map: visszatér egy új listával

filter: true-nél beteszi, false-nál nem

foreach első 2 paramétere: mi az elem és hogy hányadik

rövidítve a map: [1, 2, 3].map(e => e \* 2)

**object példa:**

var car = {

km: 120000

ride: function(km)

this.km += km;

}

}

car.ride(120) – akkor a km 120120 lesz

**konstruktor példa:**

function Car(km) {

this.km = km

this.ride = function(km) {

this.km += km

}

}

*//nincs benne return*

## Prototypes

**\*food\* is the prototype of \*waffles\* and \*carrots\*.**

const food = {

init: function (type) {

this.type = type

},

eat: function () {

console.log(’you ate the ’ + this.type)

}

}

const waffle = Object.create(food)

waffle.init(’waffle’)

**ellenőrzése:**

food.isPrototypeOf(waffle)

**prototype**

egy új cucc mindig tárolja, h ő minek a prototípusa

konstruktorral együtt használjuk

ha nem talál meg vmit saját magán, akkor megkeresi a prototype-jában

egy konstruktorhoz egy prototype van

**Date**

new Date();

new Date(*value*);

new Date(*dateString*);

new Date(*year*, *month*[, *day*[, *hour*[, *minutes*[, *seconds*[, *milliseconds*]]]]]);

Integer value representing the number of milliseconds since 1 January 1970 00:00:00 UTC

## Higher-order functions

functions are values

composition is possible – fv-ek egymásba rakása

**filter**

pl. a **filter**-nek egy argumentje van – egy másik fv

var dogs = animals.filter(function(animal) {

return animal.species === ’dog’

})

a benti cucc a callback function

ha kivesszük az isDog-ot egy külön fv-be, akkor meg csak simán:

var dogs = animals.filter(isDog)

otherAnimals = animals.reject(isDog)

**reject**

filter inverze a **reject** függvény

**map**

van egy lista

animals. mindegyiknek van name-je és species-e

var names = animals.map(function(animal) {

return animal.name + ’ is a ’ + animal.species

})

itt a callback nem egy true/false dolog, hanem hogy hogyan módosítsa az elemeket

arrow functions-szel: var names = animals.map( (x) => x.name)

**find**

ez is egy list transformation eszköz

**reduce**

ez egy szuper list transformation eszköz

egy functiont és egy starting értéket vesz

van egy lista amountokkal, össze akarjuk adni az amount-ot

var totalAmount = orders.reduce (function(sum, order) {

return sum + order.amount

}, 0)

az utolsó 0 a kiinduló érték (lehet szám vagy üres object). sum mindig nő az amount-tal

*advanced:*

van egy lista, 2 személy, van nekik 3-3 fegyverük, azoknak 3 tulajdonságuk

vmi file-t megnyit (data.txt)

import fs from ’fs’

var output = fs.readFileSync(’data.txt’, ’utf8’)

.trim()

.split(’ \n’)

.map(line => line.split(’\t’))

.reduce( (customers, line) => {}, )

customers[line[0]] = customers[line[0]] || []

customers[line[0]].push({

name: line[1],

price: line[2],

quantity: line[3]

})

return customers

}, {})

## THIS

**Object.prototype**

All objects in JavaScript are descended from [Object](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object); all objects inherit methods and properties fromObject.prototype,

|  |
| --- |
| function go(a,b) { |

|  |  |
| --- | --- |
| 2 | alert("a="+a+", b="+b) |

|  |  |
| --- | --- |
| 3 | } |

|  |  |
| --- | --- |
| 4 |  |

|  |  |
| --- | --- |
| 5 | go(1)     // a=1, b=undefined |

|  |  |
| --- | --- |
| 6 | go(1,2)   // a=1, b=2 |

|  |  |
| --- | --- |
| 7 | go(1,2,3) // a=1, b=2, extra argument is not listed |

ha var-t lát bárhol, akkor hoist-olja, nem lesz error, viszont fölötte nem kap értéket, csak tudja h van ilyen

let-nél viszont erroros lesz

**let**: 2 dologra jó -> hogy block scope (nem csak fv, hanem for is, meg ilyenek) és nem hoistol!

**const**: utána már nem módosítsható az értéke

&& és || operátorok:

||-gyal adhatunk default értéket egy fv-nek, pl.

function printName(n) { console.log(n ||’nobody’)}

## Unittest

### Tape

var tape = require(’tape’);

falsy / truthy

<https://developer.mozilla.org/en-US/docs/Glossary/Truthy>

<https://developer.mozilla.org/en-US/docs/Glossary/Falsy>

reduce: más típusú dolgot csinál belőle, leredukálja

sum és az every is ilyen

reduce-példa:

var numbers = [4, 5, 2, 15, 9];

var sum = numbers.reduce(function(acc, e, i, arr) {

return acc + e

});

első körben az acc = 4, a 2. körben 9, stb, az utolsó értékét az acc-nak adja vissza a fv

### mocking

dependence injection pattern

van egy meal.js

hogyan teszteljük?

be kell adnunk neki a connectiont, de ne legyen valós hívás

tape(function(t) {= {

var mockConnection

query: function(sql, cb) {

cb(null, [{}, {}, {}])

}

},

var meal = create meal(mockConnection);

meal.getAll(function(err, meals) {

t.equal(meals.length, 3);

t.end();

});

{);

hamis connection!!

kell egy createApp függyvény, aminek a paramétere a connection. így igazi meg hamis connection-nel is létrehozhatjuk

ha van expect, kell flush

injektálás fv argumentumokon keresztül történik

videók: mocking, dependency injection pattern-re keresni

**$httpBackend**

<https://docs.angularjs.org/api/ngMock/service/$httpBackend>

When an Angular application needs some data from a server, it calls the $http service, which sends the request to a real server using $httpBackend service.

With dependency injection, it is easy to inject $httpBackend mock (which has the same API as $httpBackend) and use it to verify the requests and respond with some testing data without sending a request to a real server.

two ways to specify what test data should be returned:

* $httpBackend.expect - specifies a request expectation
* $httpBackend.when - specifies a backend definition

Request expectations: .expect(...).respond(...)

Backend definitions: .when(...).respond(...)

**Flushing**

allows the test to explicitly flush pending requests. This preserves the async api of the backend, while allowing the test to execute synchronously.

**mock $httpBackend**

describe('MyController', function() {

var $httpBackend, $rootScope, createController, authRequestHandler;

beforeEach(module('MyApp'));

beforeEach(inject(function($injector) {

// Set up the mock http service responses

$httpBackend = $injector.get('$httpBackend');

// backend definition common for all tests

authRequestHandler = $httpBackend.when('GET', localhost könyvtár)

.respond({meals: tulajdonságok});

// Get hold of a scope (i.e. the root scope)

$rootScope = $injector.get('$rootScope');

// The $controller service is used to create instances of controllers

var $controller = $injector.get('$controller');

createController = function() {

return $controller('MyController', {'$scope' : $rootScope });

};

}));

**Methods**

when(method, url, [data], [headers], [keys]); *- creates a new backend definition.*

whenGET(url, [headers], [keys]); - *Creates a new backend definition for GET requests.*

expectGET(url, [headers], [keys]); - *Creates a new request expectation for GET requests.*

flush([count], [skip]); *- Flushes pending requests using the trained responses. Requests are flushed in the order they were made. useful for simulating scenarios where responses arrive from the server in any order.*

verifyNoOutstandingExpectation(); - *Verifies that all of the requests defined via the expect api were made. If any of the requests were not made, verifyNoOutstandingExpectation throws an exception.*

verifyNoOutstandingRequest(); *- Verifies that there are no outstanding requests that need to be flushed.*

resetExpectations(); - *Resets all request expectations, but preserves all backend definitions. Typically, you would call resetExpectations during a multiple-phase test when you want to reuse the same instance of $httpBackend mock.*

## AJAX Requests

asynchronous JavaScript and XML- kérdezünk a szervertől vmit. kezdi a fetch kiváltani

communicate with a server

async.js

window.onload = function()

var http = new XMLHttpRequest();

http.open(„GET”, „data/tweets.json”, true) – utolsó elem h aszinkron –e vagy sem

http.send();

different ready states: not initialized, has been set up, sent, in process, retrieved

ezek között váltogat ez:

http.onreadystatechange = function () {

console.log(http);

}

van http.status is

## callback

paraméterként megadott function

szinkronos: calls it at the same time, not later

aszinkron esetén: későbbi időpontban történik

## promise

to organize callbacks

an object that represents sg that’s not finished yet

a placeholder for an async operation, like a httprequest

in the promise we put callbacks that run when the request completes

var promise = get(„valami.json”);

promise.**then**(function(valami) {

console.log(valami);

}).**catch**(function(error) {

console.log(error)

});

ha több callback van, akkor összeköthetőek

a promise-on belül berakhatunk egy újabb get-et
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## generators

function\* gen() {

var x = yield 10;

}

yield-del lehet pause-olni, és kiadja azt a változót, ami a yield után jön

var myGen = gen(); - nem futtatja, csak előkészíti

futtatás: myGen.next()

ez egy object-et ad vissza: {value: 10, done: false}

false, mert nem ment végig a generator

![](data:image/png;base64,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)

## reading writing files

egy modul kell hozzá

var fs = require(’fs’)

fs.readFileSync(’filename’, ’utf8’)

blocking the code until we leave

writeFileSync

sync nélkül is lehet

## http request

xml egy leíró nyelv

az onloadot hívja meg ha elkészült

az xhr.response lesz az amivel válsszolt a szerver

meg kell openelni

meg kell mondani milyen típus (pl. get) és az url-t meg kell adni és elküldeni a kérést

ha visszaérkezett, meghívódik a fv

var xhr = new XMLHttpRequest();

xhr.onload = function() {

console.log(xhr.response);

};

xhr.open('GET', 'http://calapi.inadiutorium.cz/api/v0/en/calendars/default/2015/6/27')

xhr.send();

valami egyházi API

példa:

<script>

var xhr = new XMLHttprequest();

xhr.onload = function() {

console.log(xhr.response);

};

xhr.open(’GET’, url)

xhr.send();

</script>

## API

application programming interface

request – response

restaurant – order to kitchen API -> waiter

vagy online repjegyfoglalásnál

so, API is a waiter ruinning between applications, databases & devices

delivering data

**REST API**

pl. facebook graph api

graph.facebook.com/youtube?fields=id,name,likes

post/get

**RESTful**

web services: soap rest

representation state transfer

client – server

resource url-jét használják a kliensek

request – response (representation of resource) sokféle formátumban

restful – client can directly access thru url

self-descriptive messages

uniform interfaces

http stateless

get: retrieve

post: create

put: update

delete: delete

**Postman**

API Debugging chrome app

var xhr = new XMLHttpRequest();

xhr.open(„GET”, „textfile.txt””, true) *– aszinkronos lesz*

xhr.onreadystatechange = function {

if (xhr.readystate === 4) { - *elkészült*

var status = xhr.status;

if (status >= 200 && status < 300 || status == 304) {

alert(xhr.responseText);

} else {

alert(’sg bad happened’);

}

};

xhr.send(null);

ha a statusproperty 200 és 299 között van, akkor minden oké, meg a 304

**AJAX:**

1. csinálunk egy xhr objectet
2. megnyitjuk,
3. választunk egy methodot (pl. get)
4. megadjuk url-t,
5. szinkront
6. on readystate eventet megadjuk
7. request status ellenőrizzük
8. küldjüök a request-et

POST esetén:

<body>-ba berakott egy form-ot

végére: var getRequestBody és elkapjuk benne a html-ből a form-ot

form elelmeit változókba rakja

encodeURIcomponent method – encodes all spec chars

values.push(complete) és values.join(’&’)

elejére eventutility.addEvent(form „submit” function execute) stb

## Clients & Servers

Request/response

Certain protocols – agreed set of rules

Socket van client és server között, packet-et küld TCP protocolban (the way it’s sent)

Ip-cím után be kell írni a port numbert – ebből tudja, hogy a node.js-nek küldtük és nem más programnak – olyan mint egy gate a reptéren

## Creating a Server

Kell a http modul:

var http = require(’http’)

var server = http.createServer(function(req, res) { //request & response objects

res.writeHead(200, {’Content-Type’: ’text/plain’});

res.end(’HEY’);

});

Server.listen(portnr, ’ipadress’);

*Request & response headers: ebben van, h mi a content type, status, stb*

*200 - status*

Böngészőben: után írjuk be a portnr-t

## NPM

node package manager

Csomagokat lehet installálni, pl. express

**Package.json**

Dependencies: apllication-ünk függ tőle, be lehet jelölni, uninstall-nál is fent marad

## Express

egy library – mások által írt kódcsomag, szerver íráshoz

route: a / jel után minden az elérési útvonalban

A node package

Npm install express –save

Aztán, behívjuk a modult, berakjuk egy változóba a fv-t:

Var express = require(’express’);

Var app = express();

App.listen(3000); *- adunk neki egy port nr-t*

Requestek az alábbiak szerint működnek:

GET – app.get(’route’, fn)

POST – app.post(’route’, fn)

DELETE – app.delete(’route’, fn)

Pl.

app.get(’/’, function(req, res)) {

res.send(’this is the homepage’)

});

Utána be kell írnunk a böngészőbe, hogy localhost 3000 / és kiírja azt a szöveget

Content type-ot nem adtuk meg

## Route Parameters

app.get(’/profile/:id’, function(req, res)) {

res.send(’you see a profile with an id of ’ + req.params.id)

});

localhost 3000 /profile/egy számon látjuk ezt

## Template Engines

Fileküldés: res.sendFile(filenév elérési úttal + url (pl. /index.html)

Install EJS as a package (embeddedejs.com) – templating language

Npm install ejs –save

Tell express that we want to use ejs as a view engine: app.set(’view engine’, ’ejs’);

Most nem sendfile-t hanem render method-ot alkalmazunk, ahhoz h a view-t (vmi html) elküldjük

app.get(’/profile/:name, function(req, res)) {

res.render (’profile’, {person: req.params.name}); *- ez a profile utáni név*

});

És így lett egy html oldalunk (ejs kiterjesztéssel)

Html-be is berakhatjuk ezt a nevet: a h1 szövegében **<%= person %>**

Berakott még egy olyat a fv-be-hogy:

Var data = {age: 29, job: ’ninja’ }

Data:data

Html-be: data.age

Lehet olyat is, h egy listát raksz be a data-ba, és a html-ben végigmész rajta for-ral

Így: fv-be berakott egy hobbies-t

<ul>

<% data.hobbies.forEach(function(item) { %>

<li> <%= item %> </li>

<% }); %>

</ul>

## static files & middleware

Deal with static file requests

A honlap is lássa css file-unkat pl.

Middleware – between request and response

app.use(’/directory name’, function(req, res, next) { *- go to the next middleware*

next();

});

Vagy

app.use(’/directory name’, express.static(’dir name’)) {

});

## Query strings

req.query

app.get(’/contact, function(req, res) {

res.render (’contact’, {qs: req.query});

});

Van egy form a html-ében

Beír egy <p>-t:

<p><%= qs.dept </p> - *a querystring dept tulajdonsága (volt benne dept és person)*

Form-ok input mezőibe beírhatjuk: value = „<%=qs.person %y

## POST requests

Pl. ha formot submittelünk

Asks the server to accept/store data in the body of the request

Html-ben: <form name=vmi method=”POST”></form> - *a name benne lesz a küldött info-ban*

Van ilyen middleware, hogy **body parser**

$ npm install body-parser

Js-be: var bodyParser = require(’body-parser’);

var urlencodedParser = bodyParser.urlencoded({ extended(false) }); - *ez egy middleware*

app.post(’/contact, urlencodedParser, function(req, res) {

res.render (’contact’, {qs: req.query});

});

Ha benyomjuk a submit-buttont, beindul ez a post request fv

Html-ben így írhatjuk ki:

<p> you have contacted <%= data.who %> in the <%= data.dept %> department<p> *- who a form neve pl.*

## To-do App

npm init

npm install express

var express = require(’express’);

var app = express();

app.set(’view engine’, ’ejs’);

app.use(’assets/’, express.static(’/public’))

localhost:3000/assets/styles.css

app.listen(3000);

split it up into modules!

MVC structure: model(data), view(template files), controller(controls)

Create a controller: külön folderbe egy új js file

module.exports = function(app) {

app.get (’/todo’, function (req, res)) {

render vmi

})

};

Lesz egy post is, meg egy delete is

Máshol meg behívjuk require-rel egy változóba, aztán majd elindítjuk azt a function-t

**stringify**, **parse**

json.parse(response)

var.obj = json.parse(„macska”123)

stringify – ugyanez fordítva, hogy le tudjuk menteni

send(null) – send() – a get-nél van, amikor nem küldünk semmit

DONE? legyen inkáb 1,2,3,4

client – küldi a request-et

server.listen(3000, '127.0.0.1');

localhost: 3000-ot írunk böngészőbe

**todo feladat**

todoapp backendjének megírása

ne a heroq-hoz csatlakozzon hanem a localhostot

jason-t vár és jason-nel tér vissza

curl-parancs:

$ curl <http://index.hu> –s

karakteresen visszadja a http választ

-s | python –m json.tool

post-nál meg lehet adni az adatot amit beküldünk neki, content type-ot is meg kell adni

get todo-s egész listát

get todo id alapján

post todos

put todos id felülírja

deletet kitörli id alapján

error ha nincs olyan id (404)

? completetd true – adja vissza a completed-eket

/todos/id

most memóriába tárolja, később majd adatbázisba kell (file-ba)

## Connect to MySQL

<https://github.com/mysqljs/mysql>

var mysql = require (’mysql’)

var connection = mysql.createcConnection({

host: ’localhost’,

user: ’root’

password

database

});

connection.connect();

csinált egy schema.sql file-t

var article = {

author: ’AB’

}

var query = connection.query(’insetr into ?’, article, function (err, result) {

if (err) {

console.error(err);

return;

}

console.error(result)

});

**Installing node-mysql**

mkdir sp-node-mysql

cd sp-node-mysql

npm install mysql

jelszót érdemes environment variable-ben tárolni

## Closures

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures>

Closures are functions that refer to independent (free) variables (variables that are used locally, but defined in an enclosing scope). In other words, these functions 'remember' the environment in which they were created.

lexical scoping: the scope of a variable is defined by its location within the source code (it is apparent lexically) and nested functions have access to variables declared in their outer scope.

A closure is a special kind of object that combines two things: a function, and the environment in which that function was created. The environment consists of any local variables that were in-scope at the time that the closure was created.

**Closures:** functions are also closures. functions have access to variables that are defined outside the function.

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures>

videóból:

a class:

class Dog {  
 constructor() {  
 this.sound = 'woof'  
 }  
 talk() {  
 console.log(this.sound)  
 }  
}  
const sniffles = new Dog()  
sniffles.talk() // Outputs: "woof"

This is the same dog as a factory function:

const dog = () => {  
 const sound = 'woof'  
 return {  
 talk: () => console.log(sound)  
 }  
}  
const sniffles = dog()  
sniffles.talk() // Outputs: "woof"

factory functions are flexible, prototype is better when creating a large amount of objects

factory: doesn’t use ’this’

**pattern**: absztraktabb mint egy sablon, nem annyira konkrét, nem csak egy megoldást enged

vanilla js – ha nincs framework – ez ritka

Namespacing patterns – van a könyvben

hogy mindenhol hozzáférhető legyen: különleges névbe egy objektum, aztán annak minden egyes kulcsa egy metódus vagy miafasz

todomvc.com – mindeféle módon megírják a todo-t

<https://github.com/tastejs/todomvc/blob/master/examples/vanillajs/js/model.js>

modulokba tenni: hibakezelési dolgok nem kelleneke a reveal-be scak a request methodok

# MySQL

database management – **DBMS** – programmes to access, manipulate

major types:

- hierarchical (parent child)

- network (many to many)

- relational (tables) - popular mysql, oracle

- object oriented

SQL – structured query language

## Relational Database Concepts

pl.

students ( id, name, os)

classes (id, name, instructor)

The ID is unique, ezekre koncetnrálunk, összekötjük

hozzáadhatunk egy 3. csoportot: enrollments (enrollment id, student id, class id, pl. grade)

*1 vs. many*

**organization & normalization**

oszlopok

norm: új tábla

* atomizálni kell (tovább nem bontható részek) pl. nem cím,hanem város
* új táblák kellenek, primary key útján kapcsolódnak
* hogy kapcsolódnak egymáshoz az adatok

## Tutorial

CREATE TABLE student (

* first\_name VARCHAR(30) NOT NULL,
* state CHAR(2) NOT NULL DEFAULT „PA”,
* sex ENUM (’M’, ’F’) NOT NULL,
* date\_entered TIMESTAMP,
* student\_id INT UNSIGNED NOT NULL AUTO\_INCREMENT PRIMARY KEY); *– ez unique lesz*

primary key uniquely idetifies a record or row, must be given a value, which can’t be changed

Atomic tables

tinyint <128

char, varchar, blob, bigint, float, double, enum, set

INSERT INTO tablename VALUE

SELECT \* FROM student

aztán csinál egy másik table-t

CREATE TABLE class

Foreign key – hivatkozikegy másik primary key-re, doesn’t have to be unique

SELECT x, y FROM table;

RENAME TABLE table

SELECT x, y FROM table WHERE state=”xy” OR vmi

vagy IS NULL

ORDER BY state DESC

LIMIT 5

CONCAT

WHERE first\_name LIKE ’D%’ – d-vel kezdődik

IN bele lehet tenni egy másik select utasítást

LIKE ’\_\_\_y’ – 4 betű és y-ra végződik

SELECT DISTINCT state - mindent csak egyszer sorol fel

hány fiú van:

SELECT COUNT(\*)

FROM students

WHERE sex=’M’;

vagy GROUP BY sex

narrow results: HAVING Amount > 1

math things: MIN(vmi)

DESCRIBE

join: SELECT attributes from tests, scores WHERE date = vmi AND tets.test\_id = scores.test\_id

LEFT JOIN

SELECT column, another\_column, …

FROM mytable;

SELECT \*

BETWEEN … AND … NOT BETWEEN … AND …

IN (…)NOT IN (…)

All strings must be quoted

DISTINCT keyword will remove duplicate rows,

Limiting results to a subset: commonly used with the ORDER BY clause are the LIMIT and OFFSET

## JOIN

**INNER JOIN**.

Select query with INNER JOIN on multiple tables

SELECT column, another\_table\_column, …

FROM mytable

**INNER JOIN another\_table**

**ON mytable.id = another\_table.id**

WHERE *condition(s)*

ORDER BY column, … ASC/DESC

LIMIT num\_limit OFFSET num\_offset;

If the two tables have asymmetric data, which can easily happen when data is entered in different stages, then we would have to use a **LEFT JOIN**, **RIGHT JOIN** or **FULL JOIN**

**OUTER JOIN**.

SELECT DISTINCT building\_name, role

FROM buildings

LEFT JOIN employees

ON building\_name = building;

When joining table A to table B, a **LEFT JOIN** simply includes rows from A regardless of whether a matching row is found in B. The **RIGHT JOIN** is the same, but reversed, keeping rows in B regardless of whether a match is found in A. Finally, a **FULL JOIN** simply means that rows from both tables are kept, regardless of whether a matching row exists in the other table.

## expressions

SELECT **particle\_speed / 2.0** AS half\_particle\_speed

FROM physics\_data

WHERE **ABS(particle\_position) \* 10.0 > 500**;

## aggregate functions

**SELECT AGG\_FUNC(*column\_or\_expression*) AS aggregate\_description**, …

FROM mytable

WHERE *constraint\_expression*;

**Common aggregate**

|  |  |
| --- | --- |
| **Function** | Description |
| **COUNT(**\***)**,**COUNT(***column***)** | A common function used to counts the number of rows in the group if no column name is specified. Otherwise, count the number of rows in the group with non-NULL values in the specified column. |
| **MIN(***column***)** | Finds the smallest numerical value in the specified column for all rows in the group. |
| **MAX(***column***)** |  |
| **AVG(***column*) |  |
| **SUM(***column***)** |  |

## Grouped aggregate functions

SELECT AGG\_FUNC(*column\_or\_expression*) AS aggregate\_description, …

FROM mytable

WHERE *constraint\_expression*

**GROUP BY column**;

**AS** is a keyword in SQL that allows you to rename a column or table using an alias. The new name can be anything you want as long as you put it inside of single quotes.

the columns will not be renamed in either table. The aliases only appear in the result set.

**HAVING** clause is used specifically with the **GROUP BY** clause to allow us to filter grouped rows from the result set.

SELECT group\_by\_column, AGG\_FUNC(*column\_expression*) AS aggregate\_result\_alias, …

FROM mytable

WHERE *condition*

GROUP BY column

**HAVING *group\_condition***;

If you aren't using the `GROUP BY` clause, a simple `WHERE` clause will suffice.

## Order of execution

Complete SELECT query

SELECT DISTINCT column, AGG\_FUNC(*column\_or\_expression*), …

FROM mytable

JOIN another\_table

ON mytable.column = another\_table.column

WHERE *constraint\_expression*

GROUP BY column

HAVING *constraint\_expression*

ORDER BY *column* ASC/DESC

LIMIT *count* OFFSET *COUNT*;

## Insert

schema: the database schema is what describes the structure of each table, and the datatypes that each column of the table can contain: the values in the Year column must be an Integer, and the values in the Title column must be a String.

**INSERT** statement

Insert statement with values for all columns

INSERT INTO mytable

VALUES (value\_or\_expr, another\_value\_or\_expr, …),

(value\_or\_expr\_2, another\_value\_or\_expr\_2, …),

…;

Insert statement with specific columns

INSERT INTO mytable

**(column, another\_column, …)**

VALUES (value\_or\_expr, another\_value\_or\_expr, …),

(value\_or\_expr\_2, another\_value\_or\_expr\_2, …),

…;

## Updating

Update statement with values

UPDATE mytable

SET column = value\_or\_expr,

other\_column = another\_value\_or\_expr,

…

WHERE condition;

always write the constraint first and test it in a **SELECT** query

## Deleting

DELETE FROM mytable

WHERE condition;

## Creating tables

CREATE TABLE IF NOT EXISTS mytable (

column *DataType* *TableConstraint* DEFAULT *default\_value*,

another\_column *DataType* *TableConstraint* DEFAULT *default\_value*,

…

);

CREATE TABLE IF NOT EXISTS todos (id int auto\_increment, todo text, completed enum(’true’, ’false’) DEFAULT(’false’), destroyed(’true’, ’false’) DEFAULT(’false’));

CREATE TABLE todos (

todo\_id int NOT NULL AUTO\_INCREMENT,

todo\_text TEXT,

completed ENUM('true', 'false') DEFAULT 'false',

destroyed ENUM('true', 'false') DEFAULT 'false',

PRIMARY KEY (todo\_id)  
);

CREATE TABLE meals (

id INT NOT NULL AUTO\_INCREMENT,

name TEXT,

calories INT,

date DATETIME,

PRIMARY KEY (id)  
);

|  |  |
| --- | --- |
| **Constraint** | Description |
| **PRIMARY KEY** | This means that the values in this column are unique, and each value can be used to identify a single row in this table. |
| **AUTOINCREMENT** | For integer values, this means that the value is automatically filled in and incremented with each row insertion. Not supported in all databases. |
| **UNIQUE** | This means that the values in this column have to be unique, so you can't insert another row with the same value in this column as another row in the table. Differs from the `PRIMARY KEY` in that it doesn't have to be a key for a row in the table. |
| **NOT NULL** | This means that the inserted value can not be `NULL`. |
| **CHECK (expression)** | This is allows you to run a more complex expression to test whether the values inserted are value. For example, you can check that values are positive, or greater than a specific size, or start with a certain prefix, etc. |
| **FOREIGN KEY** | This is a consistency check which ensures that each value in this column corresponds to another value in a column in another table.  For example, if there are two tables, one listing all Employees by ID, and another listing their payroll information, the `FOREIGN KEY` can ensure that every row in the payroll table corresponds to a valid employee in the master Employee list. |

Movies table schema

CREATE TABLE movies (

id INTEGER PRIMARY KEY,

title TEXT,

director TEXT,

year INTEGER,

length\_minutes INTEGER

);

## Altering tables

Adding columns

ALTER TABLE mytable

ADD column *DataType* *OptionalTableConstraint*

DEFAULT default\_value;

Removing columns

ALTER TABLE mytable

DROP column\_to\_be\_deleted;

Renaming the table

ALTER TABLE mytable

RENAME TO new\_table\_name;

## Dropping tables

DROP TABLE IF EXISTS mytable;

## subquery

<https://sqlbolt.com/topic/subqueries>

Subqueries are used to complete an SQL transformation by nesting one query within another query.

- A **non-correlated** subquery can be run independently of the outer query and can be used to complete a multi-step transformation.

- A **correlated** subquery cannot be run independently of the outer query. The order of operations in a correlated subquery is as follows:

* + - 1. A row is processed in the outer query.
      2. Then, for that particular row in the outer query, the subquery is executed.

*SELECT \**

*FROM flights*

*WHERE origin in (*

*SELECT code*

*FROM airports*

*WHERE elevation > 2000);*

másik:

*SELECT a.dep\_month,*

*a.dep\_day\_of\_week,*

*AVG(a.flight\_distance) AS average\_distance*

*FROM (*

*SELECT dep\_month,*

*dep\_day\_of\_week,*

*dep\_date,*

*sum(distance) AS flight\_distance*

*FROM flights*

*GROUP BY 1,2,3*

*) a*

*GROUP BY 1,2*

*ORDER BY 1,2;*

*SELECT origin, id,*

*(SELECT COUNT(\*)*

*FROM flights f*

*WHERE f.id < flights.id*

*AND f.origin=flights.origin) + 1*

*AS flight\_sequence\_number*

*FROM flights;*

## union

merging columns of different tables

Each SELECT statement within the **UNION** must have the same number of columns with similar data types. The columns in each SELECT statement must be in the same order. By default, the UNION operator selects only distinct values.

*SELECT id, avg(a.sale\_price) FROM (*

*SELECT id, sale\_price FROM order\_items*

*UNION ALL*

*SELECT id, sale\_price FROM order\_items\_historic) AS a*

*GROUP BY 1;*

**UNION ALL** allows us to utilize information from multiple tables in our queries, including **duplicate** values.

**INTERSECT** returns only common rows returned by the two SELECT statements.

**EXCEPT** returns distinct rows from the first SELECT statement that aren’t output by the second SELECT statement.

categories that are in the new\_products table that aren't in the legacy\_products table:

SELECT category FROM new\_products

EXCEPT

SELECT category FROM legacy\_products;

## Conditional Aggregates

aggregate functions that compute a result set based on a given set of conditions.

What do we do when we need to test whether a value is or is not null? We use the special keywords IS NULL or IS NOT NULL in the WHERE clause

**CASE**

a way to represent "if, then, else", or conditional logic

**case {condition}**

**when {value1} then {result1}**

**when {value2} then {result2}**

**else {result3}**

**end**

SELECT

CASE

WHEN elevation < 500 THEN 'Low'

WHEN elevation BETWEEN 500 AND 1999 THEN 'Medium'

WHEN elevation >= 2000 THEN 'High'

ELSE 'Unknown'

END AS elevation\_tier

, COUNT(\*)

FROM airports

GROUP BY 1;

If ELSE is not included, the result will be NULL.

**CASE WHEN**

to identify the total amount of airports as well as the total amount of airports with high elevation in the same result set.

SELECT state,

COUNT(CASE WHEN elevation >= 2000 THEN 1 ELSE NULL END) as count\_high\_elevation\_aiports

FROM airports

GROUP BY state;

the total flight distance as and flight distance by origin for Delta (carrier = 'DL'):

SELECT origin, sum(distance) as total\_flight\_distance,

sum(CASE WHEN carrier = 'DL' THEN distance ELSE 0 END) as total\_delta\_flight\_distance

FROM flights

GROUP BY origin;

CASE statements can be used inside aggregates (like SUM() and COUNT()) to provide filtered measures

## Table transformation

DATETIME(vmi), DATE(vmi), TIME(vmi)

**DATETIME**; Returns the date and time of the column specified. This can be modified to return only the date or only the time.

**DATETIME**(time1, '+3 hours', '40 minutes', '2 days');

returns a time 3 hours, 20 minutes, and 2 days after time1.

SELECT (number1 + number2);: Returns the sum of two numbers.

SELECT **CAST**(number1 AS REAL) / number3;: Returns the result as a real number

SELECT ROUND(number, precision);: Returns the numeric value rounded off

SELECT **ROUND**(distance, 2) as distance\_from\_market

FROM bakeries;

**MAX**(n1,n2,n3,...): returns the greatest value in the set of the input numeric expressions **MIN**(n1,n2,n3,...): returns the least value in the set of the input numeric expressions

**concatenation** of strings: SELECT string1 || ' ' || string2;

**REPLACE**(string,from\_string,to\_string) - returns the string string with all occurrences of the string from\_string replaced by the string to\_string

## Analyzing Business Metrics

order by 1 statement is a shortcut for order by date(ordered\_at). The 1 refers to the first column.

round(1.0 \* sum(amount\_paid) - a shortcut to ensure the database represents the percent as a decimal.

KPIs: key performance indicators

how to calculate DAU (Daily Active Users) for Mineblocks per-platform:

select

date(created\_at),

platform,

count (distinct user\_id) as dau

from gameplays

group by 1, 2

order by 1, 2;

Daily ARPPU - Average Revenue Per Purchasing User:

CTEs, Common Table Expressions, **with clauses**

with {subquery\_name} as (

{subquery\_body}

)

select ...

from {subquery\_name}

where ...

Retention: for all players on Day N, we'll consider them retained if they came back to play again on Day N+1.

self-join: joining every row to every other row.

select

date(g1.created\_at) as dt,

round(100 \* count(distinct g2.user\_id) /

count(distinct g1.user\_id)) as retention

from gameplays as g1

left join gameplays as g2 on

g1.user\_id = g2.user\_id

and date(g1.created\_at) = date(datetime(g2.created\_at, '-1 day'))

group by 1

order by 1

limit 100;

This means "only join rows where the date in g1 is one less than the date in g2", which makes it possible to see if users have returned!

# mongodb

<http://blog.modulus.io/mongodb-tutorial>

<http://www.newthinktank.com/2015/12/mongodb-tutorial/>

<https://www.cheatography.com/ovi-mihai/cheat-sheets/mongodb/>

<https://blog.codecentric.de/files/2012/12/MongoDB-CheatSheet-v1_0.pdf>

display all:

db.restaurants.find()

display the fields restaurant\_id, name, borough and cuisine:

db.restaurants.find({},{"restaurant\_id" : 1,"name":1,"borough":1,"cuisine" :1});

exclude the field \_id:

db.restaurants.find({},{"restaurant\_id" : 1,"name":1,"borough":1,"cuisine" :1,"\_id":0});

display all the restaurant which is in the borough Bronx:

db.restaurants.find({"borough": "Bronx"});

display the first 5 restaurant which is in the borough Bronx:

db.restaurants.find({"borough": "Bronx"}).limit(5);

display the next 5 restaurants:

db.restaurants.find({"borough": "Bronx"}).skip(5).limit(5);

restaurants who achieved a score more than 90:

db.restaurants.find({grades : { $elemMatch:{"score":{$gt : 90}}}});

restaurants that achieved a score, more than 80 but less than 100:

db.restaurants.find({grades : { $elemMatch:{"score":{$gt : 80 , $lt :100}}}});

restaurants which locates in latitude value less than -95.754168

db.restaurants.find({"address.coord" : {$lt : -95.754168}});

restaurants that does not prepare any cuisine of 'American' and their grade score more than 70 and lattitude less than -65.754168

db.restaurants.find(

{$and:

[

{"cuisine" : {$ne :"American "}},

{"grades.score" : {$gt : 70}},

{"address.coord" : {$lt : -65.754168}}

]

}

);

restaurants which does not prepare any cuisine of 'American ' and achieved a grade point 'A' not belongs to the borough Brooklyn. The document must be displayed according to the cuisine in descending order

db.restaurants.find(

{$query:

{

"cuisine" : {$ne : "American "},

"grades.grade" :"A",

"borough": "Brooklyn"

},

$orderby : {"cuisine":-1}

}

);

restaurant Id, name, borough and cuisine for those restaurants which contains 'Wil' as first three letters for its name

db.restaurants.find(

{name: /^Wil/},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

restaurant Id, name, borough and cuisine for those restaurants which contains 'ces' as last three letters

db.restaurants.find(

{name: /ces$/},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

restaurant Id, name, borough and cuisine for those restaurants which contains 'Reg' as three letters somewhere in its name

db.restaurants.find(

{"name": /.\*Reg.\*/},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

restaurants which belongs to the borough Bronx and prepared either American or Chinese:

db.restaurants.find(

{

"borough": "Bronx" ,

$or : [

{ "cuisine" : "American " },

{ "cuisine" : "Chinese" }

]

}

);

restaurant Id, name, borough and cuisine for those restaurants which belongs to the borough Staten Island or Queens or Bronxor Brooklyn

db.restaurants.find(

{"borough" :{$in :["Staten Island","Queens","Bronx","Brooklyn"]}},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

restaurant Id, name, borough and cuisine for those restaurants which are not belonging to the borough Staten Island or Queens or Bronxor Brooklyn

db.restaurants.find(

{"borough" :{$nin :["Staten Island","Queens","Bronx","Brooklyn"]}},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

restaurant Id, name, borough and cuisine for those restaurants which achieved a score which is not more than 10

db.restaurants.find(

{"grades.score" :

{ $not:

{$gt : 10}

}

},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

<http://www.w3resource.com/mongodb-exercises/>

# AngularJS

MVC style JS framework

2 way data binding

primarily for single page apps (without need to referesh), dynamical injection

MVC:

model: database

view: display

controller: functionality control, interaction between V & M, diff. C for diff. app areas

insert data in HTML: <html tag> {{data}} </html tag>

typical workflow when making an AngularJS app:

* Create a module, and use ng-app in the view to define the application scope.
* Create a controller, and use ng-controller in the view to define the controller scope.
* Add data to $scope in the controller so they can be displayed with expressions in the view.

## data binding

html-be beírom h ng-app (vagy body-tag-be)

csinált egy input mezőt, html tag-ben ng-model=”valami”

ha a html-ben kitöltöm az inputot, akkor elmenti azt a szót az ng-modelben megadott változóba

aztán egy p-be berakom a változót {{ }}-be és kiírja az oldalon, ez mindig frissül

{{ title }} is called an expression. Expressions are used to display values on the page.

## directives

Directives bind behavior to HTML elements. When the app runs, AngularJS walks through each HTML element looking for directives. When it finds one, AngularJS triggers that behavior (like attaching a scope or looping through an array).

[**https://docs.angularjs.org/api/ng/directive/ngApp**](https://docs.angularjs.org/api/ng/directive/ngApp)

we use the ng-app directive to define the application scope.

they can not only be attributes, they can be also html elements

**custom directives**

pl. bárminek nevezhetsz egy html elementet

we create a directive that’s gonna be used as an element

home-ban létrehozza <random-ninja> - space ne legyen benne

a routeprovider home-ba is berakjuk a ninjacontroller-t, így a home is hozzáfér az adatfile-hoz

app-ban csinálunk egy directive-et

myNinjaApp.directive('randomNinja') –

ha a htmlben látja a <random-ninja> elemet, ide fog ugrani

benne egy function, abban:

return {

restrict: ’EA’,

scope: {

valami

}

}

E: only use as an element, A: as an attribute

scope: create an own scope

we create an attribute in the ninja html tag

<random-ninja ninjas="ninjas"></random-ninja>

scope:

ninjas: ’=’ --- binding them together

title: ’=’

now we create a controller

we have to add a template

kész, random megjelenít egy képet

myNinjaApp.directive('randomNinja', [function() {

return {

restrict: 'E',

scope: {

ninjas: '=',

title: '='

},

template: '<img ng-src="{{ninjas[random].thumb}}">'

controller function($scope) {

$scope.random = Math.floor \* (Math.random() \* 4);

}

};

}])

vagy templateurl-t adunk meg a template helyett, és egy külön file-ban létrehozunk vmi komplexebbet

**codeacademy-példa:**

directives are readable and reusable

We write code to teach the browser a new HTML element <app-info>, and use it in the view to display each app's details.

the new directive named 'appInfo' returns an object with three options:

* restrict specifies how the directive will be used in the view: 'E' means it will be used as a new HTML element.
* scope specifies that we will pass information into this directive through an attribute named info. The = tells the directive to look for an attribute named info in the <app-info> element, like this: <app-info info="shutterbugg"></app-info>

The data in info becomes available to use in the template given by templateURL.

* templateUrl specifies the HTML to use in order to display the data in scope.info. Here we use the HTML in js/directives/appInfo.html.

*app.directive('appInfo', function() {*

*return {*

*restrict: 'E',*

*scope: {*

*info: '='*

*},*

*templateUrl: 'js/directives/appInfo.html'*

*};*

*});*

We use app.directive to create a new directive named 'installApp'.

The directive contains the three options restrict, scope, and templateUrl that we saw before in the 'appInfo' directive. It also contains a fourth option link. The link is used to create interactive directives that respond to user actions. The link function takes three inputs:

* scope refers to the directive's scope. Any new properties attached to $scope will become available to use in the directive's template.
* element refers to the directive's HTML element.
* attrs contains the element's attributes.

Inside the link function, there are two properties buttonText and installed, and the function download().

*app.directive('installApp', function() {*

*return {*

*restrict: 'E',*

*scope: {},*

*templateUrl: 'js/directives/installApp.html',*

*link: function(scope, element, attrs) {*

*scope.buttonText = "Install",*

*scope.installed = false,*

*scope.download = function() {*

*element.toggleClass('btn-active');*

*if(scope.installed) {*

*scope.buttonText = "Install";*

*scope.installed = false;*

*} else {*

*scope.buttonText = "Uninstall";*

*scope.installed = true;*

*}*

*};*

*}*

*};*

*});*

return-ben lehet egy div is, a funkció név lesz a html-tage neve, és akkor kiírja, amit beleírtunk a return div-jébe

html-ben lehet div + directive neve kötőjeles formában is

Directives are a way to make standalone UI components, like <app-info>

## basic behaviour

*app.directive(„enter”, function () {*

*return function (scope, element) {*

*element.bind()”mouseenter”, function () {*

*element.addClass(„panel”);*

html-ben pedig: <div enter>valami</div>

ha rámegyünk a szövegre egérrel, megkapja azt a class-t

van még directives talking to controllers

directives talking to each other

## services

* + - 1. we make a new service. We use app.factory to create a new service named forecast
      2. service needs to use AngularJS's built-in $http to fetch JSON from the server. Therefore, we add $http to the forecast service as a dependency. Now $http is available to use inside forecast.
      3. inside forecast, we use $http to construct an HTTP GET request for the weather data. If the request succeeds, the weather data is returned; otherwise the error info is returned.
      4. in the controller, we use the forecast service to fetch data from the server. First we add forecast into MainController as a dependency so that it's available to use. Then within the controller we use forecast to asynchronously fetch the weather data from the server and store it into $scope.fiveDay.

*app.factory('forecast', ['$http', function($http) {*

*return $http.get('https://s3.amazonaws.com/codecademy-content/courses/ltp4/forecast-api/forecast.json')*

*.success(function(data) {*

*return data;*

*})*

*.error(function(err) {*

*return err;*

*});*

*}]);*

Why are services useful? Instead of filling the controller with code to fetch weather data from a server, it's better to move this independent logic into a service so that it can be reused by other parts of the app.

Services are a way to make standalone communication logic, like forecast which fetches weather data from a server

## expressions

egy p-be berakom, hogy {{ 5 \* 5 }}, akkor kiírja hogy 25

<body ng-init=[1,2,3,4]> - initialize data when an app loads

p-be beírható, hogy numbers[0], kiírja hogy 1

ng-init-ben változónak is adhatunk értéket, aztán class névnek megadhatjuk ezt a változót, és az adott class-hez rendelhetünk vmi css-formázást

## ng-repeat

ng-init-be ír egy stringekből álló listát (ninjas)

li-kbe berakja őket

<li ng-repeat=„vmi in ninjas”> {{vmi}} </li>

useful when we have large amounts of data

## modules

csináltunk egy app.js file-t

var myNinjaApp = angular.module('myNinjaApp', []) – oda mennek az injected dependency-k

a html tag-ben megadott ng-app-et ide irányítjuk (modul nevét adjuk meg, nem a változóét)

myNinjaApp.config –before the app runs

myNinjaApp.run – as the app runs

myNinjaApp.controller

minden a modulban van

## Controllers

A controller manages the app's data.

head-be bírjuk az app.js-t: <script src="app/app.js"></script>

diff controllers control diff parts of the app

app.js-be: myNinjaApp.controller(’name’, function($cope)

a html-ben pedig a body-ban egy div: <div ng-controller="name"></div>

ez a div a controller scope-ja (scope: binding part between the html & the controller) - *ng-controller is a directive that defines the controller scope. This means that properties attached to $scope in MainController become available to use within <div class="main">.*

controller-be $scope.message=”vmi”

html-be: <p>{{message}}</p> és kiírja, hogy vmi” (html-be nem kell írni, hogy $scope)

$scope is a dependency in the controller

but we have to protect the variable names!

function-t []-be kell tenni, function elé, a [ mögé beírni a dependency-t (itt: $scope) (többit is, ha van még)

## filters

change the display of output data

array of objects, mindegyiknek van name és belt

li-ben csak ninja.name-t írunk pl.

filter (pl. abc-sorrend):

ninja in ninjas | orderBy: ’name’

’-name’: ford. sorrend

we can add more than just 1 filter with |

filter: search, és elé a html-ben egy input mező (ng-model=search), csak azt írja ki, amiben benne van az a betűkombináció

megadunk egy számot is az arrayben nevenként

aztán li-be {{ninja.name}} - {{ninja.rate | currency: Ł}}, ez a display-ben a számot gbp-ben adja meg

van még csomó filter (**filter components in ng**)

date filter is

## ng-include

can bring your html from another file

we can break up a complex html file into logical pieces, or for repetitions

most navigation bar-t csinálunk vele

new file: header.html

how to include:

* + - 1. body alá: <ng-include src=”’header.html’”> </ng-include> IDÉZŐJELEK!!!!!!!
      2. ng-include elé header-t is be lehet írni, úgy követhetőbb: <header ng-include”’header.html’”></header>

## ng-show

beraktuk az egészet egy content div-be

egy placeholder-t az inputba

új tulajdonság a listába: available: true/false

csak azt mutatja, amelyik true-ra értékelődik

| filter: search” ng-show=”ninja.available”

!-lel megfordítható

ng-hide-dal is lehet megfordítani

The **ngShow** directive shows or hides the given HTML element based on the expression provided to the ngShow attribute. The element is shown or hidden by removing or adding the ng-hide CSS class onto the element. The .ng-hide CSS class is predefined in AngularJS and sets the display style to none

When the ngShow expression evaluates to false then the ng-hide CSS class is added to the class attribute on the element causing it to become hidden. When true, the ng-hide CSS class is removed from the element causing the element not to appear hidden.

## ng-if

removes or recreates a portion of the DOM tree based on an expression. If the expression assigned to ngIf evaluates to a false value then the element is removed from the DOM, otherwise a clone of the element is reinserted into the DOM.

When an element is removed using **ngIf** its scope is destroyed and a new scope is created when the element is restored. The scope created within ngIf inherits from its parent scope using prototypal inheritance.

## ng-click

egy gombbal más tulajdonság alapján rendezzük sorba

<button ng-click="order = ’name’">Order by Name</button>

azt akarjuk hogy a filterben az orderby dinamikusan cserélődjön

orderBy: order (változó) click-re name lesz

add a cross to delete item!

<div class="remove" ng-click="removeNinja">x</div>

egy függvényt írunk a controller-be:

$scope.removeNinja = function(ninja) {

var removedNinja = $scope.ninjas.indexOf(ninja);

$scope.ninjas.splice(removedNinja, 1);

}

splice: megadott index-től számítva 1-et kivesz

egy ng-click-hez több function-t is kapcsolhatunk

## ng-submit

It's very much like ngClick, but instead of actually clicking the button, you can just hit enter and it will submit.

add a new ninja to the list

create a form, w 3 input fields

we will store it in a variable newNinja

a formelementhez kapcsoljuk az ng-submit-ot egy fv-re mutat az app.-js-ben

when we add into a a field, it will be stored as a string! parseInt(rate)!!

clear out the fields

$scope.addNinja = function() {

$scope.ninjas.push({

name: $scope.newninja.name,

colour: $scope.newninja.colour,

rate: parseInt($scope.newninja.rate),

available: true

});

$scope.newninja.name = "";

$scope.newninja.colour = "";

$scope.newninja.rate = "";

}

## ng-src

mindegyik kap egy képet

li-be berakunk egy img html-taget

error: %7B represents {{

ng-src: browser waits until angular pastes the source dinamically, no error in code (like when using just src)

## Views and Routes

not different pages, just different views

button requests the appropriate view and injects it into the html

views directory, új html file

directory-ba beraktuk a komplett content-részt

body-ba <main ng-view></main> ide rakja majd a kért view-t

app.js-be rakjuk a routing-ot, [] a dependenciest – itt: ’ngRoute’

angular.route.min-t letöltjük a honlapról, a lib-be

berakjuk egy config method-ba

*myApp.config([’$routeProvider, function($routeProvider){*

*$routeProvider*

*.when(’/home’, {*

*templateUrl: ’view6home.html’*

*.when( stb*

*.otherwise({*

*redirectTo: '/home'*

*});*

*}])*

a directory.html-ben már nem kell külön megadni a controller-t, mert a config-ban megadtuk

routing: pl. #/directory

## UI router

<https://scotch.io/tutorials/angular-routing-using-ui-router>

it changes your application views based on state of the application and not just the route URL

you can change the parts of your site using your routing even if the URL does not change.

all states, routing, and views are handled in one .config()

in the HTML we also load up ui-router in addition to loading Angular.

When creating a link with UI-Router, you will use ui-sref. The href will be generated from this and you want this to point to a certain state of your application. These are created in your app.js.

also use <div ui-view></div> instead of ngRoute’s <div ng-view></div>.

in app.js:

routerApp.config(function($stateProvider, $urlRouterProvider) {

$urlRouterProvider.otherwise('/home');

$stateProvider

.state('home', {

url: '/home',

templateUrl: 'partial-home.html'

})

.state('about', {

});

});

Let’s fill out our partial-home.html page

**Nested Views:** We’ll add two buttons to our home page. add our buttons to partial-home.html

When linking to a nested view, we use dot denotation: ui-sref=".list" and ui-sref=".paragraph".

These will be defined in our Angular file and once we set it up there, we will inject into our new <div ui-view></div>.

In our app.js file, we create the nested states.

Pl.:

.state('home.list', {

url: '/list',

templateUrl: 'partial-home-list.html',

controller: function($scope) {

Now the ui-sref we defined in home.html are linked to an actual state. With home.list and home.paragraph created, those links will now take the template provided and inject it into ui-view.

we have to also define the partial-home-list.html file

Now when we click List, it will inject our list of dogs into the template. Or if we click Paragraph, it will inject the string we gave.

**Multiple Views About Page**

Each will have its own controller and template file so our app stays clean.

**RELATIVE VS ABSOLUTE NAMING**

UI-Router assigns every view to an absolute name. The structure for this is viewName@stateName

Since our main ui-view inside our about state, we gave it a blank name. The other two views because columnOne@about and columnTwo@about.

Having the naming scheme this way let’s us define multiple views inside a single state

<https://github.com/angular-ui/ui-router/wiki/Multiple-Named-Views#view-names---relative-vs-absolute-names>

## JSON and $http

külső adatbázis

app.js-ből kivesszük

convert $scope.ninjas -> console.log(angular.toJson($scope.ninjas));

key-ek is idézőjelben!!!

jsonlint.cont – validate

beraktuk egy külön json fileba, app.js-ből töröltük

controller dependency-kbe beírjuk hogy **$http**

controller-be:

$http.get('data/ninjas.json').success(function(data)) {

$scope.ninjas = data;

});

get-teli, aztán aszinkron: siker esetén az lesz a data amit betöltött

## transclude & replace

pass things thru the prev return object

a home-ban mindent kitöröl a random.ninja directive-en belül, és beilleszti a random.html-ben lévőt

de mondhatjuk h ne törölje

transclude: true (a controllerben)

az új html-ben csinálunk egy <div ng-transclude> tag-et és abban lesz benne minden a régiből

replace: true (controllerben) – random ninja tag-ből div lesz

(replaces random-ninja tag with the outermost tag in the html)

## Animations

we have to dl a separate module

**angular.animate-min.js**

set as a dependency in our module (ngAnimate)

ng-enter, ng-fade dokumentációban le van írva

ng-leave-stagger – fokozatosan tűnnek el a lista tagjai

## Form Validation

contact.html-t csináltunk, config-ba beraktuk

from classes: ng-pristine/ng-dirty, ng-untouched/ng-touched, ng-valid/ng-invalid

form tag-ben novalidate -> angular-ra bízzuk a validálást html helyett

input tag-ekbe: ng-required=”true”

kell mindegyikgbe egy ng-model iss

now the fields have diff properties

email field class-e „ng-invalid” lesz ha nem jó amit beírtunk, stb

ng-invalidra beállíthatunk más css-t, pl. piros keret (de ne legyen piros, ha untouched)

vannak property-k: pl. ng-pristine class property-je: $pristine: true

input mező után a html-be egy <div>, ebbe írjuk hogy mikor jöjjön fel az üzenet h nem valid amit beírt a user

pl.

<div ng-show=”contactForm.name.$touched && contactForm.name.$invalid”>Enter a valid name</div>

a végére a submit gombhoz ng-disabled, amíg nem oké minden

ng-disabled="contactForm.$invalid"

css-t is rátehetünk, halványítás, cursor: not-allowed, stb

## Location Service

html-ben a form name-ben lehivatkozunk egy function-t: ng-submit="sendMessage()"

csinálunk neki egy controllert, app.js.-ben lehivatkozzuk a config-ben

dependency-kbe $location

$scope.sendMessage = function() {

$location.path('contact-success')

};

kell még neki egy route:

.when('/contact-success', {

templateUrl: 'views/contact-success.html',

contact: 'ContactController'

## URL-s:

# helyett

location provider method-ot a config-ba, dependency-be $locationProvider, és alá: $locationProvider.html5mode(true);

az index htmle head-be kell még: <base href="/" />

most már a header-ben sem kell a #

de ha beírjuk a böngészőbe, úgy nem működik

## ng-apply, ng-watch

aszinkron

Changing scope values asynchronously - updates don't propagate without .apply().

<https://docs.angularjs.org/api/ng/type/$rootScope.Scope>

## ng-class

to dynamically attach an active class (ha **igaz**, amit hozzárendelünk)

ng-class=”{’active’: isCurrentCategory(category}”

## angular material

a UI Component framework and a reference implementation of Google's Material Design Specification

npm install angular angular-material

scriptbe animate és aria (for accessibity)

Md-toolbar – ide jöhet a tolbar

md-content, md-sidebar, stb

<https://material.angularjs.org/latest/api/directive/mdToolbar>

## egghead

one controller per state is recommended

defining a method: don’t reference $scope inside a function

ng-repeat-ben van olyan hogy „limitTo”, csak x eredményt mutat

# SASS

extension to css

split files into modules

need to be translated into css, written in ruby

install ruby, **prepros**

if we drag sass files into prepros it will translate them into css

a styles scss-t a styles.css-be fogja fordítani a program

a html-t továbbra is a css-hez kötjük

## variables

pl. egy color kódot egy változóba rakunk

minden változó elé $ jel

$deepBlue: #032f3e;

pl. megadhatunk méretet változóba: $sectionHeading: 24px; utána csak itt kell módosítani

## nesting

könnyebb csoportosítani a style-okat így

pl. most belemegyünk a main-nav-ba

de ne legyen túl sok szint

quicker & more efficient

## mixins

chunk of reusable css that we can inject

pl. így néz ki:

@mixin banner {

width: 100%;

position: relative;

color: white;

.banner-content {

position: absolute;

top: 50px;

width: 100%;

}

aztán hozzárendeljük az adott class-hez, kiegészítjük azzal amit csak arra a class-ra akarunk

.lead-banner {

@include banner;

li {

text-transform: uppercase;

font-size: 20px;

max-width: 500px;

margin: 60px 0;

}

}

## importing files

szétszedjük a sass file-t, aztán importálni kell

pl. csak variables az egyikben

nem mindegyikből akarunk css fordítást: auto-comply-ból ki kell venni a pipát a prepros-ban, csak a styles-ból

mindent importálunk a styles-ba, a tetején

@import "reset";

## pseudo classes

extra effects

be nesteljük, és kell elé egy &-jel

a {

color: $offWhite;

text-decoration: none;

padding: 16px;

display: block;

text-align: center;

**&:hover {**

**color: #333;**

**}**

}

vagy berakhatjuk ezt egy mixinbe (clearfix lett a neve), aztán az ul-be beírjuk h @include clearfix

## math operators

pl. width: (40px \* 2); vagy (100% / 6) h egyenlő részekre ossza

## making a grid

3 sorba rakta a képeket így:

#projects li {

float: left;

width: 23%;

margin-right: 2%;

img {

width: 100%;

}

}

de lehet máshogy is. egy új mixint csinálunk, amiben változóként megadható a margin és a column száma (az utolsónak már nincs margin-ja)

@mixin grid ($cols, $mgn) {

float: right;

margin-right: $mgn;

margin-bottom: $mgn;

width: ((100% - (($cols - 1) \* $mgn)) / $cols );

&:nth-child(#{$cols}n) {

margin-right: 0;

}

}

*a styles-ban:*

#projects li {

@include grid(4, 2%);

img {

width: 100%;

}

}

## colour functions

<http://sass-lang.com/documentation/Sass/Script/Functions.html>

pl. a lighten function:

&:hover {

background-color: lighten($color, $amount);

}

első a base color, másik h mennyire világosítsa ki

complement($color)

## content

új mixint csinálunk, mediaQuery

@mixin mQ($arg) {

@media screen and (max-width: $arg) {

@content;

}

}

a styleban pedig ezt írjuk a listaelemekhez

li {

float: left;

width: (100% / 6);

@include mQ(600px) {

width: 100%;

}

ez, ha összehúzzuk a képernyőt, egymásra rakja a listaelemeket

## if statements

az alábbi attól függően fog működni, hogy az include-ban hány paramétert adunk meg

@mixin mQ($arg...) {

@if length($arg) == 1 {

@media screen and (max-width: nth($arg, 1)) {

@content;

}

@if length($arg) == 2 {

@media screen and (max-width: nth($arg, 1)) and (min-width: nth($arg, 2)) {

@content;

}

}

rakhatunk a span-re is, hogy ha nagyobb a screen size, akkor nagyobb szöveg legyen

@include mQ(3000px, 1200px) {

font-size: 68px;

}

# Bootstrap

mobile friendly

CDN or download

head-be: meta name=viewport --- responsive lesz

bemásolom a cdn linkeket

bs has a dependency to jquery!

bemásoljuk a body-ba scriptbe az url-jét (<http://code.jquery.com/jquery-1.12.4.min.js>)

## grid system

12 columns

class names

we add content into rows and columns

content: large screens: 8 columns wide, medium 6, small 12

sidebar: 4, 6, 12

responsive

## containers

you put all your rows and columns in it

container: has fixed width, changes at certain breakpoints, built in padding 15px

container-fluid: fluid width, stretches 100% of its parent element, 15% padding

## rows & columns

to use a row we have to put it into a container

column: to indicate how much horizontal space we want to take up with an element

all columns have to be within a row, by using bootstrap classes

col-{size}-{number}

size of targeted viewport, number of columns you want the element to span

**column classes:**

sizes: xs, sm, md, lg ( 768, 992, 1200 pxs)

number 1 – 12

pl. col-xs-12 vagy col-md-6

<div class="col-md-2 thumb">thumbnail</div>

ha eléri az 1200px-et a képernyő szélessége, akkor lesz 2 col széles, egyébként teljes képernyős lesz

<div class="col-md-2 col-sm-4 col-xs-6 thumb">thumbnail</div>

extra small (<768px) széles képernyőn 6 széles lesz

## Column Offsetting

<div class="col-xs-offset-2 col-xs-12 col-md-4 col-md-offset-0 thumb">

csak kis képernyőnél legyen offset, amúgy ne

## Push & Pull columns

col-lg-push-4 - nagy képernyőn 4 oszloppal jobbra tolja

col-lg-pull-8 – 8-cal balra

de ha mondjuk md-re adjuk meg, akkor utána lg-nél ki kell nullázni, különben arra is érvényes lesz

## clearfix

div class=”clearfix”

így float left-nél nem akad bele a fölötte lévőbe

de magadhatjuk a head-ben is, hogy style --- .thumb:nth-child(odd): clear both;

## Text Styles

headings: h1 – h6

just change body font-family

bárhol <span class=h1>

class=lead is van

## list styles

pl. ul és ol lehet class=”list-inline”

dl lehet clas=”dl-horizontal”

## button styles

class="btn btn-default btn-lg"

van btn-primary, -info, -warning, -danger, -success

btn-xs –sm –lg

active disabled

## image styles

class=”img-responsive” – no overlapping

ha berakjuk egy column-ba

img-circle – köralakú lesz, van még img-rounded + img-thumbnail

de xs-12-nél nem lesz szélesebb a kép eredeti méreténél: ha beírjuk, hogy center-block, akkor ilyenkor középre teszi

## visibility

to hide: „hidden-xs” / „hidden-md” (hidden at xs size, stb)

to show: „visible-xs” / „visible-md-block” (only visible at xs size, stb)

vagy visible—md-inline (eredetileg block) vagy md-inlike-block (egy sorban lesz de lesz szélessége)

## Drop-down Menu's

van egy button (class=”btn btn-default”) és egy lista

benne szöveg és class=”caret” – ettől lesz benne egy nyíl

az egészet berakjuk egy div-be class=”dropdown”

button—nek classbe dropdown-toggle

ul-nek classbe dropdown-menu

button classbe még: data-toggle=”dropdown”

tehetünk még bele egy li-taget, class=”dropdown-header”

bármelyik li lehet class=”disabled”

## Tabs & pills

ul-nek class=”nav”

aztán ul class-be még nav-tabs – horizontal lesz

li-be class=”active” tabs lesz, mint a wikipedia

nav-tabs helyett nav-pills: kicsit másfajta lesz

nav-stacked – egymás alá teszi

nav-justified

## Navbars

ul marad class=”nav”

classbe még navbar-nav

berakjuk az egész ul-t egy <nav> element-be

nav class=”navbar navbar-default”

navbar-fixed-bottom – lent lesz és sosem tűnik el

vagy fixed-top

*logo a navbar elejére linkkel*: az ul elé rakunk egy div-et <div clas=”navbar-header”>

a div-en belül egy anchor tag: <a href=”/index.html” class=”navbar-brand”>VMI SZÖVEG</a>

ez egy link lesz a homepage-re

buttons in the navbar: ul alá rakunk egy button-t: class=”btn btn-default navbar-btn”

ha jobbra akarjuk akkor navbar-right

**mobil-képernyőn:**

ul-t és button-öket berakjuk egy div-be

class=”collapse navbar-collapse” id=”vmi”

a logo-s cucc button-jébe azt írjuk, hogy: class=”navbar-toggle collapsed” data-toggle=”collapse” data-target=”#vmi”

3db csík a gombra: 3-szor <span clas=”icon-bar”>

erre kattintva nyílik majd le a menü

## jumbotrons:

sog that stands out

div class=”jumbotron”

van benne mondjuk egy h1 és egy p

ha a h1-et és p-t egy containerbe tesszük, akkor a szöveg nem fog a képernyő széléig érni

## forms

pl. input class=”form-control”

vagy a label-t és input-ot berkahtajuk egy div-be, és a div-nek class=”form-group”

checkboxos részeket, radio button-öket is formgroup-okba tehetünk, úgy jobba nelkülönülnek

chkboxnál lehet class=”checkbox-inline”

van radio-inline is

ha mindkét radio-nak uazt a name-et adod, akkor csak az egyiket lehet kiválasztani

## badges & labels

a button-on eblül csinálok egy span-t és class=”badge”

illetve ugyanez label-lel, az nem köralakú lesz

## panels

egy dobozba rakunk dolgokat

belerakjuk egy div-be a dolgokat, class=”panel” panel-default (vagy panel-primary stb)

azon belül lesz egy heading (class=”panel-heading”)

címnek lehet class=”panel-title”, contentnek lehet class=”panel-body”

van panel-footer is

## tooltips

rámész vmire és feljön egy buborék

pl egy anchor tagen belül beírjuk hogy data-toggle=”tooltip” data-placement=”top” title=”vmi” (ez jön fel)

bármin lehet, nemcsak a-n

## carousels

váltogatja a megadott képeket

kell egy div, class=”carousel” id=”vmi” data-ride=”carousel”

ezen belül egy div class=”carousel-inner”

ezen belül egy 3-szor div class=”item”

ezekbe berakunk 1-1 képet

de ez így még nem látszik, mert nem aktív

az első item-hez be kell írni, hogy class=”item active”

a külső divhez írhatjuk, hogy „carousel slide”, akkor slide-olnak a képek

az itemeken belül a képeknek adhatunk szöveget egy „carousel caption” class-ű div-vel

**nyilak**

”carousel-inner”-en kívül egy a-tag, class=”right carousel-control” href=”#vmi” (carosuel id-je) data-slide=”next”

ebbe egy span class=”glyphicon glyphicon-chevron-right” – ez egy jobbra nyíl lesz

balra data-slide: prev

**circle-tags**

”carousel-inner”-en kívül egy ol-tag

class=”carousel-indicators”

ebbe li data-target=”#vmi” (id) data-slide-to=”0” – első képre ugrik

ebből annyit ahány kép van

első li legyen class=”active”

jquery-vel adta meg a sebességet, szünetet, stb

## modals

egy kis doboz ami feljön

div class=”modal” id=”vmi”

ezen belül div class=”modal-dialog”

ezen belül div class=”modal-content”

ezen belül div class=”modal-header” és „modal-body”

headerbe h2 class=”modal-title”

body-ba néhány p

ok. amihez hozzárendeljük (pl. volt egy anchor-tag a panel-footerben), abban data-toggle=”modal”

a modal-headerbe mehet egy button class=”close” data-dismiss=”modal”, szöveg: x

ebből lesz egy becsukó gomb

## Accordions

group of panels bundled together

div class=”panel-group” id=”vmi”

ebbe div class=”panel panel-default”

ebbe egy „panel-heading”, amibe egy h3, class=”panel-title” data-target=”#panel1” data-toggle=”collapse”

meg egy „panel-collapse collapse” id=”panel1”, ebbe egy panel-body, abba egy p

klikkelésre eltűnik/megjelenik a p

h3-nak lehet még egy olyan attribute, hogy data-parent=”#pnelgroup id-je” – akkor csak egy van nyitva egyszerre

## Themes

másol által készített css file-ok

free pl. bootswatch.com

vagy letöltjük a file-t, vagy head-be a link:

<link href=”link” rel=”stylesheet” type=”text/css”>

az még mindig módosítható

# Gulp

<https://css-tricks.com/gulp-for-beginners/>

<https://github.com/zellwk/gulp-starter-csstricks>

It's often used to do front end tasks like:

* Spins up a web server
* Compiles Sass to CSS
* Refreshes the browser automatically whenever you save a file
* Optimizes all assets (CSS, JS, fonts, and images) for production

chain together different tasks into simple commands that are easy to understand and execute.

*installing: npm install gulp –g*

aztán: npm install gulp --save-dev

Determining Folder Structure:

|- app/

|- css/

|- fonts/

|- images/

|- index.html

|- js/

|- scss/

|- dist/

|- gulpfile.js

|- node\_modules/

|- package.json

In this structure, we'll use the app folder for development purposes, while the dist (as in "distribution") folder is used to contain optimized files for the production site.

Since app is used for development purposes, all our code will be placed in app.

create a **gulpfile.js**, which stores all Gulp configurations.

var gulp = require('gulp');

gulp.task('task-name', function() {

// Stuff here

});

to run it: $ gulp task-name

*gulp.task('task-name', function () {*

*return gulp.src('source-files') // Get source files with gulp.src*

*.pipe(aGulpPlugin()) // Sends it through a gulp plugin*

*.pipe(gulp.dest('destination')) // Outputs the file in the destination folder*

*})*

a real task takes in two additional gulp methods — gulp.src and gulp.dest.

**gulp.src** tells the Gulp task what files to use for the task

**gulp.dest** tells Gulp where to output the files once the task is completed.

## sass-css preprocessing

We can compile Sass to CSS in Gulp with the help of a plugin called gulp-sass.

npm install gulp-sass --save-dev

a js file-ban:

var sass = require('gulp-sass');

gulp.task('sass', function(){

return gulp.src('app/scss/styles.scss')

.pipe(sass())

.pipe(gulp.dest('app/css'))

});

lefuttatod command line-ban (gulp sass), és létrejön egy css file a fordításával

## Globbing

több scss file estén: Node globs

Globs are matching patterns for files that allow you to add more than one file into gulp.src. It's like regular expressions, but specifically for file paths.

Most workflows with Gulp tend to require 4 different globbing patterns:

* \*.scss: matching any files ending with .scss in the root folder (project).
* \*\*/\*.scss: - matches any file ending with .scss in the root folder and any child directories.
* !not-me.scss: The ! indicates that Gulp should exclude the pattern from its matches
* \*.+(scss|sass): The plus + and parentheses () allows Gulp to match multiple patterns, with ifferent patterns separated by the pipe | character.

gulp.task('sass', function() {

return gulp.src('app/scss/\*\*/\*.scss')

.pipe(sass())

.pipe(gulp.dest('app/css'))

})

compiles all Sass files into CSS files with a single command

## Watching

we can tell Gulp to automatically run the sass task whenever a file is saved through a process called "watching".

gulp.watch('files-to-watch', ['tasks', 'to', 'run']);

PL.

gulp.watch('app/scss/\*\*/\*.scss', ['sass']);

we can group together multiple watch processes:

gulp.task('watch', function(){

gulp.watch('app/scss/\*\*/\*.scss', ['sass']);

// Other watchers

})

automatically runs the sass task whenever you save a .scss-file

## BrowserSync

helps make web development easier by spinning up a web server that helps us do live-reloading

npm install browser-sync --save-dev

in the js-file:

var browserSync = require('browser-sync').create();

We need to create a browserSync task to enable Gulp to spin up a server. we need to let Browser Sync know where the root of the server should be. In our case, it's the `app` folder:

gulp.task('browserSync', function() {

browserSync.init({

server: {

baseDir: 'app'

},

})

})

*de nálam csak ez működött:*

gulp.task('browserSync', function() {

browserSync.init({

proxy: 'http://localhost:3000',

port: 7000

});

});

We also have to change our sass task so Browser Sync can update the CSS in the browser whenever the sass task is ran.

gulp.task('sass', function() {

return gulp.src('app/scss/\*\*/\*.scss')

.pipe(sass())

.pipe(gulp.dest('app/css'))

.pipe(browserSync.reload({

stream: true

}))

});

Now, we have to run both the watch and browserSync tasks at the same time, by adding a second argument to the watch task:

gulp.task('watch', ['browserSync'], function (){

gulp.watch('app/scss/\*\*/\*.scss', ['sass']);

// Other watchers

})

We'll also want to make sure sass runs before watch so the CSS will already be the latest whenever we run a Gulp command.

gulp.task('watch', ['browserSync', 'sass'], function (){

gulp.watch('app/scss/\*\*/\*.scss', ['sass']);

// Other watchers

});

Now, if you run gulp watch in the command line, Gulp should start both the sass and browserSync tasks concurrently. When both tasks are completed, watch will run.

At the same time, a browser window that points to app/index.html would also pop up.

we can also reload the browser if any HTML or JavaScript file gets saved by calling the browserSync.reload function when a file gets saved:

gulp.task('watch', ['browserSync', 'sass'], function (){

gulp.watch('app/scss/\*\*/\*.scss', ['sass']);

gulp.watch('app/\*.html', browserSync.reload);

gulp.watch('app/js/\*\*/\*.js', browserSync.reload);

});

## Combining Gulp tasks

we need to use an extra plugin called Run Sequence.

$ npm install run-sequence --save-dev

js file-ba

var runSequence = require('run-sequence');

gulp.task('task-name', function(callback) {

runSequence('task-one', 'task-two', 'task-three', callback);

});

sorba megy végig a task-okon

Run Sequence also allows you to run tasks simultaneously if you place them in an array

we can now create a task that ensures that clean:dist runs first, followed by all the other tasks:

gulp.task('default', function (callback) {

runSequence(['sass','browserSync', 'watch'],

callback

)

})

(when you have a task named default, you can run it simply by typing the gulp command)

## gulp karma

<https://github.com/karma-runner/gulp-karma>

## gulp nodemon

$ npm install --save-dev gulp-nodemon

## gulp mocha

npm install gulp gulp-mocha

## gulp-tape

npm install --save-dev gulp-tape tape

'use strict';

 var gulp **=** require('gulp');

var tape **=** require('gulp-tape');

var tapColorize **=** require('tap-colorize');

gulp.task('test', function() {

**return** gulp.src('test/\*.js')

    .pipe(tape({

      reporter**:** tapColorize()

    }));

});

# Heroku

heroku login

heroku create

git push heroku master

procfile: abba kell beírni, hogy miket indítson el, mi hol van

az lesz benne „web: node vmi.js”

a server file-unkra kíváncsi

process.env.PORT || 3000

***master váltás:***

git remote –v 🡪 kiírja a herokun lévő remote-okat

git remote remove heroku „aktuális master címed”

git remote add heroku „cím”

# Browserify

With Browserify you can write code that uses require in the same way that you would use it in Node.

*npm install uniq*

var unique = require('uniq');

Now recursively bundle up all the required modules starting at main.js into a single file called bundle.js with the browserify command:

browserify main.js -o bundle.js

a html-be még kell egy script:

<script src="bundle.js"></script>

<https://github.com/substack/browserify-handbook>

# Codeship

codeshipre megy, amit pusholunk, onna tovább heroku-ra

csss menjen fel herokura: codeship-en pipeline / custom script-be:

* rm -rf .git
* rm -rf .gitignore
* rm -rf node\_modules/
* git config --global user.name "CODESHIP deploy script"
* git config --global user.email "codeship@example.com"
* git init .
* git remote add heroku git@heroku.com:student-mngmt-tool.git
* git add --all && git commit -am 'CODESHIP deploye'
* git push -f heroku master

# Karma

## basics

<https://www.youtube.com/watch?v=ivwY-nGOHiA>

var testingAngularApp = angular.module(’testingAngularApp’, []);

testingAngularApp.controller(’testingAngularCtrl’, function ($rootScope, $scope) {

$scope.title = „testing AngularJS”;

});

**installációk**

npm install karma-cli phantomjs –g

npm install karma jasmine –save-dev

ez berakja a jason-file-ba a dev dependencies-be

van egy „karma init”-parancs, ami létrehoz egy karma file-t. be kell írni, hogy jasmine.

do you want to capture any browsers automatically? PhantomJS

location of test files? üres

any files excluded? üres

karma watch all the files? yes

létrejön a karma.conf.js

list of files-t manuálisan adjuk meg: angular.js, angular-mocks.js, app.js, unit/\*.js

indítás: karma start karma.conf.js

## First Unit Test

describe(’name’, function() {

beforeEach(module(’testingAngularApp’)

describe(’name of controller’, function(

var scope, ctrl;

beforeEach(inject(function($controller, $rootScope)) { – *to inject angular components into our tests*

scope = $rootscope.$new();

ctrl = $controller(’name’, {$scope: scope} ) *– assign the angular controller to this variable*

*a fent definiált scope variable minden var-hoz hozzáfér ami a controllerben van*

afterEach (function)

*cleanup codes*

it (’name of unit test’, function)

expect(scope.title).toBeDefined();

expect(scope.title).toBe(’name’ );

*scope.title = value to check*

*toBeDefined = sg to check it against*

*ha az it block-ban vmi nem teljesül, akkor a test failed*

a failed testben benne van a describe block meg az it block neve, hogy be lehessen azonosítani

## testing controllers & scope

**csinál egy holiday planning app-et**

var testingAngularApp = angular.module(’testingAngularApp’, []);

testingAngularApp.controller(’testingAngularCtrl’, function ($rootScope, $scope) {

$scope.title = „testing AngularJS”;

$scope.destinations = [];

$scope.newDestination = {

city: undefined,

country: undefined

}

$scope.addDestination = function() {

$scope.destination.push(

{

city: $scope.newDestination.city,

country.$scope.newDestination.country

)

}

});

**így néz ki a tesztfile:**

describe(’name’, function() {

beforeEach(module(’testingAngularApp’)

describe(’test of controller’, function(

var scope, ctrl;

beforeEach(inject(function($controller, $rootScope)) {

scope = $rootscope.$new();

ctrl = $controller(’controller name’, {$scope: scope} )

it (’name of unit test’, function() {

expect(scope.title).toBeDefined();

expect(scope.title).toBe(’name’ );

it (’adjon hozzá 2 új desztincáiót’, function () {

expect(scope.destinations).toBeDefined();

expect(scope.destinations.length).toBe(0);

scope.newDestination = {

city=”vmi”,

country = „vmi”

}

scope.addDestination;

expect(scope.destinations.length).toBe(1);

expect(scope.destinations[0].city)toBe(’vmi’);

expect(scope.destinations[0].country)toBe(’vmi’);

supertest

it(’vmi’, function(done) {

supertest(app)

.get(’vmi’)

.expect(200)

.end(function(err, res) {

res.status.should.equal(200);

done();

})

});

indítáas: mocha ...js

# Node passport

passportjs.org/docs

authentication middleware for Node to authenticate requests

Passport delegates all other functionality to the application

single sign-on using an **OAuth** provider such as Facebook or Twitter has become a popular authentication method. Services that expose an API often require token-based credentials to protect access.

Authentication mechanisms, known as strategies, are packaged as individual modules

app.post('/login', passport.authenticate('local', { successRedirect: '/', failureRedirect: '/login' }));

installing: npm install passport

## Authenticate

passport.authenticate() and specifying which strategy to employ.

app.post('/login',

passport.authenticate('local'),

function(req, res) {

// If this function gets called, authentication was successful.

// `req.user` contains the authenticated user.

res.redirect('/users/' + req.user.username);

});

if authentication fails, Passport will respond with a 401 Unauthorized status

**Redirect**: A redirect is issued after authenticating a request. Upon successful authentication, the user will be redirected to the home page. If authentication fails, the user will be redirected back to the login page for another attempt.

Redirects are often combined with **flash messages** in order to display status information to the user (failureFlash: true) - instructs Passport to flash an error message using the message given by the strategy's verify callback, if any.

flash message can also be set specifically: failureFlash: 'Invalid username or password.'

Using flash messages requires a req.flash() function. (connect-flash middleware)

**Disable Sessions**

After successful authentication, Passport will establish a persistent login session. for users accessing a web application via a browser.

However, in some cases, session support is not necessary. For example, API servers typically require credentials to be supplied with each request. When this is the case, session support can be safely disabled by setting the *session option to false*.

app.get('/api/users/me',

passport.authenticate('basic', { session: false }),

function(req, res) {

res.json({ id: req.user.id, username: req.user.username });

});

**Custom Callback**

can be provided to allow the application to handle success or failure.

app.get('/login', function(req, res, next) {

passport.authenticate('local', function(err, user, info) {

if (err) { return next(err); }

if (!user) { return res.redirect('/login'); }

req.logIn(user, function(err) {

if (err) { return next(err); }

return res.redirect('/users/' + user.username);

});

})(req, res, next);

});

If authentication failed, user will be set to false. If an exception occurred, err will be set. An optional info argument will be passed, containing additional details provided by the strategy's verify callback.

## Configure

Three pieces need to be configured to use Passport for authentication:

**authentication strategies**

pl. verifying a username and password vagy delegated authentication using OAuth vagy federated authentication using OpenID

via the use() function

Strategies require a **Verify Callback** to find the user that possesses a set of credentials

If the credentials are valid, the verify callback invokes done to supply Passport with the user that authenticated

return done(null, user);

if not valid: return done(null, false);

additional info message: return done(null, false, { message: 'Incorrect password.' });

if an exception occurred: return done(err);

**application middleware**

In a Connect or Express-based application, passport.initialize() middleware is required to initialize Passport. If your application uses persistent login sessions, passport.session() middleware must also be used.

app.configure(function() {

app.use(express.static('public'));

app.use(express.cookieParser());

app.use(express.bodyParser());

app.use(express.session({ secret: 'keyboard cat' }));

app.use(passport.initialize());

app.use(passport.session());

app.use(app.router);

});

**sessions (optional)**

If authentication succeeds, a session will be established and maintained via a cookie set in the user's browser.

Each subsequent request will not contain credentials, but rather the unique cookie that identifies the session.

In order to support login sessions, Passport will serialize and deserialize user instances to and from the session.

passport.serializeUser(function(user, done) {

done(null, user.id);

});

passport.deserializeUser(function(id, done) {

User.findById(id, function(err, user) {

done(err, user);

});

});

When subsequent requests are received, this serialized ID is used to find the user, which will be restored to req.user.

## Username & Password

most widely used way for websites to authenticate users

passport-local module:

**$ npm install passport-local**

var passport = require('passport')

, LocalStrategy = require('passport-local').Strategy;

passport.use(new LocalStrategy(

function(username, password, done) {

User.findOne({ username: username }, function(err, user) {

if (err) { return done(err); }

if (!user) {

return done(null, false, { message: 'Incorrect username.' });

}

if (!user.validPassword(password)) {

return done(null, false, { message: 'Incorrect password.' });

}

return done(null, user);

});

}

));

username and password arguments are submitted to the application via a login form.

<form action="/login" method="post">

<div>

<label>Username:</label>

<input type="text" name="username"/>

</div>

<div>

<label>Password:</label>

<input type="password" name="password"/>

</div>

<div>

<input type="submit" value="Log In"/>

</div>

</form>

**Route:** login form is submitted to the server via the POST method. Using authenticate() with the local strategy

app.post('/login',

passport.authenticate('local', { successRedirect: '/',

failureRedirect: '/login',

failureFlash: true })

);

**Parameters**

passport.use(new LocalStrategy({

usernameField: 'email',

passwordField: 'passwd'

},

function(username, password, done) {

// ...

}

));

# Local storage

Using [local storage](http://hacks.mozilla.org/2009/06/localstorage/) in modern browsers is ridiculously easy. All you have to do is modify the localStorage object in JavaScript. You can do that directly or (and this is probably cleaner) use the setItem() and getItem() method:

localStorage.setItem('favoriteflavor','vanilla');

If you read out the favoriteflavor key, you will get back “vanilla”:

var taste = localStorage.getItem('favoriteflavor');

// -> "vanilla"

To remove the item, you can use the removeItem() method:

localStorage.removeItem('favoriteflavor');

var taste = localStorage.getItem('favoriteflavor');

// -> null

That’s it! You can also use sessionStorage instead of localStorage if you want the data to be maintained only until the browser window closes.

 you can only store strings in the different keys!

localStorage.setItem( 'car', JSON.stringify(car) );

<https://developer.mozilla.org/en-US/docs/Web/API/Web_Storage_API/Using_the_Web_Storage_API>

# Green Fox final exam

<https://docs.google.com/presentation/d/1SSnRtFDvfTei56dUs6bwkxXTAT8lLcyQ36s1M5vW2NU/edit?usp=sharing>

The student, on their own, is able to:

* Follow indentation and coding styleguides in their code
* Use and set up linters

**$ npm i --save-dev eslint [eslint-plugins]**

eslint --init

* Create variables, functions, objects in JavaScript / Java based on a given specification

**When the JavaScript parser sees a function in the main code flow, it assumes Function Declaration.**

**When a function comes as a part of a statement, it is a Function Expression.**

**Function Expressions can be used only after they are executed.**

* Use conditions and loops:
  + Filtering

var evens = [1, 2, 3, 4, 5].filter(function(e) {

return e % 2 === 0;

});

* + Finding elements or index

console.log(['apple', 'pear', 'melon'].indexOf('pear')); // 1

var triples = [1, 2, 3, 4, 5].map(function(e) {

return e \* 3;

});

console.log(triples); // [3, 6, 9, 12, 15]

['apple', 'pear', 'melon'].forEach(function(e) {

console.log(e);

});

* + Generating collections

arrays: concat, join, push, pop, shift, unshift, splice, reverse, sort

* + Checking mutiple values and counting

var isAllEven = [2, 6, 14, 5, 4].every(function(e) {

return e % 2 === 0;

});

console.log(isAllEven); // false

var isAnyEven = [2, 6, 14, 5, 4].some(function(e) {

return e % 2 === 0;

});

console.log(isAnyEven); // true

* Determine the output of expressions
* Explain their own code
* Install packages via a package manager

npm init, npm install

* Write unit tests for functions and methods without mocking dependencies

tape, karma

falsy:

false

0 (zero)

"" (empty string)

null

undefined

NaN (a special Number value meaning Not-a-Number!)

**var tape = require('tape');**

**var calculateDueDate = require('./duedate');**

**tape('dueDateOnSameDay', function(t) {**

**t.deepEqual(calculateDueDate('2016-08-22 09:30', 2), '2016-08-22 11:30');**

**t.end();**

**});**

* Include and call 3rd party libraries in their code

**var moment = require('moment');**

* Use frameworks and know its components and processes
* Use async structures:
  + Writing functions that are taking and calling callbacks
  + Determining the calling order in nested callbacks
* Use git:
  + Commit, add, push, pull
  + Resolving a simple merge conflict

the number of planets are

<<<<<<< HEAD

nine

=======

eight

>>>>>>> branch-a

* + Creating a pull request
* Use databases:
  + Implement database calls with JavaScript / Java
  + Write a simple SQL query for a single table:
    - Listing, Deleting, Updating, Creating rows with specific values

INSERT INTO mytable

(column, another\_column, …)

VALUES (value\_or\_expr, another\_value\_or\_expr, …),

(value\_or\_expr\_2, another\_value\_or\_expr\_2, …),

…;

UPDATE mytable

SET column = value\_or\_expr,

other\_column = another\_value\_or\_expr,

…

WHERE condition;

DELETE FROM mytable

WHERE condition;

**Order of execution**

Complete SELECT query

SELECT DISTINCT column, AGG\_FUNC(column\_or\_expression), …

FROM mytable

JOIN another\_table

ON mytable.column = another\_table.column

WHERE constraint\_expression

GROUP BY column

HAVING constraint\_expression

ORDER BY column ASC/DESC

LIMIT count OFFSET COUNT;

* Use the command line:
  + Traversing directories
  + Moving, copying, creating, deleting files

cp, mv, rm, rm –r

* + Passing command line arguments to commands

ezzel vittük be a todo-kat

sys module provides access to any command-line arguments via the sys.argv:

* sys.argv is the list of command-line arguments.
* len(sys.argv) is the number of command-line arguments.

getopt.getopt method: parses command line options and parameter list

* Write backend code:
  + Implement an HTTP endpoint

An endpoint is a service that can listen for requests.

app.**post**('/meals', function(req, res) {

myMeals.addMeal(req.body, function(result) {

res.send(result);

});

});

* Write frontend code:
  + Create simple layout in CSS and HTML based on a given specification
  + Select any HTML element using CSS selectors
  + Handle events and change the DOM

**querySelector, createElement, appendChild, removeChild, innerHTML, getAttribute, setAttribute**

**button.addEventListener('click', alertGreenFox);**

**var mealName = document.createElement('td');**

**mealName.innerHTML = item.name;**

**meal.appendChild(mealName);**

**mealName.classList.add('name\_col');**

**c.classList.add('x');**

* + Change attributes and properties on HTML elements using JavaScript
* Deploy application to hosting service

<https://devcenter.heroku.com/articles/getting-started-with-nodejs#set-up>

<https://devcenter.heroku.com/articles/deploying-nodejs>

* Differentiate between backend and frontend functionality
* Refactor code:
  + Create meaningful names for functions, classes and variables
  + Split bigger functions to smaller ones
  + Separate functions to different files
  + Point out code smells

prototype:

const waffle = Object.create(food)

waffle.init(’waffle’)

# jquery

for interacting with html

<https://jquery.com/download/>

$(document).ready(function() {

alert(„jquery loaded”)

});

element kiválasztás pl.: $(„#main-heading”)

de ez egy jquery object lesz (úgy néz ki mint egy array)

has access to all jquery methods and properties

## selectors

$(„#lead-banner p”)

$(„h3”)

$(„.wrapper”) – class ponttal

módosítás:

$(„h3”)**.css**({border: „3px solid red”})

## filters

to refine selectors (like pseudo classes)

„:”-tal elválasztva, pl. ($(„header nav li:first-child”)

:even, :odd

section:not(’#contact’) – minden a section-ből kivéve az

lt(3) – less than – az első 3-at adja vissza

$(„div[class]).css({valami}) – every div that has a class (attribute filter)

## traversing DOM

$(„valami”).next() vagy .prev() – azonos szinten lévő köv vagy előző elem

.parent

.children

.find(„.facebook”) – ha van ilyen class, megkeresi. performance szempontból lehet jó

.closest(.valami)

## chaining

$(„valami”).css(({color: vmi}).next.css(vmi)

végére ;

## adding content

script.js-be:

egy változóba beladott egy tag-et

aztán megfog egy elementet:

$.(„#tweets”).append(változó) – adds to the bottom of element

.prepend() – top of element

.before, .after, .html – changes the whole html, .text() – changes text

## wrap & unwrap

wrapped – it has parents

wrap() – all elements individually

unwrap()

wrapAll() – mindet egybe

$(„section”).wrap(„<div>”) – becsomagolja egy div-be

$(„section”).unwrap();

**másik példa:**

var wrapper = „<div class=’wrapper’>”;

var button = $(„.button”);

var wrapped = true;

button[0].oncklick = function() {

if(wrapped) {

$(„section”).unwrap();

wrapped = false;

button.text(„wrap”);

} else {

$(„section”).wrapAll(wrapper)

wrapped = true;

button.text(„unwrap”);

}

}

## removing

.empty() – empties inner HTML

.remove() – removes element

pl. $(„.button”).empty();

## change attributes

.removeAttr() – removes an attribute

.attr() – reads or sets an attribute

pl. $(„.vmi”).(„alt”, „location”) – első tag az attribute, 2. az érték amit kap

ha nincs 2., akkor csak beolvassa a jelenlegi értéket

## ccs with jQuery

$(„.valami”).css(„position”); - megnézi mi a position-je az elemnek

$(„.valami”).css(„top”, „-200px”); - módosítja

chain-elni is lehet

objektummal is lehet, átláthatóbb:

$(„.valami”).css({

„top” :, „-200px”,

„left” : „30px”

});

## add & remove classes

removeClass()

addClass()

toggleClass

$(„header .wrapper”).removeClass(„wrapper”);

$(„header > div”) – direct child

## event binding

on() – binds event to matched elements

off() – unbinds event from matched elements

var myList = $(„vmi”)

myList.on(„click”, function() {

$(this).css({ „color” : „pink” })

myList.off(„click”);

});

## event helpers

element.click(function() {vmi} );

## doc ready & window load events

hogyha head-ben van a script, akko js-ben be kell írni, hogy:

$(document).on(„ready”, function() {

ugyanez helyett elég az is, hogy $(function(

másik, az egész webpage betöltését megvárja: $(window).on(„load”, function() vagy $(window).load(function,

## event object

.stopPropagation() – stop bubbling up

.target() – brings back the element i clicked

## animations

click-re más attribute-ot kap

.animate(vmi, 4000) – sebesség

csak olyat lehet animálni ami számként van meghatározva

fading in & out: (animate(opacity) helyett): .fadeOut() – a végén eltűnik

.fadeOut().fadeIn() – eltűnik, megjelenik

.fadeTo(time, opacity)

## hide / show

hide(), show(), toggle()

$(this).hide(1000) – 1 mp-re eltűnik

## sliding

modifies height of element

$(„.valami”).slideUp(); - felcsúszik addig amit megadtunk – speed, duration megadható

.slideDown – vissza

## plugins

responsiveslides.com

# Functional programming

higher order functions: take functions as parameters or return a function

Functional code is characterised by one thing: the absence of side effects.

It doesn’t rely on data outside the current function, and it doesn’t change data that exists outside the current function.

simple map: name\_lengths = map(len, ["Mary", "Isla", "Sam"]) *// [4, 4, 3]*

simple lambda: squares = map(lambda x: x \* x, [0, 1, 2, 3, 4]) *// [0, 1, 4, 9, 16]*

simple reduce: sum = reduce(lambda a, x: a + x, [0, 1, 2, 3, 4]) *// 10*

sam\_count = reduce(lambda a, x: a + x.count('Sam'),

sentences,

0)

other ones: filter, all, any and find.

# Clean code

## Naming

Use Intention-Revealing Names

Beware of using names which vary in small ways

Avoid Disinformation

If names must be different, then they should also mean something different. Distinguish names in such a way that the reader knows what the differences offer.

make your names pronounceable.

Use Searchable Names - The length of a name should correspond to the size of its scope!

Avoid Mental Mapping

Classes and objects should have noun or noun phrase names like Customer, WikiPage, Account, and AddressParser. Avoid words like Manager, Processor, Data, or Info in the name of a class. A class name should not be a verb.

Methods should have verb or verb phrase names like postPayment, deletePage, or save.

## Functions

they should be small.

FUNCTIONS SHOULD DO ONE THING. THEY SHOULD DO IT WELL. THEY SHOULD DO IT ONLY.

One Level of Abstraction per Function

**stepdown rule:** We want the code to read like a top-down narrative. We want every function to be followed by those at the next level of abstraction so that we can read the program, descending one level of abstraction at a time as we read down the list of functions

Pl.:

*To include the setups and teardowns, we include setups, then we include the test page content,*

*and then we include the teardowns.*

*To include the setups, we include the suite setup if this is a suite, then we include the*

*regular setup.*

*To include the suite setup, we search the parent hierarchy for the “SuiteSetUp” page*

*and add an include statement with the path of that page.*

*To search the parent. . .*

Use Descriptive Names

a function shouldn’t have more than 3 arguments

Prefer Exceptions to Returning Error Codes

## Comments

Comments Do Not Make Up for Bad Code

todo comments

A comment may be used to amplify the importance of sg that may seem inconsequential.

## Formatting

the team should agree to a single set of formatting rules and all members should comply

it’s possible to build significant systems out of files that are typically 200 lines long

The Newspaper Metaphor

**Blank lines:** each blank line is a visual cue that identifies a new and separate concept. but lines of code that are tightly related should appear vertically dense.

**Variables** should be declared as close to their usage as possible. Instance variables should be declared at the top of the class

**Dependent Functions.** If one function calls another, they should be vertically close, and the caller should be above the callee

no wider lines than 120 characters

## Objects and Data Structures

the difference between objects and data structures: objects hide their data behind abstractions and expose functions that operate on that data. Data structure expose their data and have no meaningful functions.

Law of Demeter: method f of a class C should only call the methods of these: C, an object created by f, an object passed as an argument to f, an object held in an instance variable of C

Data Transfer Objects

Active Records are data structures with public variables

**conclusion**:

*Objects* expose behavior and hide data. This makes it easy to add new kinds of objects without changing existing behaviors. It also makes it hard to add new behaviors to existing objects.

*Data structures* expose data and have no significant behavior. This makes it easy to add new behaviors to existing data structures but makes it hard to add new data structures to existing functions.

## Error Handling

Use Exceptions Rather Than Return Codes

Try-Catch-Finally Statement: When you execute code in the try portion of a try-catch-finally statement, you are stating that execution can abort at any point and then resume at the catch.

When we’ve caught the exception, we can refactor. We can narrow the type of the exception we catch to match the type that is actually thrown

Each exception that you throw should provide enough context to determine the source and location of an error

wrapping third-party APIs is a best practice

## Boundaries

third party code

we could write some tests to explore our understanding of the third-party code (learning tests)

## Unit tests

The Three Laws of TDD:

1. You may not write production code until you have written a failing unit test.
2. You may not write more of a unit test than is sufficient to fail, and not compiling
3. You may not write more production code than is sufficient to pass the currently failing test.

keep tests clean (readible), so you can easily change them

the number of asserts in a test ought to be minimized AND we want to test a single concept in each test function

five other rules **(F.I.R.S.T.):** fast, independent (Tests should not depend on each other), repeatable, self-validating (tests should have a boolean output), timely (tests should be written just before the production code that makes them pass)

## Classes

should be small & we should be able to write a brief description of the class in about 25 words, without using the words “if,” “and,” “or,” or “but.”

*Single Responsibility Principle*: a class or module should have only one reason to change

Cohesion! A class in which each variable is used by each method is maximally cohesive. Maintaining Cohesion Results in Many Small Classes.

## Systems

Separate Constructing a System from Using It

Dependency Injection: an object should not take responsibility for instantiating dependencies itself. Instead, it should pass this responsibility to another “authoritative” mechanism

The class takes no direct steps to resolve its dependencies; it is completely passive. Instead, it provides setter methods or constructor arguments (or both) that are used to inject the dependencies.

## Emergence

a design is “simple” if it follows these rules:

* + Runs all the tests
  + Contains no duplication
  + Expresses the intent of the programmer
  + Minimizes the number of classes and methods

## Concurrency

is a decoupling strategy. It helps us decouple what gets done from when it gets done

the application looks like many little collaborating computers rather than one big main loop

Single Responsibility Principle: a given method/class/component should have a single reason to change.

# React

<https://scotch.io/tutorials/learning-react-getting-started-and-concepts>

performs on the client side & can be rendered server side, and they can work together inter-operably.

**Virtual DOM:** selectively renders subtrees of nodes based upon state changes, runs a “diffing” algorithm, which identifies what has changed, and updates the DOM with the results of diff.

## PAGE SETUP

include react.js, react-dom.js and JSXTransformer.js, and then write your component in a script node with type set to text/jsx

<html>

<head>

<script src="build/react.js"></script>

<script src="build/react-dom.js"></script>

<script src="build/JSXTransformer.js"></script>

</head>

<body>

<div id="mount-point"></div>

<script type="text/jsx">

// React Code Goes Here

</script>

</body>

</html>

## basics

React’s basic building blocks are called components

<script type="text/jsx">

ReactDOM.render(

<h1>Hello, world!</h1>,

document.getElementById('myDiv')

);

</script>

JSX: Javascript XML syntax transform - lets you write HTML-ish tags in your Javascript

For regular html tags, the class attribute is **className** and the for attribute is **htmlFor** in JSX

syntax without JSX:

React.render(

React.createElement('h1', null, 'Hello!'),

document.getElementById('myDiv')

);

## COMPONENTS

our first argument is the component we want to render, and the second is the DOM node it should mount to

We can use the createClass method to create custom component classes:

var MyComponent = React.createClass({

render: function(){

return (

<h1>Hello, world!</h1>

);

}

});

After creating a class we can render it to our document:

ReactDOM.render(

<MyComponent/>,

document.getElementById('myDiv')

);

## PROPS

When we use our defined components, we can add attributes called props.

These attributes are available in our component as this.props and can be used in our render method to render dynamic data

var MyComponent = React.createClass({

render: function(){

return (

<h1>Hello, {this.props.name}!</h1>

);

}

});

ReactDOM.render(<MyComponent name="Handsome" />, document.getElementById('myDiv'));

rendering only works with a single node

## Specs, lifecycle & state

there are several lifecycle methods & specs we can use to make the component do sg

LIFECYCLE METHODS

* componentWillMount – Invoked once, on both client & server before rendering occurs.
* componentDidMount – Invoked once, only on the client, after rendering occurs.
* shouldComponentUpdate – Return value determines whether component should update.
* componentWillUnmount – Invoked prior to unmounting component.

SPECS

* getInitialState – Return value is the initial value for state.
* getDefaultProps – Sets fallback props values if props aren’t supplied.
* mixins – An array of objects, used to extend the current component’s functionality.

STATE

Every component has a state object and a props object.

State is set using the setState method.

Calling setState triggers UI updates and is the bread and butter of React’s interactivity.

If we want to set an initial state before any interaction occurs we can use the getInitialState method.

Below, see how we can set our component’s state:

var MyComponent = React.createClass({

getInitialState: function(){

return {

count: 5

}

},

render: function(){

return (

<h1>{this.state.count}</h1>

)

}

});

## Events

events are attached as properties of components and can trigger methods

var Counter = React.createClass({

incrementCount: function(){

this.setState({

count: this.state.count + 1

});

},

getInitialState: function(){

return {

count: 0

}

},

render: function(){

return (

<div class="my-component">

<h1>Count: {this.state.count}</h1>

<button type="button" onClick={this.incrementCount}>Increment</button>

</div>

);

}

});

ReactDOM.render(<Counter/>, document.getElementById('mount-point'));

## Unidirectional Data Flow

application data flows unidirectionally via the state and props objects, as opposed to the two-way binding of libraries like Angular.

a common parent component manages the state and pass it down the chain via props.

state should be updated using setState method to ensure that a UI refresh will occur

The resulting values are passed down to child components using attributes that are accessible in said children via this.props.

## Egghead

install babel, webpack & webpack dev server

npm install react react-dom –save

npm install babel-loader babel-core babel-preset-es2015 babel-preset-react

kellenek ezek a file-ok: index.html, main.js, App.js, webpack.config.js

Webpack config is the file that's going to compile all of our JavaScript and our JSX down to JavaScript, and it's also going to launch our development server.

a script called, "start," is simply going to run Webpack dev server - run **npm start**

### components

App.js: in the extension of React.component, we are always going to have a render method. A render method is expected to return other elements or components.

we're going to use JSX, which is an HTML-like syntax. Here, inside this H1, I'm just going to say, "Hello world." Then export, by default, our app component.

Now the app component is rendering an H1 with an innerHTML of "Hello world." the H1 ends up getting passed to this function, called "React.createElement."

The first argument there is the element we want to create. In our case, it's an H1. The second argument is for props, which we'll talk about later. The last argument can either be another element, or it can be just a string that's meant to be the innerHTML of our element.

another way we can create a component: a stateless function component: a constant variable called "app." That's going to be equal to a function that simply returns our JSX.

The render method of our React component is only allowed to return a single node!

### props

we can do rendering directly from app.js. We can pass values into our component using **props** or properties

App.propTypes = {

txt: React.PropTypes.string,

cat: React.PropTypes.number

}

aztán:

render() {

let txt = this.props.txt

return <h1>{txt}</h1>

}

curly brackets, and this.props

We can also define the property types that we're expecting by adding a property to our component called proptypes, and that's just going to be an object where each key of the object is the name of our property, and then we pass in the type from React that we're expecting.

on any of these proptypes we can tack on isRequired.

We can also define default properties:

App.defaultProps = {

txt: 'this is the default txt'

}

the property that we passed in is actually overriding that, if there’s nothing, we’ll get our default property value.

### state

Unlike props, which are meant to be passed into our component as static values or methods, state is a collection of values that's meant to be managed by our component itself.

To initialize that, we're going to create a constructor method:

constructor() {

super();

this.state = {txt: 'this is the state txt'}

}

how to access:

render() {

return (

<div>

<input type="text" onChange={this.update.bind(this)}/>

<h1**>{this.state.txt}**</h1>

</div>

To manage that state, we create a custom method called update. It's going to take in an event. We're going to call this.setState, which is how we set our new state. We pass in the value that we care about. In this case, it's going to be e.target.value.

update(e) {

this.setState({txt: e.target.value})

}

To trigger that update, we wrap this whole thing in a div so that we only have one node.

Our state is being updated.

### owner/ownee

When one component renders another component, this is the owner-ownee relationship, where the parent component is also called a composite component.

we create a new component, this is going to be stateless. It's going to be called widget. it's going to take in props.

Instead of this.update, it's going to be props.update, and instead of this.state.text, it's going to be props.text.

in our app component, we're going to create a widget using the JSX syntax. We're going to set our prop of text to this.state(text). We're going to have a value here called "update" equal to this.update.

we've got the exact same functionality, except now, if we want, we can go ahead and drop a bunch of these on the page. Now, as we type in each one, it's updating the state.text value of our parent component.

### refs

Refs are a way to reference an instance of a component from within our React application.

refs won't work with stateless function components. We're going to create a new component: a slider

we could do create an update red, update green, update blue and then just track those in our multiple update statements, but we want to keep tracking for our entire state in one update method: we're going to be updating red to something, green to something, and blue to something.

we're going to give one of these a ref value. This one is going to be red, this one will be green, and this one will be blue. To get at those values, we're going to need to reach out to the DOM. We'll import React DOM from React-DOM.

we're going to say React DOM.findDOMnode. We're going to pass in our refs, so this.refs.red.

### Accessing Child Properties

When we want to access the innerHTML or nested components of another component, we can use this.props.children

we create a button component. In here, we're going to return a regular button. To get at this innerHTML of our button tag, between the regular button tags we put **this.props.children**.

we can also access nested components through this.props.children.

### Component Lifecycle - Mounting Basics

when a component is added or removed from the DOM, this is called mounting and unmounting the component.

start with a simple component, we're going to have a constructor, we'll call super to get our context, we're going to set our state to a val of 0, we're also going to have an update method

update method is going to set our state of val to this.State.Val +1, and here in our render method we're simply going to return a button with an onClick of this.Update, then its innerHTML will be this.State.Val

when we click on it, it is increasing and the render method is being called.

class App extends React.Component {

constructor() {

super();

this.state = {val: 0};

this.update = this.update.bind(this);

}

update(e) {

this.setState({val: this.state.val + 1})

}

**componentWillMount**() {

console.log(’mounting!!’)

}

render() {

console.log('rendering!');

return <button onClick={this.update}> {this.state.val} </button>

}

}

first mounting lifecycle:

**componentWillMount**: when our component is fully prepped and guaranteed to make it into the DOM.

it will only get called once.

**componentDidMount**: after our component has been placed into the DOM.

the render method is continuously called, while the componentDidMount is only called once.

**componentWillUnmount**: when we are about to remove our component from the DOM

to illustrate this we're going to need to create a wrapper component to work with the DOM.

we're going to have two buttons one for mounting, one for unmounting.

class Wrapper extends React.Component {

constructor() {

super();

}

mount() {

ReactDOM.render(<App />, document.getElementById('a'))

}

unmount () {

ReactDOM.unmountComponentAtNode(document.getElementById('a'))

}

render () {

return (

<div>

<button onClick={this.mount.bind(this)}>Mount</button>

<button onClick={this.unmount.bind(this)}>Unmount</button>

<div id="a"></div>

</div>

)

}

}

### mounting usage

how we can use the component mounting lifecycle phases of our component.

start with componentWillMount. At this state, our component is ready to go into the DOM. We don't have access to the DOM, but we do have access to our state, as well as our props.

set a new value called "m," for multiplier, in our state, and then in our render method take our val and multiply it by our multiplier.

when I click on this it is multiplying by two. We were able to change the state before the component mounted.

componentWillMount() {

this.setState({m: 2})

}

render() {

console.log('rendering!');

return (

<button onClick={this.update}>

{this.state.val \* this.state.m}

</button>

)

}

In componentDidMount, we have access to our component in the actual DOM, so we could console.log ReactDOM.findDOMNode. When we mount here, we can see our actual HTML in the DOM.

componentDidMount() {

console.log(ReactDOM.findDOMNode(this));

}

In componentWillUnmount, we can clean up any processes we have running.

### updating

itt 5-ösével növekszik a gombon az érték, és kiírja, hogy előző körben mennyi volt

a state folyton változik, de nincs mindig renderelve

class App extends React.Component {

constructor() {

super();

this.update = this.update.bind(this);

this.state = {increasing: false}

}

update() {

ReactDOM.render(

<App val={this.props.val+1} />,

document.getElementById('app')

);

}

componentWillReceiveProps(nextProps) {

this.setState({increasing: nextProps.val > this.props.val})

}

**shouldComponentUpdate**(nextProps, nextState) {

return nextProps.val % 5 === 0;

}

render() {

console.log(this.state.increasing);

return (

<button onClick={this.update}>

{this.props.val}

</button>

)

}

**componentDidUpdate**(prevProps, prevState) {

console.log('prevProps', prevProps);

}

}

### Higher Order Components

I've got a really simple component: a button. When we click on in, it increments value

also a couple of life-cycle methods here. we want to give the same functionality to more than one component if we'd like to. create a function here "mixin."

It's going to take in an inner component. It's going to return class extends react.component. We're taking in a component. We're returning a new component.

create a new render method which is going to return our inner component. As a prop, we're going to pass in update as this.update. We're going to use the spread operator to pass in this.state

create a stateless component, call it, "button." It's going to take in props and out of button.

on the click event, we'll call props.update. Its inner HTML will be props.text-props.val.

Now, to mix in the functionality from our mixin function into this button, we're simply going to say, "let button mixed equal mixin" and pass in our button component.

in our app component, we'll wrap everything up in a div.

We'll pass in our button mixed component. We're going to add a text prop of button.

create another one. This will be our label component. Rather than the onClick, we'll say, "on MouseMove."

Now when we click on our button, the value increases. When we move over a label, the value also increases. They both have the exact same state and the exact same functionality.

let Mixin = InnerComponent => class extends React.Component {

constructor() {

super();

this.update = this.update.bind(this);

this.state = {val: 0}

}

update() {

this.setState({val: this.state.val + 1})

}

componentWillMount() {

console.log('will mount');

}

render() {

return <InnerComponent

update={this.update}

{...this.state}

{...this.props} />

}

componentDidMount() {

console.log('mounted');

}

}

const Button = (props) => <button

onClick={props.update}>

{props.txt} - {props.val}

</button>

const Label = (props) => <label

onMouseMove={props.update}>

{props.txt} - {props.val}

</label>

let ButtonMixed = Mixin(Button)

let LabelMixed = Mixin(Label)

class App extends React.Component {

render() {

return (

<div>

<ButtonMixed txt="Button"/>

<LabelMixed txt="Label"/>

</div>

);

}

### Composable Components

React components should be reusable as well as composable.

going to create some prop types

We've got min set to a number, max set to a number, step and value set to a number. We've got a property of label set to a string, and that's going to allow us to take this label right here out of the control of the user and put it into the control of the component.

We've got our update method which is our only required method and that has a type of function, and then finally we've got a type property

We've got min and max both set to a default of 0, step set to 1, val set to 0, label set to an empty string, and for a default we're going to use range.

some initial settings: our type, min, max, step, and default value are all set to the props that are passed into our component

Set our min = 0, our max = 255, our step = 1, our value = this.state.red

If we want to mess around and say this our step of 0.01 we can do that. That will step by .01.

So now we have a component that's much more reusable and much more composable.

### Dynamically Generated Components

generating components dynamically from a data set.

an initial state that has a key of data.

in my render method, what I want to do is return a table for the tbody. Inside of that tbody, have a row for each person.

I'm going to create this rows variable. It's going to be equal to this.state.data.map.

We'll return a new component called person row. We'll set that to person

we're going to create that person component. This will be a stateless component called person row. It takes in its props and returns a table row with a table dialogue inside of it. This first one will contain props.data.id. The second one will be props.data.name.

we need a prop of key. It needs to be unique. We set that to person.id.

class App extends React.Component {

constructor() {

super();

this.state = {data: [

{id: 1, name:”vmi”},

{id: 2, name:”vmi”},

{id: 3, name:”vmi”}

]}

}

render(){

stb

}

visszadja a táblázat adatait egy táblában

# JS – the good parts

A block is a set of statements wrapped in curly braces. Unlike many other languages,

blocks in JavaScript do not create a new scope, so variables should be defined at the

top of the function, not in blocks.

falsy values:

* false
* null
* undefined
* The empty string ''
* The number 0
* The number NaN

All other values are truthy

**Statements:**

* switch
* while
* for
* do
* try
* throw
* return
* break

**Expressions:** prefix, infix, invocation, refinement

**Literals:** notation for specifying new objects

## objects:

can be nested.

var stooge = {

"first-name": "Jerome",

"last-name": "Howard"

};

var flight = {

airline: "Oceanic",

number: 815,

departure: {

IATA: "SYD",

time: "2004-09-22 14:55",

city: "Sydney"

},

arrival: {

IATA: "LAX",

time: "2004-09-23 10:42",

city: "Los Angeles"

}

};

Retrieval:

stooge["first-name"] // "Joe"

flight.departure.IATA // "SYD"

The || operator can be used to fill in default values:

var middle = stooge["middle-name"] || "(none)";

var status = flight.status || "unknown";

Attempting to retrieve values from undefined will throw a TypeError exception. This can be guarded against with the && operator:

flight.equipment && flight.equipment.model // undefined

A value in an object can be updated by assignment.

stooge['first-name'] = 'Jerome';

Objects are passed around by reference. They are never copied

**Prototype:** Every object is linked to a prototype object from which it can inherit properties.

The prototype link is used only in retrieval. If we try to retrieve a property value from an object, and if the object lacks the property name, then JavaScript attempts to retrieve the property value from the prototype object. And if that object is lacking the property, then it goes to its prototype, and so on until the process finally bottoms out with Object.prototype.

**Enumeration**: The for in statement can loop over all of the property names in an object.

**Delete**: The delete operator can be used to remove a property from an object.

One way to minimize the use of global variables is to create a single global variable

for your application:

var MYAPP = {};

That variable then becomes the container for your application:

MYAPP.stooge = {

"first-name": "Joe",

"last-name": "Howard"

};

## Functions

Functions in JavaScript are objects.

Function objects are linked to Function.prototype

every function receives two additional parameters: this and arguments.

There is no runtime error when the number of arguments and the number of parameters do not

match. If there are too many argument values, the extra argument values will be ignored. If there are too few argument values, the undefined value will be substituted for the missing values

**Method Invocation:**

var myObject = {

value: 0,

increment: function (inc) {

this.value += typeof inc === 'number' ? inc : 1;

}

};

myObject.increment( );

document.writeln(myObject.value); // 1

**Function Invocation:**

var sum = add(3, 4); // sum is 7

When a function is invoked with this pattern, **this** is bound to the global object. This was a mistake in the design of the language. Had the language been designed correctly, when the inner function is invoked, this would still be bound to the this variable of the outer function. A consequence of this error is that a method cannot employ an inner function to help it do its work because the inner function does not share the method’s access to the object as its this is bound to the wrong value.

Fortunately, there is an easy workaround. If the method defines a variable and assigns it the value of this, the inner function will have access to this through that variable. By convention, the name of that variable is **that**:

// Augment myObject with a double method.

myObject.double = function ( ) {

var that = this; // Workaround.

var helper = function ( ) {

that.value = add(that.value, that.value);

};

helper( ); // Invoke helper as a function.

};

// Invoke double as a method.

myObject.double( );

document.writeln(myObject.getValue( )); // 6

**Constructor Invocation:** If a function is invoked with the new prefix, then a new object will be created with a hidden link to the value of the function’s prototype member, and this will be bound to that new object.

Functions that are intended to be used with the new prefix are called constructors. By convention, they are kept in variables with a capitalized name.

**Apply Invocation:**

The apply method lets us construct an array of arguments to use to invoke a function. It also lets us choose the value of this. The apply method takes two parameters. The first is the value that should be bound to this. The second is an array of parameters.

**Return**: When return is executed, the function returns immediately without executing the remaining statements. A function always returns a value. If the return value is not specified, then undefined

is returned.

**Exceptions**: The throw statement interrupts execution of the function.

The exception object will be delivered to the catch clause of a try statement:

**Augmenting Types:** by augmenting Function.prototype, we can make a method available to

all functions

JavaScript does not have a separate integer type, so it is sometimes necessary to extract just the integer part of a number. The method JavaScript provides to do that is ugly. We can fix it by adding an integer method to Number.prototype. It uses either Math.ceiling or Math.floor, depending on the sign of the number:

Number.method('integer', function ( ) {

return Math[this < 0 ? 'ceiling' : 'floor'](this);

});

document.writeln((-10 / 3).integer( )); // -3

JavaScript lacks a method that removes spaces from the ends of a string. That is an easy to fix:

String.method('trim', function ( ) {

return this.replace(/^\s+|\s+$/g, '');

});

document.writeln('"' + " neat ".trim( ) + '"');

**Scope**: controls the visibility and lifetimes of variables and parameters

block scope: all variables defined in a block (a list of statements wrapped with curly braces) are not visible from outside of the block

JavaScript has function scope: parameters and variables defined in a function are not visible outside of the function, and a variable defined anywhere within a function is visible everywhere within the function

therefore it is best to declare all of the variables used in a function at the top of the function body.

**Closure**:

inner functions get access to the parameters and variables of the functions they are defined within

Earlier, we made a myObject that had a value and an increment method. Suppose we wanted to protect the value from unauthorized changes.

the function has access to the context in which it was created. This is called closure.

**Module**: s a function or object that presents an interface but that hides its state and implementation

By using functions to produce modules, we can almost completely eliminate our use of global variables

in the last line we immediately invoke the function we just made with the () operator.

The general pattern of a module is a function that defines private variables and functions; creates privileged functions which, through closure, will have access to the private variables and functions; and that returns the privileged functions or stores them in an accessible place.

**Cascade**: Some methods do not have a return value. For example, it is typical for methods that set or change the state of an object to return nothing. If we have those methods return this instead of undefined, we can enable cascades. In a cascade, we can call many methods on the same object in sequence in a single statement.

**Curry**: allows us to produce a new function by combining a function and an argument:

**Memoization**: Functions can use objects to remember the results of previous operations, making it possible to avoid unnecessary work. This optimization is called memoization.

We will keep our memoized results in a memo array that we can hide in a closure.

## Inheritance

JavaScript is a prototypal language, which means that objects inherit directly from other objects.

**Pseudoclassical**: Instead of having objects inherit directly from other objects, an unnecessary level of indirection is inserted such that objects are produced by constructor functions.

In classical languages, class inheritance is the only form of code reuse. JavaScript has more and better options.

**Object Specifiers**: It sometimes happens that a constructor is given a very large number of parameters. This can be troublesome because it can be difficult to remember the order of the

arguments. In such cases, it can be much friendlier if we write the constructor to accept a single object specifier instead. That object contains the specification of the object to be constructed. So, instead of:

var myObject = maker(f, l, m, c, s);

we can write:

var myObject = maker({

first: f,

last: l,

state: s,

city: c

});

The arguments can now be listed in any order, arguments can be left out if the constructor is smart about defaults, and the code is much easier to read.

**Prototypal**: Prototypal inheritance is conceptually simpler than classical inheritance: a new object can inherit the properties of an old object

Once we have an object that we like, we can make more instances with the Object.create method. We can then customize the new instances

This is differential inheritance. By customizing a new object, we specify the differences from the object on which it is based.

**Functional**: we get no privacy. All properties of an object are visible. but we can apply the module pattern. We start by making a function that will produce objects.

The function contains four steps:

1. It creates a new object. There are lots of ways to make an object. It can make an object literal, or it can call a constructor function with the new prefix, or it can use the Object.create method to make a new instance from an existing object, or it can call any function that returns an object.

2. It optionally defines private instance variables and methods. These are just ordinary vars of the function.

3. It augments that new object with methods. Those methods will have privileged access to the parameters and the vars defined in the second step.

4. It returns that new object.

The functional pattern has a great deal of flexibility. It requires less effort than the pseudoclassical pattern, and gives us better encapsulation and information hiding and access to super methods.

**Parts**: We can compose objects out of sets of parts. For example, we can make a function that can add simple event processing features to any object. In this way, a constructor could assemble objects from a set of parts.

## Arrays

JavaScript provides an object that has some array-like characteristics

Every array has a length property. JavaScript’s array length is not an upper bound. If you store an element with a subscript that is greater than or equal to the current length, the length will increase to contain the new element.

Since JavaScript’s arrays are really objects, the delete operator can be used to remove elements from an array:

delete numbers[2];

Unfortunately, that leaves a hole in the array.

Fortunately, JavaScript arrays have a splice method.

numbers.splice(2, 1);

A common error in JavaScript programs is to use an object when an array is required or an array when an object is required. The rule is simple: when the property names are small sequential integers, you should use an array. Otherwise, use an object.

**Methods**: JavaScript provides a set of methods for acting on arrays. The methods are functions stored in Array.prototype.

Array.method('reduce', function (f, value) {

var i;

for (i = 0; i < this.length; i += 1) {

value = f(this[i], value);

}

return value;

});

By adding a function to Array.prototype, every array inherits the method.

JavaScript arrays usually are not initialized. If you ask for a new array with [], it will be empty. If you access a missing element, you will get the undefined value.

if you are implementing algorithms that assume that every element starts with a known value (such as 0), then you must prep the array yourself. JavaScript should have provided some form of an Array.dim method to do this, but we can easily correct this oversight.

The cells of an empty matrix will initially have the value undefined. If you want them to have a different initial value, you must explicitly set them. Again, JavaScript should have provided better support for matrixes. We can correct that, too.

## Regular Expressions

is the specification of the syntax of a simple language.

methods that work with regular expressions are regexp.exec, regexp.test, string.match, string.replace, string.search, and string.split.

## Methods

JavaScript includes a small set of standard methods that are available on the standard types.

concat, join, pop, push, reverse, shift, slice, sort, splice

unshift: like the push method except that it shoves the items onto the front of this array instead of at the end.

apply: invokes a function, passing in the object that will be bound to this and an optional array of arguments.

number: The toExponential method converts this number to a string in the exponential form.

toFixed method converts this number to a string in the decimal form.

toPrecision method converts this number to a string in the decimal form

**string methods:**

string.charAt(pos): returns the character at position pos in this string.

string.charCodeAt(pos)

string.concat(string…)

string.indexOf(searchString, position)

string.lastIndexOf(searchString, position)

string.localeCompare(that): compares two strings

string.match(regexp): matches a string and a regular expression

string.replace(searchValue, replaceValue)

string.search(regexp)

string.slice(start, end)

string.split(separator, limit)

string.toLowerCase( )

string.toUpperCase( )

String.fromCharCode(char…): produces a string from a series of numbers.

## Awful Parts

## Global Variables

There are three ways to define global variables. The first is to place a var statement outside of any function:

var foo = value;

The second is to add a property directly to the global object.

window.foo = value;

The third is to use a variable without declaring it. This is called implied global:

foo = value;

**reserved words**

The following words are reserved in JavaScript:

abstract boolean break byte case catch char class const continue debugger defaultdelete do double else enum export extends false final finally float for function goto if implements import in instanceof int interface long native new null package private protected public return short static super switch synchronized this throw throws transient true try typeof var volatile void while with

They cannot be used to name variables or parameters. When reserved words are used as keys in object literals, they must be quoted.

**parseInt**: a function that converts a string into an integer. It stops when it sees a nondigit, so parseInt("16") and parseInt("16 tons") produce the same result.

**new**: JavaScript’s new operator creates a new object that inherits from the operand’s prototype member, and then calls the operand, binding the new object to this.

If youforget to use the new operator, youinstead get an ordinary function call, and this is bound to the global object instead of to a new object. That means that your function will be clobbering global variables when it attempts to initialize the new members.

By convention, functions that are intended to be used with new should be given names with initial capital letters, and names with initial capital letters should be used only with constructor functions that take the new prefix.

**JSLint** expects that every statement be followed by ; except for for, function, if, switch, try, and while. JSLint does not expect to see unnecessary semicolons or the empty statement.

# Design patterns

A pattern is a reusable solution

Anti-Patterns: represent a lesson that has been learned

Creational Design Patterns: handling object creation mechanisms:

* Factory: makes an instance of several derived classes based on interfaced data or events.
* Abstract factory: Creates an instance of several families of classes without detailing concrete classes.
* Prototype: A fully initialized instance used for copying or cloning.
* Singleton: A class with only a single instance with global access points
* Builder: Separates object construction from its representation, always creates the same type of object.

Structural Design Patterns: concerned with object composition:

* Decorator: Dynamically add alternate processing to objects.
* Facade: A single class that hides the complexity of an entire subsystem.
* Flyweight: for efficient sharing of information that is contained elsewhere.
* Adapter: Match interfaces of different classes therefore classes can work together despite incompatible interfaces
* Proxy: A place holder object representing the true object
* Bridge: Separates an object's interface from its implementation so the two can vary independently

Behavioral Design Patterns: focus on improving communication between objects:

* Iterator: Sequentially access the elements of a collection without knowing the inner workings of the collection.
* Mediator: Defines simplified communication between classes to prevent a group of classes from referring explicitly to each other.
* Observer: A way of notifying change to a number of classes to ensure consistency between the classes.
* Visitor: Adds a new operation to a class without changing the class
* Interpreter: A way to include language elements in an application to match the grammar of the intended language.
* Template Method: Creates the shell of an algorithm in a method, then defer the exact steps to a subclass.
* Chain of Responsibility: passing a request between a chain of objects to find the object that can handle the request.
* Command: Encapsulate a command request as an object to enable, logging and/or queuing of requests, and provides error-handling for unhandled requests.
* Memento: Capture an object's internal state to be able to restore it later.
* State: Alter an object's behavior when its state changes
* Strategy: Encapsulates an algorithm inside a class separating the selection from the implementation

how to define a class in JS: <http://www.phpied.com/3-ways-to-define-a-javascript-class/>

## Creational Pattern

forms the basis for a number of the other design patterns

Each of the following options will create a new empty object:

var newObject = {}; // or

var newObject = Object.create(null); // or

var newObject = new Object();

four ways in which keys and values can then be assigned to an object:

*1. Dot syntax*

newObject.someKey = 'Hello World'; *// Write properties*

**var** key = newObject.someKey; *// Access properties*

*2. Square bracket syntax*

newObject['someKey'] = 'Hello World'; *// Write properties*

**var** key = newObject['someKey']; *// Access properties*

*3. Object.defineProperty*

Object.defineProperty(newObject, "someKey", {

value: "for more control of the property's behavior",

writable: **true**,

enumerable: **true**,

configurable: **true**

});

*// If the above feels a little difficult to read, a short-hand could*

*// be written as follows:*

**var** defineProp = **function** ( obj, key, value ){

config.value = value;

Object.defineProperty(obj, key, config);

}

*// Create a new empty object*

**var** man = Object.create(**null**);

*// Populate the object with properties*

defineProp( man, 'car', 'Delorean' );

defineProp( man, 'dob', '1981' );

defineProp( man, 'beard', **false** );

*4. Object.defineProperties*

Object.defineProperties(newObject, {

"someKey": {

value: "Hello World",

writable: **true**

},

"anotherKey": {

value: "Foo bar",

writable: **false**

}

});

As we will see a little later in the book, these methods can even be used for inheritance, as follows:

**var** driver = Object.create(man);

defineProp(driver, 'topSpeed', '100mph');

driver.topSpeed *// 100mph*

## Constructor Pattern

Constructors are used to create specific types of objects - they both prepare the object for use and can also accept parameters which the constructor uses to set the values of member variables when the object is first created

By simply prefixing a call to a constructor function with the keyword **'new'**, you can tell JavaScript you would like function to behave like a constructor and instantiate a new object with the members defined by that function

a very basic constructor may be:

**function** Car(model, year, miles) {

**this**.model = model;

**this**.year = year;

**this**.miles = miles;

**this**.toString = **function** () {

**return this**.model + " has done " + **this**.miles + " miles";

};

}

**var** civic = **new** Car("Honda Civic", 2009, 20000);

**var** mondeo = **new** Car("Ford Mondeo", 2010, 5000);

The above is a simple version of the constructor pattern but it does suffer from some problems

**Constructors With Prototypes:** multiple Car objects can be created which access the same prototype.

Car.prototype.toString = **function** () {

**return this**.model + " has done " + **this**.miles + " miles";

};

## Singleton Pattern

can be implemented by creating a class with a method that creates a new instance of the class if one doesn't exist. In the event f an instance already existing, it simply returns a reference to that object.

With JavaScript, singletons serve as a namespace provider which isolate implementation code from the global namespace so-as to provide a single point of access for functions.

simplest form:

**var** mySingleton = {

property1: "something",

property2: "something else",

method1: **function** () {

console.log('hello world');

}

};

If you wished to extend this further, you could add your own private members and methods to the singleton by encapsulating variable and function declarations inside a closure. Exposing only those which you wish to make public

**var** mySingleton = **function** () {

*// here are our private methods and variables*

**var** privateVariable = 'something private';

**function** showPrivate() {

console.log(privateVariable);

}

*// public variables and methods (which can access*

*// private variables and methods )*

**return** {

publicMethod: **function** () {

showPrivate();

},

publicVar: 'the public can see this!'

};

};

**var** single = mySingleton();

single.publicMethod(); *// logs 'something private'*

console.log(single.publicVar); *// logs 'the public can see this!'*

To save on resources, you can place the instantiation code inside another constructor function

## Module Pattern

Modules help in keeping the units of code for a project both cleanly separated and organized.

the Module pattern is used to further emulate the concept of classes in such a way that we're able to include both public/private methods and variables inside a single object, thus shielding particular parts from the global scope.

Within the Module pattern, variables or methods declared are only available inside the module itself thanks to closure. Variables or methods defined within the returning object however are available to everyone.

**var** testModule = (**function** () {

**var** counter = 0;

**return** {

incrementCounter: **function** () {

**return** counter++;

},

resetCounter: **function** () {

console.log('counter value prior to reset:' + counter);

counter = 0;

}

};

})();

*// test*

testModule.incrementCounter();

testModule.resetCounter();

When working with the module pattern, you may find it useful to define a simple template that you use for getting started with it. Here's one that covers namespacing, public and private variables:

**var** myNamespace = (**function** () {

**var** myPrivateVar = 0;

**var** myPrivateMethod = **function** (someText) {

console.log(someText);

};

**return** {

myPublicVar: "foo",

myPublicFunction: **function** (bar) {

myPrivateVar++;

myPrivateMethod(bar);

}

};

})();

in the module pattern, public parts of your code are able to touch the private parts, however the outside world is unable to touch the class's private parts

**Disadvantages**: when you wish to change visibility, you actually have to make changes to each place the member was used

You also can't access private members in methods that are added to the object at a later point

inability to create automated unit tests for private members

## Revealing Module Pattern

allows the syntax of your script to be fairly consistent – it also makes it very clear at the end which of your functions and variables may be accessed publicly

**var** myRevealingModule = (**function**(){

**var** name = 'John Smith';

**var** age = 40;

**function** updatePerson(){

name = 'John Smith Updated';

}

**function** setPerson () {

name = 'John Smith Set';

}

**function** getPerson () {

**return** name;

}

**return** {

set: setPerson,

get: getPerson

};

}());

*// Sample usage:*

myRevealingModule.get();

we simply define all of our functions and variables in the private scope and return an anonymous object with pointers to the private functionality we wished to reveal as public.

## Observer Pattern

allows an object (known as a subscriber) to watch another object (the publisher)

Subscribers are able to register (subscribe) to receive topic notifications from the publisher when something interesting happens

## Mediator Pattern

a behavioral design pattern that allows us to expose a unified interface through which the different parts of a system may communicate

If a system may have too many direct relationships between modules, it may be time to have a central point of control

## Prototype Pattern

creates objects based on a template of an existing object through cloning.

// Use Object.create to instantiate a new car

var yourCar = Object.create( myCar );

one is a prototype of the other

## Command Pattern

aims to encapsulate method invocation, requests or operations into a single object and gives you the ability to both parameterize and pass method calls around that can be executed at your discretion

## Facade Pattern

simplifying the API being presented to other developers

## Factory Pattern

another creational pattern concerned with the notion of creating objects

the Factory Pattern suggests defining an interface for creating an object where you allow the subclasses to decide which class to instantiate

it doesn't explicitly require us use a constructor.

When we need to easily generate different instances of objects depending on the environment we are in

## Mixin Pattern

mixins are classes which provide the functionality to be inherited by a subclass. Inheriting from mixins are a means of collecting functionality and classes may inherit functionality from multiple mixins through multiple inheritance.

## Decorator Pattern

a structural design pattern that promotes code reuse and is a flexible alternative to subclassing

also

useful for modifying existing systems where you may wish to add additional features to objects without the need to change the underlying code that uses them

**Subclassing**: refers to inheriting properties for a new object from a base or 'superclass' object

In traditional OOP, a class B is able to extend another class A. Here we consider A a superclass and B a subclass of A. As such, all instances of B inherit the methods from A. B is however still able to define its own methods, including those that override methods originally defined by A.

**Decorators** are used when it's necessary to delegate responsibilities to an object where it doesn't make sense to subclass it. A common reason for this is that the number of features required demand for a very large quantity of subclasses

The decorator pattern isn't heavily tied to how objects are created but focuses on the problem of extending their functionality. Rather than just using inheritance, where we're used to extending objects linearly, we work with a single base object and progressively add decorator objects which provide the additional capabilities.

rather than subclassing, we add (decorate) properties or methods to a base object

## Flyweight

a useful classical solution for code that's repetitive, slow and inefficient – like a large number of simliar objects

There are two ways in which the Flyweight pattern can be applied:

* on the data-layer, where we deal with the concept of large quantities of similar objects stored in memory.
* on the DOM-layer where the flyweight can be used as a central event-manager to avoid attaching event handlers to every child element in a parent container you wish to have some similar behavior.

## MVC: Model-View-Controller

isolation of business data (Models) from user interfaces (Views), with a third component (Controllers) traditionally managing logic and user-input

**Models** manage the data for an application, represent unique forms of data that an application may require.

**Views** are a visual representation of models that present a filtered view of their current state. A view typically observes a model and is notified when the model changes, allowing the view to update itself accordingly

Templating: JavaScript templating solutions (such as Handlebars.js and Mustache) are often used to define templates for views as markup (either stored externally or within script tags with a custom type - e.g text/template) containing template variables

**Controllers**: intermediary between models and views which are classically responsible for two tasks: they both update the view when the model changes and update the model when the user manipulates the view.

miért jó:

* + Easier overall maintenance.
  + more straight-forward to write unit tests for business logic
  + Duplication of low-level model and controller code is eliminated
  + allows developers responsible for core logic and developers working on the userinterfaces to work simultaneously

**MVP: Model-View-Presenter**

derivative of the MVC design pattern which focuses on improving presentation logic

Unlike MVC, invocations from the view are delegated to the presenter, which are decoupled from the view and instead talk to it through an interface. This allows for all kinds of useful things such as being able to mock views in unit tests.

presenter acts as a mediator which talks to both the view and model, however both of these are isolated from each other.

for applications with very complex views and a great deal of user interaction

increases the testability of your application and provides a more clean separation between the view and the model, but lack of data binding support in the pattern can often mean having to take care of this task separately

**MVVM: Model-View-ViewModel**

attempts to more clearly separate the development of user-interfaces (UI) from that of the business logic and behavior in an application

This facilitates UI and development work occurring almost simultaneously within the same codebase. UI developers write bindings to the ViewModel within their document markup (HTML), where the Model and ViewModel are maintained by developers working on the logic for the application.

Model in MVVM represents domain-specific data or information that our application will be working with. A typical example of domain-specific data might be a user account (e.g name, avatar, e-mail) or a music track (e.g title, year, album).

As with MVC, the View is the only part of the application of users actually interact with. They are an interactive UI that represent the state of a ViewModel. In this sense, MVVM View is considered active rather than passive, but what does this mean?.

acilitates easier parallel development of a UI and the building blocks that power it

Models hold information, but typically don’t handle behavior.

View is the only part of the application that users actually interact with

The ViewModel can be considered a specialized Controller that acts as a data converter.

# Steve Krug – Don’t make me think!

egyértelmű elenevezések

egyértelmű, hogy vmire rá lehet –e kattintani

a felhasználók fejében nem bukkanhatnak fel kérdőjelek

egyértelmű vizuális hierarchia, webes konbvenciók, elkülöníthető részek, legyen világos mire lehet kattintani, minimalizáljuk a zajt

fölösleges szövegek elhagyása (jópofizás, használati utasítás)

állandó navigáció elemei: logo, kezdőlap, keresés, menüpontok, segédeszközök

minden oldalnak saját név kell, név a megfelelő helyen

„ön itt áll” legyen jól látható

breadcrumbs

fülek (pl. Amazon)

kezdőlapon a navigáció kismértékben eltérhet a többi oldalon lévőtől

legördülő menü helytakarékos de veszélyes