ספר פרויקט גמר

**שם המגמה:** טכנאי תוכנה

**מסלול ההכשרה:** מיגו מחזור ב'

**שם הסטודנט:** רפאל מאר ושלמה ויסמן

**שם המנחה:**

**תאריך מסירת ספר הפרויקט:**

**תאריך:**

לכבוד יחידת הפרוייקטים מה"ט

# הצעה לפרויקט גמר

**פרטי הסטודנטים**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| שם | ת.ז. | כתובת | נייד | שנת סיום |
| רפאל מאר | 311625396 | גבעת זאב | 0559597208 | 2024 |
| שלמה ויסמן | 318715141 | ירושלים | 0585506998 | 2024 |

**שם המכללה:** מרכז החרדי להכשרה מקצועית ירושלים.

**סמל המכללה:** 72235.

**מסלול הכשרה:** טכנאי תוכנה.

**מגמת לימוד:** מיגו-תוכנה.

**מקום ביצוע הפרוייקט:** ירושלים.

**פרטי המנחה האישי**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| שם | כתובת | נייד | תואר | מקום עבודה |
|  |  |  |  | מרכז החרדי להכשרה מקצועית |

חתימת הסטודנט חתימת המנחה האישי חתימת הגורם המקצועי מטעם מה"ט

## תודות:

אנו, **רפאל מאר** ו**שלמה ויסמן**, רוצים לנצל במה זו ולהביע את תודתנו למרצה **אלכס** ולמנחה **יצחק לווינסון** על העזרה וההדרכה במהלך הכנת הפרויקט.

למוסד הלימודים **מרכז החרדי להכשרה מקצועית ירושלים**, על מסגרת וסביבת הלימודים שסופק לנו, התמיכה והמעטפת במהלך הלימודים.

לחברת **מיגו**, על ההזדמנות ללמוד תוכנה ולהשתלב בתעשיית ההיי-טק, על העזרה והעידוד במהלך כל תקופת הלימודים, הסדנאות וההרצאות.

אנו מעריכים את ההזדמנות ללמוד אצלכם, רכשנו כלים רבים לעבודה כמתכנתים וידע רב שאנו מאמינים שישמשו אותנו היטב בעתיד.

תודה על המקצועיות, האכפתיות, תשומת הלב, במהלך כל הלימודים ובמיוחד בתקופת הכנת הפרוייקט, אתם חלק משמעותי בהצלחה שלנו ועל כך תודתנו.

מודים,

רפאל מאר ושלמה ויסמן.

## הצהרת עבודה עצמית

אנו, רפאל מאר ושלמה ויסמן, מצהירים כי בשיתוף פעולה יחד עבדנו על הפרויקט במשך מעל חודש ובנינו אתר מתקדם עבור מערכת לימודים מקוונת.

## תקציר פרויקט:

במהלך הפרוייקט נבנה ומומש אתר לימודים מקוונים המכיל מגוון קורסים, המאפשר בין היתר לשוחח בין התלמידים בקורס (להלן 'פורום'), להעלות חומרים חדשים, להירשם לקורסים, לצפות בתכנים מוקלטים וכן הלאה.

המטרה המרכזית שלנו הייתה ליצור מערכת שנגישה עבור מאותגרי טכנולוגיה, עבור תלמידים ומרצים ללא רקע קודם בשימוש במחשב, כך שהמערכת נבנתה מתוך מחשבה על צמצום פונקציות וכפתורים, תוך מיקסום יעילות המערכת ומקצועיותה. כמו כן אף נוסף בוט עזר עבור ניווט באתר ומציאת קורסים וחומרים ספציפיים.

במהלך הפיתוח השתמשנו במגוון טכנולוגיות עבור בניית אתרים, בין היתר טכנולוגיות כמו React ו-NodeJS כדי לממש את ממשק המשתמש וצד השרת בצורה יעילה וממוטבת היטב. בעזרת טכנולוגיות אלו מימשנו אפשרויות כמו להירשם לקורסים, להעלות תכנים ולצפות בהם, וכדומה.

בצד שרת השתמשנו במסד נתונים עבור ניהול נתונים המשתמשים, בחרנו להשתמש בMongoDB עקב הנוחות שלו בעבודה עם אתרים ושליפת נתונים, באמצעות ספריית mongose חיברנו את האתר למסד הנתונים, וביצענו מגוון אפשרויות כמו הצגת כלל הסטודנטים, הצגת כלל הקורסים ופרטיהם, כמו כן מימשנו אמצעי אבטחה למניעת רישום כפול, אישור רישום ע"י מרצה או באמצעות מייל, וכדו'.

בסיום הפרויקט התקבל אתר מקצועי יעיל ומהימן, המותאם עבור אוכלוסיות מאותגרי טכנולוגיה, המאפשר ללמוד מגוון קורסים שונים מהיצע המערכת או אף לפתוח קורס חדש ולהעלות אליו תכנים.

אנו גאים להציג את הפרוייקט ובכך להנגיש את עולם הלמידה המקוונת עבור אוכלוסיות מאותגרות ולעזור להם ללמוד בדרך המתאימה להם.

1. **שם הפרויקט**: ClassRoomPlus
2. **רקע:**
   1. **תיאור**:   
      האתר הינו אתר לימודים מקוונים המאפשר העלאת קורסים, צפייה בהם, שיחה בין משתתפי הקורס ותגובות.
   2. **מטרת המערכת**:  
      להקל על אוכלוסיות מאותגרות טכנולוגית ולתת להם הזדמנות ללמוד וללמד קורסים מקוונים מבלי לוותר על פונקציונליות המערכת ויעילותה.
3. **סקירת מצב קיים בשוק**קיימים מגוון אתרים ופלטפורמות שונות עבור למידה מקוונת, אולם נמצא כי פלטפורמות אלו משוכללות מאד ועמוסות במגוון יישומים ותכונות שעלולות להכביד על משתמשים ללא רקע קודם בשימוש במחשב.
4. **מה הפרויקט אמור לחדש או לשפר?**  
   לאפשר לאוכלוסיות מאותגרות טכנולוגית הזדמנות ללמוד בלי 'ללכת לאיבוד בין כל הכפתורים והפונקציות' שבאתר, ללא עומס חזותי או טכנולוגי.
5. **דרישות**
   1. **דרישות מערכת**המערכת פותחה בסביבת web על גבי NodeJS כאשר שפת הפיתוח הינו JavaScript וסביבת העבודה הינה דרך דפדפן. השרת מבוסס Express תוך שימוש במסד נתונים באמצעות MongoDB. המערכת קיימת בקוד פתוח וניתן להטמיעו במגוון סביבות.
   2. **דרישות לקוח**בין דרישות הלקוח מהמערכת ניתן למצוא:  
      **מרצים ותלמידים:**
      * רישום לקורסים
      * שיח בין מרצים ותלמידים
      * הסרת תלמיד מקורס

**מרצים:**

* + - העלאת תכנים
    - מחיקת תכנים
    - מחיקת הודעות בפורום
    - אישור רישום תלמיד

**סטודנטים:**

* + - צפייה בתכנים
    - שליחת הודעות בפורום ומחיקתן
    - הרשמה לקורס

1. **בעיות צפויות במהלך הפיתוח ופתרונות תפעוליות, טכנולוגיות, עומס, ועוד .**
   1. **תיאור הבעיות:**
      1. **עומס:** כאשר מספר המשתמשים באתר גדל בצורה משמעותית, עלול להתרחש בעיות ביצועים והאטות בזמני תגובה.
      2. **תצוגה ורספונסיביות**: הממשק מותאם למחשב ביתי כך שעלול להתרחש תצוגה לא תקינה על מסכים קטנים מידי.
   2. **פתרונות:**
      1. שימוש ובחירה בשרתים יעילים.
      2. הטמעת ספריות שמאפשרות רספונסיביות וחווית משתמש מותאמת יותר למגוון רחב של מסכים.
2. **הטכנולוגיה:**
   1. **דיאגרמת האתר**
   2. **טכנולוגיות בשימוש**סביבת העבודה העיקרית היא NodeJS יחד עם ExpressJS במסגרת פיתוח האתר בשפת JavaScript. באמצעות כלים אלו וספריות נוספות כמו BootStrap סיפקנו אתר יעיל ומקצועי ונח לשימוש.
   3. **שפות הפיתוח**בחרנו להשתמש בשפת JavaScript המותאמת היטב עבור פיתוח אתר כולל צד שרת וצד לקוח, בנוסף לכך שקיימים מגוון רחב של ספריות בשפה זו התורמות רבות לפיתוח.
   4. **תיאור הארכיטקטורה**העבודה תהיה במודל שרת-לקוח כמקובל באתרי אינטרנט, עם עיבוד בצד השרת (BackEnd) ובצד הלקוח (FrontEnd). כל זה על גבי פרוטוקול HTTP, תוך הפרדה בין שרת האינטרנט לשרת ה-MongoDB מטעמי אבטחה. הארכיטקטורה הנבחרת היא שלוש שכבות: הצגה, לוגיקה עסקית ואחסון נתונים. מודל זה מספק גמישות, תחזוקה קלה, פיתוח יעיל ומשפר את האבטחה דרך בידוד המידע.
   5. **חלוקה לתוכניות ומודלים:**במסגרת בניית ומימוש האתר בצענו חלוקה למספר שכבות עבור יעילות הפיתוח ופישוטו לרמת קוד יעיל המאפשר ניתוח ודיבוג בכל שלב.  
      בין השכבות:  
      **שכבת הלקוח:**
      * **רכיבי עיצוב** וממשק משתמש, כגון עיצובים ואלמנטים, טפסים, כפתורים ועוד המאפשרים לתקשר עם האתר ולהציג את המידע וביצוע מניפולציות עליו.
      * **לוגיקת צד-לקוח:** קוד בJavaScript שרץ על הדפדפן בסביבת הלקוח ומבצע פעולות כמו תקשורת עם השרת, אימות פעולות הלקוח, עיבוד בקשות ועוד.

**שכבת השרת:**

* + - **ניהול מסלולי הבקשות מהלקוח (Routing**), וקביעת מימוש הבקשות ובחירת השירותים הרלוונטיים בהתאם למסלול הבקשה.
    - **לוגיקת צד-שרת:** קוד בJavaScript שרץ על השרת ומממש את בקשות הלקוח ומאחזר את הנתונים המבוקשים, תוך גישה למסד הנתונים ואחזרת הנתונים הרלוונטיים עם קיסטומם בהתאם לבקשה.
    - **אבטחה**: שימוש בJWT וספריות נוספות כדי לאבטח את נתוני המשתמשים ואימותם תוך ווידוא הרשאות גישה של הלקוח בהתאם לאופי הבקשה.

**שכבת הנתונים:**

* + - יישום ושימוש במסד נתונים MongoDB עבור אחסון הנתונים וניהולם.
  1. **סביבת שרת**האתר קיים בקוד פתוח וניתן להריצו על מגוון סביבות שרת בהתאם לבחירת הלקוח.
  2. **ממשק המשתמש**הממשק ירוץ בדפדפן בסביבת הלקוח המאפשר לרנדר קבצי HTML ו-JavaScript וCSS.
  3. **חבילות תוכנה**
     1. **צד לקוח:**
        1. AXIOS
        2. BOOTSTRAP
        3. REACT
     2. **צד שרת**
        1. BCRYPT
        2. CORS
        3. EXPRESS
        4. JWT
        5. VALIDATOR
        6. mongoose
        7. error handler

1. **שימוש במבני נתונים וארגונם**
   1. **פירוט מבני הנתונים**שימוש במבני נתונים שאינו רלציוני (NoSQL)  
      טבלאות וסכמות יוצגו בנספח מצורף.
   2. **אחסון הנתונים**נבחר לאחסן את הנתונים באמצעות MongoDB ושימוש בספריית mongonose עבור גישה לנתונים ואחזורם.
   3. **מנגנוני התאוששות מתקלות.**

בוצע שימוש בספריית טיפול בשגיאות עבור מניעתן או אחזורן, כמו כן MongoDB מספק אפשרות לגבות את מסד הנתונים בענן.

1. **תרשימי מערכת**
   1. **תרחישי שימוש**
   2. **סדר פעולות**

![A screenshot of a computer program

Description automatically generated](data:image/png;base64,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)

* 1. Data Flow

1. **תיאור המרכיב התיכנותי**
   1. אלגוריתם

האלגוריתם יקבל מידע מהמשתמשים אודות הקורסים כגון דירוג קורסים, ממוצע זמן למידה, והשתתפות בפורום, וידרג אותם בהתאם. כך ייתן גישה והכוונה למשתמשים חדשים וקיימים לבחור את הקורסים המתאימים להם ביותר.

* 1. **איסוף מידע וניתוחים סטטיסטיים (אנליטיקות)**

באתר שלנו, אנחנו מקיימים מערכת שמאגדת את מספר המשתתפים בכל קורס, כולל הזמן המושקע בכל קורס והשתתפות בפורום הקורס. בנוסף, אנו סוקרים את נתוני הקורסים ושומרים עליהם במערכת הנתונים שלנו. כל אלו מאפשרים לנו לספק מידע מדויק ומקיף עבור ניתוחים סטטיסטיים.

1. **אבטחה**

• שימוש בפרוטוקול https לצורך הצפנה של הנתונים בתקשורת בין ה-client ל-server.

• שימוש בספריית Bcrypt להצפנת סיסמאות משתמשים לפני אחסנתם במסד הנתונים.

• בקרת גישה מבוססת שם משתמש וסיסמה לממשקי הניהול וממשקי המשתמש האישיים.

• בקרת הרשאות על בסיס הגדרת הרשאות משתמש בהתאם לסוג המשתמש.

• שימוש בטוקנים בעת חיבור המשתמש עבור זיהויו תוך שימוש בתוקף מוקצב בזמן.

1. **משאבים ודירשות עבור פיתוח הפרוייקט**
   1. **זמני פיתוח:**  
      הפרוייקט פותח במשך כחודשיים עם חלוקת עבודה בין חברי הצוות, בין הייתר הוקצו משימות וזמני פיתוח.
   2. **ציוד נדרש:**מחשב רב ליבות עם דיי ראם זיכרון, כמו כן חיבור לרשת וזיכרון מחשב פנוי.
   3. **תוכנות נדרשות:**Visual Studio Code  
      MongoDB & MongoDB Compass  
      Git  
      Postman
   4. **שפות, כלים וספריות:**

JavaScript

NodeJS

Reat  
Express

* 1. **ספרות ומקורות מידע**

https://react.dev/  
<https://nodejs.org/en>  
<https://www.w3schools.com/js/>

<https://www.mongodb.com/docs>

1. **תוכנית עבודה ולוח זמנים**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| # | שבוע 1 | שבוע 2 | שבוע 3 | שבוע 4 | שבוע 5 |
| תכנון וחלוקת עבודה | \*\*\* |  |  |  |  |
| תשתית |  | \*\*\* | \*\*\* |  |  |
| פיתוח והרחבה |  |  |  | \*\*\* |  |
| סיום פרויקט |  |  |  |  | \*\*\* |

1. **רשימת הבדיקות**

|  |  |
| --- | --- |
| בדיקה 1 | האם המשתמש קיים במערכת |
| בדיקה 2 | האם האימייל והסיסמה תקינים |
| בדיקה 3 | האם המשתמש רשום לקורס |
| בדיקה 4 | האם המשתמש מאושר לקורס הנוכחי |
| בדיקה 5 | האם המשתמש רשאי למחוק את הפוסט |
| בדיקה 6 | מה רמת ההרשאות של המשתמש |
| בדיקה 7 | האם טוקן המשתמש תקף |
| בדיקה 8 | האם המשתמש רשאי למחוק קורס |

1. **בקרת גרסאות**

נבחר שימוש במערכת Git עבור בקרת גרסאות ומעקב אחרי שינויי קוד ומתן אפשרות לשחזור במקרה תקלת קוד וכדומה. כמו כן השתמשנו במערכת GitHub עבור אחסון בענן ואפשרות עבודה בצוות.

**נספחים**

1. **טבלאות וסכמות נתונים**
   1. **סכמת יוזר**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Field Name** | **Type** | **Required** | **Unique** | **Additional Validation** |
| firstName | String | Yes | No | 'The user must have a name' |
| lastName | String | Yes | No | 'The user must have a name' |
| email | String | Yes | Yes | 'Please provide an email' |
| phone | Number | Yes | Yes | 'Please provide a phone number' |
| password | String | Yes | No | 'Must be a valid password', minLength: 6, select: false |
| confirmPassword | String | Yes | No | 'Please confirm password', minLength: 6, validate: password match |
| role | String | default: 'user' | No | enum: ['admin', 'user'], 'The role must be either "admin" or "user"' |
| courses | Array of ObjectId references | No | No | ref: 'Course' |

* 1. **סכמת קורס**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Field Name** | **Type** | **Required** | **Unique** | **Additional Validation** |
| courseId | ObjectId | No | No | None |
| courseName | String | Yes | No | 'The course must have a name' |
| openDate | Date | Yes | No | 'Please provide start date' |
| endDate | Date | Yes | No | 'Please provide end date' |
| description | String | No | No | None |
| price | Number | No | No | None |
| subscription | Array | No | No | None |
| subscription.userId | ObjectId | Yes | No | ref: 'User' |
| subscription.role | String | No | No | value: ['teacher', 'student'] |
| contents | Array | No | No | None |
| contents.posts | ObjectId | No | No | ref: 'Post' |
| userId | String | No | No | None |

* 1. **סכמת פוסטים**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Field Name** | **Type** | **Required** | **Unique** | **Additional Validation** |
| userId | ObjectId | No | No | ref: 'User' |
| courseId | ObjectId | Yes | No | ref: 'Course', 'Must have a valid classid' |
| postData | String | Yes | No | None |
| postFiles | Array | No | No | files: { type: String } |
| createdAt | Date | default: now | No | None |

1. **קטעי קוד נבחרים**
   1. צד שרת:
      1. אימות משתמשים

const signToken = id => {  
 return jwt.sign({id, iat: *Date*.now()}, process.env.JWT\_SECRET, {  
 expiresIn: process.env.JWT\_EXPIRES\_IN  
 });  
};  
  
const createSendToken = (user, statusCode, res) => {  
 const token = signToken(user.\_id);  
 const cookieOptions = {  
 expires: new Date(  
 *Date*.now() + process.env.JWT\_EXPIRES\_IN \* 24 \* 60 \* 60 \* 1000  
 ),  
 httpOnly: true,  
 secure: true  
 }  
  
 res.cookie('jwt', token, cookieOptions);  
 res.status(statusCode).json({  
 status: 'success',  
 token,  
 data: {  
 user  
 }  
 });  
};  
exports.register = asyncHandler(async (req, res, next) => {  
 const {email, password, confirmPassword, firstName, lastName, phone, role} = req.body  
 if (!email || !password || !confirmPassword || !firstName || !lastName || !phone || !role) return next(new AppError(403, 'Request details are missing'))  
 const newUser = await User.create({  
 email,  
 password,  
 confirmPassword,  
 firstName,  
 lastName,  
 phone,  
 role  
 }).catch(err => {  
 return next(new AppError(403, 'Email or Phone already exists'))  
 })  
 createSendToken(newUser, 201, res)  
})  
  
exports.login = asyncHandler(async (req, res, next) => {  
 const {email, password} = req.body  
 if (!email || !password) return next(new AppError(403, 'Email or password is missing'))  
 const user = await User.findOne({email}).select('+password')  
 if (!user || !await user.checkPassword(password, user.password)) return next(new AppError(403, 'Email or password is not correct 1'))  
  
 createSendToken(user, 201, res)  
  
})  
const protect = asyncHandler(async (req, res, next) => {  
 const token = req.headers.cookie.split('=')[1]  
 if (!token) return next(new AppError(403, 'Please login '))  
 const decoded = await promisify(jwt.verify)(token, process.env.JWT\_SECRET)  
 if (!decoded) return next(new AppError(403, 'Please login '))  
 const {id} = decoded  
 const user = await User.findById(id)  
 if (!user) return next(new AppError(400, 'Please register'))  
 req.user = user  
 next()  
})  
  
exports.restrictTo = (...role) => {  
 return async (req, res, next) => {  
 if (!role.includes(req.user.role)) {  
 return next(  
 new AppError(403, 'You do not have permission to perform this action')  
 );  
 }  
 };  
};

* + 1. רישום לקורס וביטול רישום

exports.subscribe = asyncHandler(async (req, res, next) => {  
 const { \_id } = req.params;  
 let userId = req.user.\_id;  
 if (req.user.role === 'teacher') {  
 userId = req.body.userId;  
 }  
  
 const course = await Course.findById(\_id);  
 const subscriptionIndex = course.subscription.findIndex(sub => sub.userId === userId);  
 const courseUpdate = subscriptionIndex === -1  
 ? { $addToSet: { subscription: { userId: userId, role: undefined } } }  
 : { $set: { [`subscription.${subscriptionIndex}.role`]: 'student' } };  
  
 const userUpdate = { $push: { courses: \_id } };  
  
 const { course: updatedCourse, user } = await updateCourseAndUser(\_id, userId, courseUpdate, userUpdate);  
  
 res.status(201).json({  
 status: 'success',  
 course: updatedCourse,  
 user  
 });  
});  
  
exports.subDelete = asyncHandler(async (req, res, next) => {  
 const { \_id } = req.params;  
 let userId = req.user.\_id;  
 if (req.user.role === 'teacher') {  
 userId = req.body.userId;  
 }  
  
 const courseUpdate = { $pull: { subscription: { userId } } };  
 const userUpdate = { $pull: { courses: \_id } };  
  
 const { course, user } = await updateCourseAndUser(\_id, userId, courseUpdate, userUpdate);  
  
 res.status(201).json({  
 status: 'success',  
 course,  
 user  
 });  
});

* + 1. סכמת פוסטים

const postSchema = new mongoose.Schema({  
 userId: {type: mongoose.Schema.Types.ObjectId, ref: "User"},  
 courseId: {  
 type: mongoose.Schema.Types.ObjectId, ref: "Course",  
 required: [true, "Must have a valid classid"]  
 },  
 postData: {  
 type: *String*, required: true,  
 },  
 postFiles: {type: Array, files: {type: *String*}},  
 createdAt: {type: *Date*, default: *Date*.now}  
});

* + 1. צינרור (routing) קורסים

const router = express.*Router*()  
  
router.route('/')  
 .get(courseControllers.getAllCourses)  
 .post(authControllers.protect, courseControllers.addCourse)  
  
router.route('/:\_id')  
 .get(authControllers.protect, courseControllers.getCourseByID)  
 .put(authControllers.protect, courseControllers.updateCourse)  
 .delete(authControllers.protect, courseControllers.deleteCourse)  
  
router.route('/subscribe/:\_id')  
 .put(authControllers.protect, courseControllers.subscribe)  
 .delete(authControllers.protect, courseControllers.subDelete)  
module.exports = router

* 1. צד לקוח:
     1. קרוסלת קורסים

const *Carousel* = ({courses}) => {  
 const carouselRef = *useRef*(null);  
 const [startIndex, setStartIndex] = *useState*(0);  
  
 const scrollLeft = () => {  
 if (startIndex > 0) {  
 setStartIndex(startIndex - 1);  
 }  
 };  
  
 const scrollRight = () => {  
 if (startIndex < courses.courses.length - 3) {  
 setStartIndex(startIndex + 1);  
 }  
 };  
  
 if (!Array.isArray(courses.courses) || courses.courses.length === 0) {  
 return <div className="carousel-container">No courses available</div>;  
 }  
  
 const visibleCourses = courses.courses.slice(startIndex, startIndex + 3);  
 const courseCards = visibleCourses.map(course => (  
 <CourseCard key={course.\_id} course={course}/>  
 ));  
  
 return (  
 <div className="carousel-container">  
 <div className="carousel" ref={carouselRef}>  
 {courseCards}  
 <div className="carousel-buttons">  
  
 <button className="carousel-button" onClick={scrollLeft}><BsChevronLeft/></button>  
 <button className="carousel-button" onClick={scrollRight}><BsChevronRight/></button>  
 </div>  
 </div>  
 </div>  
 );  
};

* + 1. תשתית Footer עבור קומפננטה

return (  
 <footer className="footer">  
 <div className="footer-section company-info">  
 <h2 className="company-name">Company Name</h2>  
 <p>&copy; 2024 Company Name. All rights reserved.</p>  
 </div>  
 <nav className="footer-section nav">  
 <ul className="nav-list">  
 <li className="nav-item"><a href="#home" className="nav-link">Home</a></li>  
 <li className="nav-item"><a href="#about" className="nav-link">About</a></li>  
 <li className="nav-item"><a href="#services" className="nav-link">Services</a></li>  
 <li className="nav-item"><a href="#contact" className="nav-link">Contact</a></li>  
 </ul>  
 </nav>  
 <div className="footer-section social-media">  
 <a href="https://facebook.com" className="social-link">Facebook</a>  
 <a href="https://twitter.com" className="social-link">Twitter</a>  
 <a href="https://instagram.com" className="social-link">Instagram</a>  
 </div>  
 <div className="footer-section contact-info">  
 <p>Email: info@company.com</p>  
 <p>Phone: (123) 456-7890</p>  
 </div>  
 </footer>  
 );  
};

* + 1. עיצוב דשבורד

.dashboard-container {  
 width: 600px;  
 margin: auto;  
 padding: 20px;  
 text-align: center;  
 background-color: #f9f9f9;  
 border: 1px solid #ccc;  
 border-radius: 5px;  
 box-shadow: 0 0 10px rgba(0, 0, 0, 0.1);  
 display:flex;  
 flex-direction: column;  
 margin-top: 100px;  
   
 }  
   
 .dashboard-title {  
 font-size: 24px;  
 font-weight: bold;  
 margin-bottom: 20px;  
 }  
   
 .dashboard-button {  
 width: 100%;  
 padding: 10px 20px;  
 margin: 5px;  
 font-size: 16px;  
 border: none;  
 border-radius: 5px;  
 background-color: #007bff;  
 color: #fff;  
 cursor: pointer;  
 transition: background-color 0.3s;  
 }

* + 1. רישום משתמש

const *Subscription* = ({ user, courseId, showSubscription, setShowSubscription }) => {  
 const [course, setCourse] = *useState*({});  
 const [isLoading, setIsLoading] = *useState*(true);  
 const [error, setError] = *useState*(null);  
 const [subscriptionStatus, setSubscriptionStatus] = *useState*(null);  
 console.log(user.token)  
  
 *useEffect*(() => {  
 const fetchData = async () => {  
 try {  
 const response = await axios.get(`http://localhost:3000/courses/${courseId}`,  
 { headers: { jwt: `${user.token}` },  
 withCredentials: true });  
 setCourse(response.data.courses);  
 setIsLoading(false);  
 } catch (error) {  
 console.error('Error fetching data:', error);  
 setError(`Error fetching course data: ${error.response.data.error}`);  
 setIsLoading(false);  
 }  
 };  
 fetchData();  
 }, [courseId]);  
  
 const handleSubscribe = async () => {  
 try {  
 const response = await axios.put(  
 `http://localhost:3000/courses/subscribe/${courseId}`,  
 { userId: user.data.user.\_id, role: 'student' },  
 { withCredentials: true }  
 );  
 if (response.data.status === 'success') {  
 setSubscriptionStatus('subscribed');  
 } else {  
 setError('Failed to subscribe to the course');  
 }  
 } catch (error) {  
 console.error('Subscription error:', error);  
 setError('Failed to subscribe to the course');  
 }  
 setShowSubscription(false);  
 };  
  
 const handleSubscribeNo = () => {  
 setShowSubscription(false);  
 };  
  
 if (isLoading) {  
 return <div>Loading...</div>;  
 }  
  
 return (  
 <>  
 <div>  
 {subscriptionStatus === 'subscribed' ? (  
 <p>You have successfully subscribed to this course!</p>  
 ) : null}  
 {error && <p>Error: {error}</p>}  
 </div>  
 <div>  
 {showSubscription && (  
 <div className="confirm-modal">  
 <p>Are you sure that you want to subscribe?</p>  
 <div className="buttons">  
 <button className="confirm" onClick={handleSubscribe}>Yes</button>  
 <button className="cancel" onClick={handleSubscribeNo}>No</button>  
 </div>  
 </div>  
 )}  
 </div>  
 </>  
 );  
};  
  
export default *Subscription*;

* + 1. קומפננטת אימות מייל

const *Verifi* = ({userId}) => {  
 const navigate = *useNavigate*();  
  
 const handleApproveuser = async () => {  
 console.log('handleApproveStudent');  
 try {  
 console.log('userId:', userId);  
 const response = await axios.put(`http://localhost:3000/mail/verfieduser/${userId}`);  
 console.log('Student approved:', response.data);  
 } catch (error) {  
 console.log('Error approving student:', error);  
 }  
 };  
  
 *useEffect*(() => {  
 handleApproveuser();  
 }, []);  
  
 return (  
 <div>  
 <h1></h1>  
 <button className="btn btn-primary" onClick={() => navigate('/login')}>  
 Back to Home  
 </button>  
 </div>  
 );  
}

תודה רבה

רפאל ושלמה.