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# Two Sum

## 题目

Given an array of integers, find two numbers such that they add up to a specific target number.

The function twoSum should return indices of the two numbers such that they add up to the target, where index1 must be less than index2. Please note that your returned answers (both index1 and index2) are not zero-based.

You may assume that each input would have exactly one solution.

Input: numbers={2, 7, 11, 15}, target=9

Output: index1=1, index2=2

## 解法

### 分析

针对所有元素，建立hash表，对每个元素，可以算出得到结果需要的“补数”。利用hash表，查找这个补数在原集合中是否存在。

需要注意的是，补数可能和元素相同，这时候不能把元素数据存在当成结果。需要判断是否有两个这样的值在集合中存在。

### 程序

class Solution {

public:

    vector<int> twoSum(vector<int> &numbers, int target) {

        vector<int> ret;

        if(numbers.size()<2)return ret;

        unordered\_multimap<int, int> map;

        for(size\_t i=0;i<numbers.size();i++){

            map.insert(pair<int,int>(numbers[i],i));

        }

        for(int i=0;i<(int)numbers.size();i++){

            int j = target - numbers[i];

            if(j!=numbers[i]){

                auto it=map.find(j);

                if(it!=map.end()){

                    int k=it->second;

                    if(i<k){

                        ret.push\_back(i+1);

                        ret.push\_back(k+1);

                        return ret;

                    }

                    else{

                        ret.push\_back(k+1);

                        ret.push\_back(i+1);

                        return ret;

                    }

                }

            }

            else

            {

                vector<int> tmp;

                auto its = map.equal\_range(j);

                for (auto it = its.first; it != its.second; ++it) {

                    tmp.push\_back(it->second);

                }

                if(tmp.size()<2)continue;

                if(tmp[0]<tmp[1]){

                    ret.push\_back(tmp[0]+1);

                    ret.push\_back(tmp[1]+1);

                    return ret;

                }

                else{

                    ret.push\_back(tmp[1]+1);

                    ret.push\_back(tmp[0]+1);

                }

            }

        }

        return ret;

    }

};

# Median of Two Sorted Arrays

## 题目

There are two sorted arrays A and B of size m and n respectively. Find the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).

## 解法1

### 分析

采用笨办法，逐个搜索，其实也只需O(n)的时间。

### 程序

class Solution {

public:

int findK(int A[], int m, int B[], int n, int k){

int a,b,i;

a=0;

b=0;

i=0;

for(i=0;i<k;i++){

if(a>=m)

return B[k-m];

if(b>=n)

return A[k-n];

if(A[a]<B[b])

a++;

else

b++;

}

if(a>=m)

return B[k-m];

if(b>=n)

return A[k-n];

if(A[a]<B[b])

return A[a];

//else

return B[b];

}

double findMedianSortedArrays(int A[], int m, int B[], int n) {

double ret;

int k = m+n;

if(k&0x1){

ret = findK(A,m,B,n,k/2);

}

else{

double a,b;

a = findK(A,m,B,n,k/2-1);

b = findK(A,m,B,n,k/2);

ret = (a+b)/2;

}

return ret;

}

};

## 解法2

### 分析

待续

# Longest Substring Without Repeating Characters

## 题目

Given a string, find the length of the longest substring without repeating characters. For example, the longest substring without repeating letters for "abcabcbb" is "abc", which the length is 3. For "bbbbb" the longest substring is "b", with the length of 1.

## 解法

### 分析

 只有小写字母，可以建立一个26个字母的数组，每个字母记录它最近出现的位置。

…hijabcdefga…

一个字母和它自身上一个字母出现的位置之间，这个字母不会出现重复。但是其他字母有可能重复。处理这种情况，可以在其他字母出现重复时，把所有字母的最近位置更新一遍。如果有字母的最近位置早于当前发现的重复字母，也需要把它们的最近位置改为当前字母的前一次出现。

例如，上面的字符串，a字母第二次出现时，bcdefg的最近出现可以不用变化，但是hij的最近出现需要更新为第一个a的位置。

扫描一遍整个字符串，每个字符都更新一下26个（最多）字母的最近位置表。每个字母都和上一次最近出现比较，即可得出当前最长无重复字母的串长度。记录其中最长的即可。

这个算法的复杂度是O(n)的。

### 程序

class Solution {

public:

int lengthOfLongestSubstring(string s) {

int maxLen = 0;

int recentPostion[26];

for(char c='a';c<='z';c++){

recentPostion[c-'a']=-1;

}

for(int i=0;i<(int)s.length();i++){

if(recentPostion[s.at(i)-'a']==-1){

maxLen=i+1;

recentPostion[s.at(i)-'a']=i;

continue;

}

//!= -1

if((i-recentPostion[s.at(i)-'a'])>maxLen){

maxLen = i-recentPostion[s.at(i)-'a'];

}

for(char c='a';c<='z';c++){

if(recentPostion[c-'a']<recentPostion[s.at(i)-'a']){

recentPostion[c-'a']=recentPostion[s.at(i)-'a'];

}

}

recentPostion[s.at(i)-'a'] = i;

}

return maxLen;

}

};

# Add Two Numbers

## 题目

You are given two linked lists representing two non-negative numbers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

Input: (2 -> 4 -> 3) + (5 -> 6 -> 4)

Output: 7 -> 0 -> 8

## 解法

### 分析

 题目很简单，不解释了。

### 程序

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*addTwoNumbers(ListNode \*l1, ListNode \*l2) {

ListNode\* head=NULL;

ListNode\* tail=NULL;

int carrySet = 0;

int val;

while((l1!=NULL)||(l2!=NULL)){

ListNode\* tmp = new ListNode(0);

if(head==NULL) {

head=tmp;

tail=tmp;

}

else{

tail->next = tmp;

tail = tmp;

}

if(l1==NULL)

{

val = carrySet + l2->val;

carrySet = val / 10;

val = val - carrySet\*10;

tmp->val = val;

l2 = l2->next;

}

else if(l2==NULL){

val = carrySet + l1->val;

carrySet = val / 10;

val = val - carrySet\*10;

tmp->val = val;

l1 = l1->next;

}

else{

val = carrySet + l1->val + l2->val;

carrySet = val / 10;

val = val - carrySet\*10;

tmp->val = val;

l1 = l1->next;

l2 = l2->next;

}

}

if(carrySet!=0){

ListNode\* tmp = new ListNode(carrySet);

{

tail->next = tmp;

tail = tmp;

}

}

return head;

}

};

# Longest Palindromic Substring

## 题目

Given a string S, find the longest palindromic substring in S. You may assume that the maximum length of S is 1000, and there exists one unique longest palindromic substring.

## 解法

### 分析

 寻找字符串中最长回文串。这个问题最常见的解法是后缀树，加树中任意两个节点的最远公共祖先查询（LCA），按照算法书的分析，可以达到O(n)。但是这个解法编程过于复杂，很难实现。

查询网络获得如下算法 (Manacher’s algorithm)，也可以达到O(n)的复杂度，而且编程简单。很巧妙。

下面解释拷贝网络。
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### 程序

class Solution {

public:

void PreString(string &s, string &t){

int i;

t.at(0)='^';

for(i=1;i<=(int)s.length();i++){

t.at(i\*2-1)='#';

t.at(i\*2)=s.at(i-1);

}

t.at(i\*2-1)='#';

t.at(i\*2)='$';

}

string longestPalindrome(string s) {

int length = 3+s.length()\*2;

int p[length];

string t(length,' ');

PreString(s,t);

int c,r;

int max\_pos=0;

p[0] = 0;

c=r=0;

for(int i = 1; i<length-1; i++){

int i\_mirror = (c<<1) - i;

p[i]=(r>i)?min(r-i,p[i\_mirror]):0;

while(t[i+1+p[i]]==t[i-1-p[i]])

p[i]++;

if((i+p[i])>r){

c=i;

r=c+p[i];

}

if(p[i]>p[max\_pos]){

max\_pos = i;

}

}

int b;

b=max\_pos-1-p[max\_pos];

b/=2;

return s.substr(b,p[max\_pos]);

}

};

# ZigZag Conversion

## 题目

. The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility)

P A H N

A P L S I I G

Y I R

And then read line by line: "PAHNAPLSIIGYIR"

Write the code that will take a string and make this conversion given a number of rows:

string convert(string text, int nRows);

convert("PAYPALISHIRING", 3) should return "PAHNAPLSIIGYIR"..

## 解法

### 分析

基本上是一道不太复杂的数学题

### 程序

.JAVA

**public** **class** Solution {

**public** String convert(String s, **int** nRows) {

**if**(nRows==1)

**return** s;

StringBuffer buf = **new** StringBuffer();

**int** n = 2\*nRows - 2;

**for**(**int** i=0;i<nRows;i++){

**int** j=i;

**int** k=n-j;

**while**(**true**){

**boolean** q1,q2;

q1=q2=**false**;

**if**(j<s.length()){

buf.append(s.charAt(j));

j+=n;

}

**else**

q1=**true**;

**if**(k!=n&&i!=k&&k<s.length()){

buf.append(s.charAt(k));

k+=n;

}

**else**

q2=**true**;

**if**(q1&&q2)

**break**;

}

}

**return** buf.toString();

}

}

# Reverse Integer

## 题目

Reverse digits of an integer.

Example1: x = 123, return 321

Example2: x = -123, return -321

## 解法

### 分析

 简单算法也可以pass。复杂一点的，可以增加内存开销要求，不能使用额外内存，原地反转。这里没有深入考虑。

### 程序

class Solution {

public:

int reverse(int x) {

int ret=0;

int sign;

if(x==0)return 0;

if(x<0){

x = -1\*x;

sign = -1;

}

else{

sign = 1;

}

char str[128];

int i;

for(i=0;(x!=0)&&(i<128);i++){

str[i] = x % 10;

x = x/10;

}

for(int j=0;j<i;j++){

ret = ret\*10+str[j];

}

return ret\*sign;

}

};

# String to Integer (atoi)

## 题目

Implement atoi to convert a string to an integer.

Hint: Carefully consider all possible input cases. If you want a challenge, please do not see below and ask yourself what are the possible input cases.

Notes: It is intended for this problem to be specified vaguely (ie, no given input specs). You are responsible to gather all the input requirements up front.

## 解法

### 分析

 算法上没有难度。只是要考虑各种输入可能。

### 程序

class Solution {

public:

int atoi(const char \*str) {

int i=0;

int signed\_flag=0;

for(;\*str!='\0';str++){

if(\*str==' ')

{

if(signed\_flag!=0)

return i;

else

continue;

}

if(\*str=='+'){

if(signed\_flag!=0)

return 0;

signed\_flag = 1;

continue;

}

if(\*str=='-'){

if(signed\_flag!=0)

return 0;

signed\_flag = -1;

continue;

}

int val=\*str - '0';

if(val<=9&&val>=0){

if(signed\_flag==0)

signed\_flag = 1;

if(signed\_flag==1){

int j=i\*10+val;

if(i>0&&j/i<10)

return 2147483647;

else

i=j;

}

else if(signed\_flag==-1){

int j=i\*10-val;

if(i<0&&j/i<10)

return -2147483648;

else

i=j;

}

}

else{

return i;

}

}

return i;

}

};

# Palindrome Number

## 题目

Determine whether an integer is a palindrome. Do this without extra space.

## 解法

### 分析

 唯一难度是不准使用额外空间，不过用一点也没有关系，cases无法发现。

### 程序

class Solution {

public:

bool isPalindrome(int x) {

char content[13];

snprintf(content, 12, "%d", x);

int r = strlen(content)-1;

int l = 0;

while(l<r){

if(content[l]!=content[r])

return false;

l++;r--;

}

return true;

}

};

# Regular Expression Matching

## 题目

Implement regular expression matching with support for '.' and '\*'.

'.' Matches any single character.

'\*' Matches zero or more of the preceding element.

The matching should cover the entire input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "a\*") → true

isMatch("aa", ".\*") → true

isMatch("ab", ".\*") → true

isMatch("aab", "c\*a\*b") → true

## 解法

### 分析

 需要注意的一点是，\*匹配的是前一个字符重复任意次（包括0次），也就是正则表达式通常用法。而不是在DOS路径命令中的用法。

引申一点，”.\*”匹配”.”重复任意次。因此，”.\*”不仅仅能够匹配”aaaa”, ”bbbbb”, “”, 也能够匹配”abcde”。

这道题可以用递归方法做，但是重复计算量很大，其实，它是典型的动态规划应用。

定义d[i][j]为s[0..i-1], p[0..j]是否匹配。原串需要为空串定义值，模式串则不需要。（为了应对d与a\*b\*c\*d的判断）。

最后的结果是d[s.length()][p.length()-1].

### 程序

class Solution {

public:

struct pattern\_t{

char ch;

int star; //0, without \*; 1 with \*

pattern\_t(char in\_ch, int in\_star=0):

ch(in\_ch),star(in\_star){

}

};

bool chMatch(const char s, const char p){

if((s==p)||(p=='.'))

return true;

else

return false;

}

bool isMatch(const char \*s, const char \*p) {

if(\*s=='\0'&&\*p=='\0')

return true;

if(\*s!='\0'&&\*p=='\0')

return false;

string source(s);

vector<pattern\_t> pattern;

pattern.clear();

char \*l\_p = (char\*)p;

while(\*l\_p!='\0'){

if(\*(l\_p+1)=='\*'){

pattern.push\_back(pattern\_t(\*l\_p,1));

l\_p += 2;

}

else{

pattern.push\_back(pattern\_t(\*l\_p));

l\_p += 1;

}

}

int width = source.length();

int heigh = pattern.size();

bool result[width+1][heigh+1];

if(pattern[0].star==1)

result[0][0]=true;

else

result[0][0]=false;

for(int j=1;j<heigh;j++){

if(result[0][j-1]&&pattern[j].star==1)

result[0][j]=true;

else

result[0][j]=false;

}

if(chMatch(source[0],pattern[0].ch))

{

result[1][0]=true;

}

else

{

result[1][0]=false;

}

for(int i=2; i<(width+1); i++ )

{

if(pattern[0].star==0)

{

result[i][0]=false;

}

else {//\*

if(result[i-1][0]&&chMatch(source[i-1],pattern[0].ch))

result[i][0]=true;

else

result[i][0]=false;

}

}

for(int j=1;j<heigh;j++){

for(int i=1;i<width+1;i++){

//source[i-1]

//pattern[j]

if(pattern[j].star==0)

{

if(result[i-1][j-1]&&chMatch(source[i-1],pattern[j].ch))

result[i][j]=true;

else

result[i][j]=false;

}

else

{

if(result[i][j-1])

result[i][j]=true;

else if(result[i-1][j-1]&&chMatch(source[i-1],pattern[j].ch))

result[i][j]=true;

else if(result[i-1][j]&&chMatch(source[i-1],pattern[j].ch))

result[i][j]=true;

else

result[i][j]=false;

}

}

}

return result[width][heigh-1];

}

};

# Container With Most Water

## 题目

Given n non-negative integers a1, a2, ..., an, where each represents a point at coordinate (i, ai). n vertical lines are drawn such that the two endpoints of line i is at (i, ai) and (i, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

## 解法

### 分析

 题目的解法很简单，但是需要一点脑筋来证明这个方法是对的。

用两个指针，从数组两头开始往中间推，每次移动其中一个一个步长。移动的，是两个中高度较低的一个。

这样复杂度只有O(n)，但它为什么是对的呢？

这道题，最简单的方法，是把N^2/2种组合全部检查一遍。但是，实际上不需要逐个检查，有很多是可以跳过的。下面的分析介绍了为什么这个方法中跳过的那些选项不可能是答案。

分析如下

Here is a simple proof for the solution. Use v[low, high] indicates the volume of container with low and high. suppose height[low] < height[high], then we move low to low+1, that means we ingored v[low, high-1],v[low, high-2],etc, if this is safe, then the algorithm is right, and it's obvious that v[low, high-1],high[low, high-2]...... can't be larger than v[low, high] since its width can't be larger than high-low, and its height is limited by height[low].

因此，最大的一种组合，必定出现在我们检查过的集合中。

### 程序

class Solution {

public:

int max(int a, int b){

if(a>b)return a;

return b;

}

int min(int a, int b){

if(a>b)return b;

return a;

}

int maxArea(vector<int> &height) {

int left = 0;

int right = height.size()-1;

int maxSize=0;

while(left<right){

maxSize =

max(maxSize,min(height[right],height[left])\*(right-left));

if(height[right]>height[left]){

left++;

}

else

{

right--;

}

}

return maxSize;

}

};

# Integer to Roman

## 题目

Given an integer, convert it to a roman numeral.

Input is guaranteed to be within the range from 1 to 3999.

## 解法

### 分析

 这是一道编程题，没有算法难点。

### 程序

const static char GeWei[4][10][5] =

{

{

"",

"M",

"MM",

"MMM"

},

{

"",

"C",

"CC",

"CCC",

"CD",

"D",

"DC",

"DCC",

"DCCC",

"CM"

},

{

"",

"X",

"XX",

"XXX",

"XL",

"L",

"LX",

"LXX",

"LXXX",

"XC"

},

{

"",

"I",

"II",

"III",

"IV",

"V",

"VI",

"VII",

"VIII",

"IX"

}

};

class Solution {

public:

string intToRoman(int num) {

string ret;

char str[5];

snprintf(str,5,"%04d",num);

for(int i=0;i<4;i++){

ret += GeWei[i][str[i]-'0'];

}

return ret;

}

};

# Roman to Integer

## 题目

Given a roman numeral, convert it to an integer.

Input is guaranteed to be within the range from 1 to 3999.

## 解法

### 分析

 编程题。下面的程序是网上看到的，挺巧妙的。

### 程序

class Solution {

public:

int romanToInt(string s) {

int ret=0;

for(int i=0;i<(int)s.size();i++){

if (s[i]=='I') ret += 1;

else if(s[i]=='V') ret += 5;

else if(s[i]=='X') ret += 10;

else if(s[i]=='L') ret += 50;

else if(s[i]=='C') ret += 100;

else if(s[i]=='D') ret += 500;

else if(s[i]=='M') ret += 1000;

}

if(s.find("IV")!=s.npos)ret -= 2;

if(s.find("IX")!=s.npos)ret -= 2;

if(s.find("XL")!=s.npos)ret -= 20;

if(s.find("XC")!=s.npos)ret -= 20;

if(s.find("CD")!=s.npos)ret -= 200;

if(s.find("CM")!=s.npos)ret -= 200;

return ret;

}

};

# Longest Common Prefix

## 题目

Write a function to find the longest common prefix string amongst an array of strings.

## 解法

### 分析

 很简单，不解释。不知道是否有什么神奇方法。

### 程序

class Solution {

public:

string longestCommonPrefix(vector<string> &strs) {

string ret;

int num=strs.size();

if(num==0)return ret;

for(int i=0;;i++){

int j;

for(j=0;j<num;j++){

if((int)strs[j].length()<(i+1)||strs[j][i]!=strs[0][i])

break;

}

if(j!=num)

break;

ret += strs[0][i];

}

return ret;

}

};

# 3Sum

## 题目

. Given an array S of n integers, are there elements a, b, c in S such that a + b + c = 0? Find all unique triplets in the array which gives the sum of zero.

Note:

Elements in a triplet (a,b,c) must be in non-descending order. (ie, a ≤ b ≤ c)

The solution set must not contain duplicate triplets.

For example, given array S = {-1 0 1 2 -1 -4},

A solution set is:

(-1, 0, 1)

(-1, -1, 2).

## 解法

### 分析

可以找到O(n^2)的算法。

先把数组排序。从头到尾逐一枚举每个元素。

对于每个枚举的元素a，从剩下未访问过的元素里，寻找和为-a的两个元素。可以从剩下的所有元素两端开始，向中间靠近。首尾两个元素如果和大于-a，尾向前移动。如果小于，首向后移动。

注意防重。方法是和刚刚找到的比较，看是否相同。为什么可行？可以从道理上说明，这里不详细解释。

### 程序

**JAVA**

**public** **class** Solution {

**public** ArrayList<ArrayList<Integer>> threeSum(**int**[] num) {

// sort array

Arrays.*sort*(num);

ArrayList<ArrayList<Integer>> res = **new** ArrayList<ArrayList<Integer>>();

**for** (**int** i = 0; i < num.length - 2; i++) {

**if**(i>0&&num[i]==num[i-1])

**continue**;

**int** left = i+1;

**int** right = num.length-1;

**while**(left<right){

**int** tmp = num[left] + num[right] + num[i];

**if**(tmp==0){

//check if same with last

**int** index = res.size()-1;

**if**(res.size()>0

&&res.get(index).get(0)==num[i]

&&res.get(index).get(1)==num[left]

&&res.get(index).get(2)==num[right]

){

}

**else**{

ArrayList<Integer> each = **new** ArrayList<Integer>();

each.add(num[i]);

each.add(num[left]);

each.add(num[right]);

res.add(each);

}

left++;

right--;

}

**else** **if**(tmp<0)

left ++;

**else**

right --;

}

}

**return** res;

}

}

# 3Sum Closest

## 题目

Given an array S of n integers, find three integers in S such that the sum is closest to a given number, target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

For example, given array S = {-1 2 1 -4}, and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

## 解法

### 分析

 如果是一位数组，寻找任意两个元素之和与指定值的差距最小值，可以先将数组排序，然后从两头往中间夹逼。如果和偏大，就将右端向左移。如果和偏小，就将左端向右移。差距最小者，必定在此过程中出现。复杂度为O(N)。

对于这个题目，可以从左端开始逐个枚举数组中一个元素，然后在右半侧剩余数组中，用上述方法寻找指定值差距最小者（target-枚举值）。复杂度为O(N^2)。

### 程序

class Solution {

public:

int mabs(int a, int b, int c, int t){

int r=a+b+c-t;

if(r<0)r=0-r;

return r;

}

int threeSumClosest(vector<int> &num, int target) {

sort(num.begin(),num.end());

int n=num.size();

int minGap=mabs(num[0],num[1],num[n-1],target);

int ret=num[0]+num[1]+num[n-1];

for(int i=0;i<n-2;i++){

int l=i+1;

int r=n-1;

while(l<r){

int tmp = mabs(num[i],num[l],num[r],target);

if(tmp<minGap){

ret=num[i]+num[l]+num[r];

minGap=tmp;

}

if(minGap==0)

return target;

else if((num[i]+num[l]+num[r])>target)

r--;

else //if((num[i]+num[l]+num[r])<target)

l++;

}

}

return ret;

}

};

# 4Sum

## 题目

Given an array S of n integers, are there elements a, b, c, and d in S such that a + b + c + d = target? Find all unique quadruplets in the array which gives the sum of target.

Note:

Elements in a quadruplet (a,b,c,d) must be in non-descending order. (ie, a ≤ b ≤ c ≤ d)

The solution set must not contain duplicate quadruplets.

For example, given array S = {1 0 -1 0 -2 2}, and target = 0.

A solution set is:

(-1, 0, 0, 1)

(-2, -1, 1, 2)

(-2, 0, 0, 2)

## 解法

### 分析

 建立一个map，将数组中任意两个元素的和作为key，两个元素的序号作为内容。每个key可能对应多个元素对，因此这个map的value是一个vector。

枚举map中的每个key值，每个值计算补值（target-枚举key值）并作为另一个key值。这样可以获得两个vector，其中的元素逐个配对（笛卡尔积）。每个都需要检查是否有重复元素。如果没有重复元素，这个配对就是一个答案。

### 程序

class Solution {

public:

vector<vector<int> > fourSum(vector<int> &num, int target) {

vector<vector<int> > ret;

unordered\_map<int,vector<pair<int,int>> > map;

set<int> checked;

set<vector<int> > set1;

int n=num.size();

for(int i=0;i<n-1;i++)

for(int j=i+1;j<n;j++){

int k=num[i]+num[j];

map[k].push\_back(pair<int,int>(i,j));

}

for(auto e:map){

int tmp = target - e.first;

if(checked.count(tmp)!=0)

continue;

if(map.find(tmp)!=map.end()){

int i1=e.second.size();

int j1=map[tmp].size();

for(int i=0;i<i1;i++)

for(int j=0;j<j1;j++)

{

int a1,a2,b1,b2;

a1 = e.second[i].first;

a2 = e.second[i].second;

b1 = map[tmp][j].first;

b2 = map[tmp][j].second;

if(

(a1 == b1)

||(a1 == b2)

||(a2 == b1)

||(a2 == b2)

)

{

continue;

}

vector<int> t;

t.push\_back(num[a1]);

t.push\_back(num[a2]);

t.push\_back(num[b1]);

t.push\_back(num[b2]);

sort(t.begin(),t.end());

set1.insert(t);

}

checked.insert(tmp);

checked.insert(e.first);

}

}

for(auto e:set1){

ret.push\_back(e);

}

return ret;

}

};

# Letter Combinations of a Phone Number

## 题目

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.
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Input:Digit string "23"

Output: ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

## 解法

### 分析

 很简单的递归即可实现。

### 程序

static char content[][5]={

"",

"",

"abc",

"def",

"ghi",

"jkl",

"mno",

"pqrs",

"tuv",

"wxyz"

};

class Solution {

public:

void recur(string digits, char\* one, int pos, vector<string>& ret){

int dl=digits.length();

if(dl==0){

ret.push\_back(string(one));

return;

}

int n=digits[0]-'0';

int l= strlen(content[n]);

for(int i=0;i<l;i++){

one[pos] = content[n][i];

recur(digits.substr(1,dl-1),one,pos+1,ret);

}

}

vector<string> letterCombinations(string digits) {

vector<string> ret;

char one[digits.size()+1];

one[digits.size()]='\0';

recur(digits,one,0, ret);

return ret;

}

};

# Remove Nth Node From End of List

## 题目

Given a linked list, remove the nth node from the end of list and return its head.

For example,

Given linked list: 1->2->3->4->5, and n = 2.

After removing the second node from the end, the linked list becomes 1->2->3->5.

Note:

Given n will always be valid.

Try to do this in one pass.

## 解法

### 分析

 移除链表尾部倒数第n个元素。算法很简单，这是一道编程题。

用两个指针，间隔n+1个元素，从头扫描到尾，第二个元素遇到NULL时，第一个元素就指向倒数第n+1个元素。然后就可以移除需要的元素了。

一些特殊场景需要额外注意。

### 程序

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*removeNthFromEnd(ListNode \*head, int n) {

ListNode \*tail, \*body,\*last=NULL;

if(head==NULL)return NULL;

tail=head;

for(int i=0;i<n-1;i++){

if(tail!=NULL)

tail=tail->next;

else

return head;

}

body = head;

while(tail->next!=NULL){

tail=tail->next;

last = body;

body=body->next;

}

if(last==NULL){

int val = head->val;

body=head->next;

if(body!=NULL){

head->val=body->val;

head->next = body->next;

body->val = val;

body->next = NULL;

return head;

}

else{

return NULL;

}

}

else{

last->next=body->next;

body->next = NULL;

return head;

}

}

};

#

# Valid Parentheses

## 题目

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

## 解法

### 分析

典型的动态规划题，d[i][j]表示从第i个元素开始，长度为j的字符串，是否合法。

j为奇数，必定为false。

余下三种情况

1. 首尾字符匹配，而且去掉首尾之后余下的串合法，则整个串合法；
2. 以某个偶数位置分原串为两部分，且两部分分别合法，则整个串合法
3. 所有其他情况均不合法。

### 程序

static const int SIZE\_C=200;

static bool result[SIZE\_C][SIZE\_C];

class Solution {

public:

bool isMatch(char a, char b){

if((a=='(')&&(b==')'))return true;

if((a=='{')&&(b=='}'))return true;

if((a=='[')&&(b==']'))return true;

return false;

}

bool isValid(string s) {

int n=s.length();

if(n%2!=0)return false;

for(int i=0;i<=n;i++){

result[i][0]=true;

}

for(int j=2;j<=n;j+=2){

for(int i=0;i<=n-j;i+=1){

result[i][j]=false;

if(isMatch(s[i],s[i+j-1])&&result[i+1][j-2])

result[i][j]=true;

else{

for(int k=2;k<=j-2;k+=2){

if(result[i][k]&&result[i+k][j-k])

result[i][j]=true;

}

}

}

}

return result[0][n];

}

};

#

# Generate Parentheses

## 题目

Given n pairs of parentheses, write a function to generate all combinations of well-formed parentheses.

For example, given n = 3, a solution set is:

"((()))", "(()())", "(())()", "()(())", "()()()"

## 解法

### 分析

用递归，每个位置最多两种可能，”(”或者”)”，但右括弧能否使用，受制于已经出现的左、右括弧数目；左括弧能否使用，受制于是否还有空闲。

### 程序

class Solution {

public:

void recurr(char\* word, int curr, int left, int right, int all, vector<string> &ret){

if(curr>=2\*all){

word[curr]='\0';

string tmp(word);

ret.push\_back(tmp);

return;

}

if(left==right){

word[curr]='(';

recurr(word,curr+1,left+1, right,all, ret);

}

else if(left<all){

word[curr]='(';

recurr(word,curr+1,left+1,right,all,ret);

word[curr]=')';

recurr(word,curr+1,left,right+1,all,ret);

}

else{

word[curr]=')';

recurr(word,curr+1,left,right+1,all,ret);

}

}

vector<string> generateParenthesis(int n) {

vector<string> ret;

char word[2\*n+1];

recurr(word,0,0,0,n,ret);

return ret;

}

};

# Merge k Sorted Lists

## 题目

Merge k sorted linked lists and return it as one sorted list. Analyze and describe its complexity.

## 解法

### 分析

 编程题，关键是k个值如何快速定位最小值。最容易想到的就是heap结构。

如果k是个恒定值，这个优化效果不大，因为最后复杂度仍旧是总量O(N)（k可以被视为常量c）。如果k是个变量而且可能较大，则复杂度由O(kN)降为O(Nlgk)。

### 程序

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

void adjustHeap(vector<ListNode \*> &lists, int pos){

int l,r,n;

n=lists.size();

l=2\*pos+1;

r=2\*pos+2;

if(l>=n)

return;

if(r>=n){

if(lists[pos]->val>lists[l]->val){

ListNode \*tmp;

tmp=lists[pos];

lists[pos]=lists[l];

lists[l]=tmp;

}

return;

}

if(

(lists[pos]->val>=lists[l]->val)&&

(lists[l]->val>=lists[r]->val)

)

{

ListNode \*tmp;

tmp=lists[pos];

lists[pos]=lists[r];

lists[r]=tmp;

adjustHeap(lists,r);

}

else if(

(lists[pos]->val>=lists[r]->val)&&

(lists[r]->val>=lists[l]->val)

)

{

ListNode \*tmp;

tmp=lists[pos];

lists[pos]=lists[l];

lists[l]=tmp;

adjustHeap(lists,l);

}

else if(

(lists[pos]->val>=lists[l]->val)

)

{

ListNode \*tmp;

tmp=lists[pos];

lists[pos]=lists[l];

lists[l]=tmp;

adjustHeap(lists,l);

}

else if(

(lists[pos]->val>=lists[r]->val)

)

{

ListNode \*tmp;

tmp=lists[pos];

lists[pos]=lists[r];

lists[r]=tmp;

adjustHeap(lists,r);

}

}

ListNode \*mergeKLists(vector<ListNode \*> &lists) {

ListNode\* head,\*tail;

head=tail=NULL;

int n=lists.size();

if(n==0)return NULL;

for(int i=n-1;i>=0;i--){

if(lists[i]==NULL){

if(i!=n-1){

lists[i]=lists[n-1];

}

lists.erase(lists.begin()+n-1);

n--;

}

}

if(n==0)return NULL;

for(int i=n-1;i>=0;i--){

adjustHeap(lists,i);

}

while(1){

if(head==NULL)

{

head=tail=lists[0];

}

else{

tail->next=lists[0];

tail=tail->next;

}

if(lists.size()==1)

break;

if(lists[0]->next!=NULL){

lists[0]=lists[0]->next;

adjustHeap(lists,0);

}

else{

n = lists.size();

lists[0] = lists[n-1];

lists.erase(lists.begin()+n-1);

adjustHeap(lists,0);

}

}

return head;

}

};

# Swap Nodes in Pairs

## 题目

Given a linked list, swap every two adjacent nodes and return its head.

For example,

Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may not modify the values in the list, only nodes itself can be changed.

## 解法

### 分析

 方法应该很多，但是挑选一个合适的方法可以降低编程的难度。这里我选择的是先拆分为奇偶两个链表，再重新组合的方式。复杂度都是O(N)。

### 程序

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*swapPairs(ListNode \*head) {

ListNode\* p1\_head;

ListNode\* p2\_head;

ListNode\* p1\_tail;

ListNode\* p2\_tail;

p1\_head=p1\_tail=head;

if(p1\_head==NULL)return NULL;

p2\_head=p2\_tail=head->next;

if(p2\_head==NULL)return head;

while(1){

p1\_tail->next=p2\_tail->next;

p1\_tail=p1\_tail->next;

if(p1\_tail==NULL){

p2\_tail->next=NULL;

break;

}

p2\_tail->next=p1\_tail->next;

p2\_tail=p2\_tail->next;

if(p2\_tail==NULL){

p1\_tail->next=NULL;

break;

}

}

ListNode\* nHead;

ListNode\* tmp=new ListNode(0);

ListNode\* nTail=tmp;

nHead=p2\_head;

while(1){

ListNode\* t1=p1\_head->next;

ListNode\* t2=p2\_head->next;

nTail->next=p2\_head;

nTail=nTail->next;

nTail->next=p1\_head;

nTail=nTail->next;

p1\_head=t1;

p2\_head=t2;

if(p1\_head==NULL)break;

if(p2\_head==NULL)break;

}

if(p1\_head!=NULL){

nTail->next = p1\_head;

}

delete(tmp);

return nHead;

}

};

# Reverse Nodes in k-Group

## 题目

Given a linked list, reverse the nodes of a linked list k at a time and return its modified list.

If the number of nodes is not a multiple of k then left-out nodes in the end should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.

Only constant memory is allowed.

For example,

Given this linked list: 1->2->3->4->5

For k = 2, you should return: 2->1->4->3->5

For k = 3, you should return: 3->2->1->4->5

## 解法

### 分析

 一道编程题。我的程序不简单。不知道是否有更简便的方法。

分配k个指针，每次将这批指针赋值为下一个group的k个节点。如果能够读取k个值，则反转链接这个group。如果已经无法获取k个值（到达链表尾部），则正向链接这些值。

### 程序

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*reverseKGroup(ListNode \*head, int k) {

ListNode\* ret=NULL;

ListNode\* p[k];

ListNode\* p\_head[k];

ListNode\* p\_tail[k];

if(head==NULL)

return NULL;

if(k==0||k==1)

return head;

for(int i=0;i<k;i++){

p\_head[i]=p\_tail[i]=NULL;

}

ListNode\* tail=head;

while(1){

p[0]=tail;

int i;

for(i=1;i<k;i++){

p[i]=p[i-1]->next;

if(p[i]==NULL)

break;

}

if(i==k){

for(i=0;i<k;i++){

if(p\_head[i]==NULL){

p\_head[i]=p[i];

p\_tail[i]=p[i];

}

else{

p\_tail[i]->next = p[i];

p\_tail[i] = p[i];

}

}

tail=p[k-1]->next;

if(tail==NULL)

break;

}

else{

break;

}

}

if(p\_head[0]==NULL)

return head;

for(int i=0;i<k;i++){

p\_tail[i]->next = NULL;

}

ret=p\_head[k-1];

ListNode \*tmp=new ListNode(0);

ListNode \*head1=tmp;

while(1){

for(int j=k;j>0;j--){

head1->next = p\_head[j-1];

head1 = head1->next;

p\_head[j-1]=p\_head[j-1]->next;

}

if(p\_head[0]==NULL)

break;

}

head1->next=tail;

delete(tmp);

return ret;

}

};

# Remove Duplicates from Sorted Array

## 题目

Given a sorted array, remove the duplicates in place such that each element appear only once and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

For example,

Given input array A = [1,1,2],

Your function should return length = 2, and A is now [1,2].

## 解法

### 分析

 题目简单，不解释。

### 程序

class Solution {

public:

int removeDuplicates(int A[], int n) {

int ret;

if(n==0)

return 0;

int read;

int write;

read=write=0;

while(1){

read++;

if(read>=n)

break;

if(A[read]==A[write])

continue;

else{

write++;

if(read!=write)

A[write]=A[read];

}

}

return write+1;

}

};

# Remove Element

## 题目

Given an array and a value, remove all instances of that value in place and return the new length.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

## 解法

### 分析

 简单不解释。

### 程序

class Solution {

public:

int removeElement(int A[], int n, int elem) {

int r,w;

r=w=0;

while(1){

if(r>=n)

break;

if(A[r]!=elem){

if(r!=w){

A[w]=A[r];

}

w++;

}

r++;

}

return w;

}

};

# Implement strStr()

## 题目

Returns a pointer to the first occurrence of needle in haystack, or null if needle is not part of haystack.

## 解法

### 分析

要通过测试，必须使用KMP算法。关键是next数组的计算方法。从网上搜到的相应解释。

![](data:image/x-emf;base64,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)

### 程序

class Solution {

public:

void get\_nextval(char\* p, int len, int\* next) {

next[0] = -1;

int j = 0;

int k = -1;

while (j < len - 1) {

if (k == -1 || p[j] == p[k]) {

next[++j] = ++k;

} else {

k = next[k];

}

}

return;

}

void printNext(char\* p, int \*next,int l){

printf("Char List: [");

for(int i=0;i<l;i++){

printf("%2c,",p[i]);

}

printf("]\n");

printf("Next List: [");

for(int i=0;i<l;i++){

printf("%2d,",next[i]);

}

printf("]\n");

}

char \*strStr(char \*haystack, char \*needle) {

char \*s=haystack;

char \*p=needle;

int l\_p = strlen(p);

int l\_s = strlen(s);

int next[l\_p];

get\_nextval(p,l\_p,next);

//printNext(p,next,l\_p);

int i=0;

int j=0;

while(i<l\_s&&j<l\_p){

if(j==-1||s[i]==p[j])

{

i++;

j++;

}

else{

j=next[j];

}

}

if(j>=l\_p){

return s+i-l\_p;

}

return NULL;

}

};

# Divide Two Integers

## 题目

Divide two integers without using multiplication, division and mod operator.

## 解法

### 分析

不准用除法和取模，计算两个整数相除的结果。

思路，用左移和减法。 整数二进制左移就是乘2。除数先左移至恰好小于被除数。计算结果初始化为零。减去这个值后，计算结果加上2的相应次方。

剩余部分将除数右移，继续。

实际上就是把被除数分解为除数的2^n的级数。

### 程序

class Solution {

public:

unsigned int l\_divide(unsigned int dividend, unsigned int divisor) {

unsigned int ret=1;

int o\_divisor=divisor;

if(dividend<divisor)

return 0;

if(dividend==divisor)

return 1;

while(1){

if(divisor<dividend){

divisor <<= 1;

ret<<=1;

}

else{

break;

}

}

ret>>=1;

divisor>>=1;

return ret+divide((dividend-divisor),o\_divisor);

}

int divide(int dividend, int divisor) {

if(divisor==0)

return 0;

if(dividend==0)

return 0;

int ret;

int sign = 1;

if(

(dividend>0&&divisor>0)

||(dividend<0&&divisor<0)

)

{

}

else

{

sign = -1;

}

if(dividend<0)

dividend = 0 - dividend;

if(divisor<0)

divisor = 0 - divisor;

ret = (int)l\_divide(dividend, divisor);

if(sign==-1){

ret = 0 - ret;

}

return ret;

}

};

# Substring with Concatenation of All Words

## 题目

You are given a string, S, and a list of words, L, that are all of the same length. Find all starting indices of substring(s) in S that is a concatenation of each word in L exactly once and without any intervening characters.

For example, given:

S: "barfoothefoobarman"

L: ["foo", "bar"]

You should return the indices: [0,9].

(order does not matter).

## 解法

### 分析

 编程题，算法无难度。

### 程序

struct WordNode{

int id;

int num;

WordNode(int i,int j):id(i),num(j){};

WordNode():id(0),num(0){};

};

class Solution {

public:

vector<int> findSubstring(string S, vector<string> &L) {

vector<int> ret;

if(L.size()==0)

return ret;

int wordNum = L.size();

int wordLen = L[0].length();

if((int)S.length()<wordNum\*wordLen)

return ret;

int wordMap[wordNum];

map<string,WordNode> mMap;

for(int i=0;i<(int)L.size();i++){

if(mMap.count(L[i])==0){

mMap.insert(make\_pair(L[i],WordNode(i,1)));

}

else{

mMap[L[i]].num ++;

}

}

for(int i=0;i<=(S.length()-wordNum\*wordLen);i++){

int j;

for(j=0;j<wordNum;j++){

wordMap[j]=0;

}

for(j=0;j<wordNum;j++){

string oneWord(S.substr(i+wordLen\*j,wordLen));

if(mMap.count(oneWord)!=0){

if(wordMap[mMap[oneWord].id]<mMap[oneWord].num)

wordMap[mMap[oneWord].id]++;

else

break;

}

else{

break;

}

}

if(j>=wordNum)

ret.push\_back(i);

}

return ret;

}

};

# Next Permutation

## 题目

Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place, do not allocate extra memory.

Here are some examples. Inputs are in the left-hand column and its corresponding outputs are in the right-hand column.

1,2,3 → 1,3,2

3,2,1 → 1,2,3

1,1,5 → 1,5,1

## 解法

### 分析

 这道题目的关键是找出方法来计算下一个值。分析排列规律即可。

### 程序

class Solution {

public:

void nextPermutation(vector<int> &num) {

int i;

for(i=num.size()-1;i>0;i--){

if(num[i-1]<num[i]){

break;

}

}

if(i==0){

reverse(num.begin(),num.end());

return;

}

int sign\_pos = i-1;

int exch\_pos;

for(exch\_pos=num.size()-1;exch\_pos>0;exch\_pos--){

if(num[exch\_pos]>num[sign\_pos])

break;

}

int tmp;

tmp = num[exch\_pos];

num[exch\_pos] = num[sign\_pos];

num[sign\_pos] = tmp;

reverse(num.begin()+sign\_pos+1,num.end());

return;

}

};

# Longest Valid Parentheses

## 题目

Given a string containing just the characters '(' and ')', find the length of the longest valid (well-formed) parentheses substring.

For "(()", the longest valid parentheses substring is "()", which has length = 2.

Another example is ")()())", where the longest valid parentheses substring is "()()", which has length = 4.

## 解法

### 分析

 这是一道动态规划题，O(N^3)的d函数比较容易想到。O(N)的d函数有点难度。

假设d[i]表示从第i个字符开始能够组成合法串的最大长度。从后向前推导。

1. 如果当前字符是”)”，d值为0.
2. 否则的话，看跳过d[i+1]个字符后的位置（假设为j），是否是”)”
3. 如果不是，d值也是0
4. 如果是，d值是d[i+1]+2（和后面那个位置的”)”构成一个合法串），再加上d[j]（和前面那个合法串相邻的下一个最长合法串）。

### 程序

static const int MAX\_SIZE3 = 16000;

static int dp[MAX\_SIZE3];

class Solution {

public:

int longestValidParentheses(string s) {

int len = s.length();

if(len<=1)

return 0;

for(int i=0;i<len;i++){

dp[i]=0;

}

dp[len-1]=0;

for(int i=len-2;i>=0;i--){

if(s[i]==')')

dp[i]=0;

else{ // s[i]=='('

int j;

j=dp[i+1]+i+1;

if(j<len&&s[j]==')'){

dp[i]=dp[i+1]+2;

if((j+1)<len)

dp[i]+=dp[j+1];

}

else{

dp[i]=0;

}

}

}

int max\_len = 0;

for(int i=0;i<len;i++){

if(dp[i]>max\_len)

max\_len=dp[i];

}

return max\_len;

}

};

# Search in Rotated Sorted Array

## 题目

Suppose a sorted array is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

You are given a target value to search. If found in the array return its index, otherwise return -1.

You may assume no duplicate exists in the array.

## 解法

### 分析

 用二分法，算法上没有大的难度。主要是找到分割点。

### 程序

class Solution {

public:

void findPosition(int A[], int n, int &pos){

int l,r;

l=0;r=n-1;

pos=n-1;

while(l<r){

if(A[r]>A[l]){

pos=r;

return;

}

if((r-l)<10)

{

for(int j=l;j<=(r-1);j++){

if(A[j]>A[j+1]){

pos=j;

break;

}

}

return;

}

int tmp=(l+r)/2;

if(A[tmp]>A[0])

{

l=tmp;

}

else

{

r=tmp;

}

}

}

int searchTarget(int A[],int begin,int end, int target){

while(begin<end){

if(A[begin]==target)

return begin;

else if(A[end-1]==target)

return end-1;

else if((end-begin)<10){

for(int i=begin;i<end;i++){

if(A[i]==target){

return i;

}

}

return -1;

}

int tmp=(end+begin)/2;

if(A[tmp]>=target){

end=tmp+1;

}

else{

begin=tmp;

}

}

return -1;

}

int search(int A[], int n, int target) {

if(n<=0)return -1;

if(n==1){

if(A[0]==target)

return 0;

return -1;

}

int pos;

findPosition(A,n,pos);

if(target>=A[0]){

return searchTarget(A,0,pos+1,target);

}

return searchTarget(A,pos+1,n,target);

}

};

# Search for a Range

## 题目

Given a sorted array of integers, find the starting and ending position of a given target value.

Your algorithm's runtime complexity must be in the order of O(log n).

If the target is not found in the array, return [-1, -1].

For example,

Given [5, 7, 7, 8, 8, 10] and target value 8,

return [3, 4].

## 解法

### 分析

 基本思路为二分法，但是由于元素可以重复，寻找左右边界需要注意。

### 程序

class Solution {

public:

bool getTargetPosition(int A[], int l, int r, int target, int &pos){

if(r<l)

return false;

if((r-l)<10){

for(int i=l;i<=r;i++){

if(A[i]==target){

pos = i;

return true;

}

}

return false;

}

int mid = (l+r)/2;

if(A[mid]==target){

pos = mid;

return true;

}

else if(A[mid]<target){

return getTargetPosition(A,mid+1,r,target, pos);

}

return getTargetPosition(A,l,mid-1,target, pos);

}

void getLEdgePosition(int A[], int l, int r, int dir, int& pos){

int target = A[r];

if(r-l<10){

for(int i=l;i<=r;i++){

if(A[i]==target){

pos = i;

return;

}

}

}

int mid=(r+l)/2;

if(A[mid]==target){

getLEdgePosition(A,l,mid,dir,pos);

}

else{

getLEdgePosition(A,mid,r,dir,pos);

}

}

void getREdgePosition(int A[], int l, int r, int dir, int& pos){

int target = A[l];

if(r-l<10){

for(int i=r;i>=l;i--){

if(A[i]==target){

pos = i;

return;

}

}

}

int mid=(r+l)/2;

if(A[mid]==target){

getREdgePosition(A,mid,r,dir,pos);

}

else{

getREdgePosition(A,l,mid,dir,pos);

}

}

vector<int> searchRange(int A[], int n, int target) {

vector<int> ret;

int pos;

if(!getTargetPosition(A,0,n-1,target,pos)){

ret.push\_back(-1);

ret.push\_back(-1);

return ret;

}

int firstPos = -1;

int lastPos = -1;

getLEdgePosition(A,0,pos,1,firstPos);

getREdgePosition(A,pos,n-1,2,lastPos);

ret.push\_back(firstPos);

ret.push\_back(lastPos);

return ret;

}

};

# Search Insert Position

## 题目

. Given a sorted array and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.

Here are few examples.

[1,3,5,6], 5 → 2

[1,3,5,6], 2 → 1

[1,3,5,6], 7 → 4

[1,3,5,6], 0 → 0.

## 解法

### 分析

 算法无难度。

### 程序

. class Solution {

public:

void getInsertPosition(int A[], int l, int r, int target, int &pos)

{

if(l>r)

return;

if((r-l)<10){

int i;

for(i=l;i<=r;i++){

if(A[i]==target){

pos = i;

return;

}

else if(A[i]>target){

pos = i;

return;

}

}

pos=r+1;

return;

}

int mid=(r+l)/2;

if(target==A[mid]){

pos = mid;

return;

}

else if(target>A[mid]){

getInsertPosition(A,mid,r,target,pos);

}

else{

getInsertPosition(A,l,mid,target,pos);

}

}

int searchInsert(int A[], int n, int target) {

int pos=-1;

getInsertPosition(A,0,n-1,target,pos);

return pos;

}

};.

# Valid Sudoku

## 题目

. Determine if a Sudoku is valid, according to: Sudoku Puzzles - The Rules.

The Sudoku board could be partially filled, where empty cells are filled with the character '.'.
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A partially filled sudoku which is valid.

Note:

A valid Sudoku board (partially filled) is not necessarily solvable. Only the filled cells need to be validated..

## 解法

### 分析

 .数独的规定，每行每列每个九宫格，都必须包含1-9九个数字，不能重复不能遗漏.

这个题目的一个注意点是，合法数独不一定有解。只要数独已经填上的数字不违反规定即可。

这个题目很简单。

### 程序

. class Solution {

public:

bool isSetValid(vector<int> &list){

int num[9];

for(int i=0;i<9;i++){

num[i]=0;

}

for(int i=0;i<(int)list.size();i++){

if(num[list[i]]==0){

num[list[i]]=1;

}

else

{

return false;

}

}

return true;

}

bool isRowValid(int row,vector<vector<char> > &board){

vector<int> l;

for(int i=0;i<9;i++){

int k=board[row][i]-'1';

if(k==('.'-'1'))

continue;

if(k>8||k<0)

return false;

l.push\_back(k);

}

return isSetValid(l);

}

bool isColValid(int col,vector<vector<char> > &board){

vector<int> l;

for(int i=0;i<9;i++){

int k=board[i][col]-'1';

if(k==('.'-'1'))

continue;

if(k>8||k<0)

return false;

l.push\_back(k);

}

return isSetValid(l);

}

bool isBlockValid(int i,vector<vector<char> > &board){

int row,col;

row=i/3;

row\*=3;

col=i%3;

col\*=3;

vector<int> list;

for(int l=0;l<3;l++){

for(int m=0;m<3;m++){

int k=board[row+l][col+m]-'1';

if(k==('.'-'1'))

continue;

if(k>8||k<0)

return false;

list.push\_back(k);

}

}

return isSetValid(list);

}

bool isValidSudoku(vector<vector<char> > &board) {

for(int i=0;i<9;i++){

if(!isRowValid(i,board))

return false;

if(!isColValid(i,board))

return false;

if(!isBlockValid(i,board))

return false;

}

return true;

}

};.

# Sudoku Solver

## 题目

. Write a program to solve a Sudoku puzzle by filling the empty cells.

Empty cells are indicated by the character '.'.

You may assume that there will be only one unique solution.
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A sudoku puzzle...
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...and its solution numbers marked in red..

## 解法

### 分析

 .解一个数独，比上一题增加了一点难度，不过也不是很麻烦。深度优先搜索即可。

先根据数独原始形态，求出每个空白点在这个时候可能的候选值。然后深度优选搜索，逐个点试用每个候选值。.

### 程序

. struct DFSCandidate{

int row;

int col;

vector<int> candidate;

DFSCandidate():row(0),col(0){}

};

struct DFSNode{

int step;

int select;

DFSNode(int i,int j):step(i),select(j){}

};

class Solution {

public:

bool isSetValid(vector<int> &list){

int num[10];

for(int i=0;i<10;i++){

num[i]=0;

}

for(int i=0;i<(int)list.size();i++){

if(num[list[i]]==0){

num[list[i]]=1;

}

else

{

return false;

}

}

return true;

}

void getRowSet(int row,vector<vector<char> > &board, vector<int> &l){

for(int i=0;i<9;i++){

int k=board[row][i]-'0';

if(k==('.'-'0'))

continue;

if(k>9||k<1)

return ;

l.push\_back(k);

}

}

bool isRowValid(int row,vector<vector<char> > &board){

vector<int> l;

getRowSet(row, board, l);

return isSetValid(l);

}

void getColSet(int col,vector<vector<char> > &board, vector<int> &l){

for(int i=0;i<9;i++){

int k=board[i][col]-'0';

if(k==('.'-'0'))

continue;

if(k>9||k<1)

return ;

l.push\_back(k);

}

}

bool isColValid(int col,vector<vector<char> > &board){

vector<int> l;

getColSet(col, board, l);

return isSetValid(l);

}

void getBlockSet(int r, int c,vector<vector<char> > &board, vector<int> &list){

int row, col;

row = ((int)(r/3))\*3;

col = ((int)(c/3))\*3;

for(int l=0;l<3;l++){

for(int m=0;m<3;m++){

int k=board[row+l][col+m]-'0';

if(k==('.'-'0'))

continue;

if(k>9||k<1)

return ;

list.push\_back(k);

}

}

}

bool isBlockValid(int row, int col, vector<vector<char> > &board){

vector<int> list;

getBlockSet(row, col, board, list);

return isSetValid(list);

}

void getCandidateSet(int r, int c, vector<vector<char> > &board, vector<int> &list){

vector<int> l1;

vector<int> l2;

vector<int> l3;

getRowSet(r,board,l1);

getColSet(c,board,l2);

getBlockSet(r,c,board,l3);

bool isExist[10];

for(int i=0;i<10;i++)

isExist[i] = false;

for(int i=0;i<(int)l1.size();i++){

isExist[l1[i]]=true;

}

for(int i=0;i<(int)l2.size();i++){

isExist[l2[i]]=true;

}

for(int i=0;i<(int)l3.size();i++){

isExist[l3[i]]=true;

}

for(int i=1;i<10;i++){

if(!isExist[i])

list.push\_back(i);

}

}

void solveSudoku(vector<vector<char> > &board) {

int i,j;

vector<DFSCandidate> candidateList;

for(i=0;i<9;i++){

for(j=0;j<9;j++){

if(board[i][j]=='.'){

DFSCandidate oneStep;

oneStep.row = i;

oneStep.col = j;

getCandidateSet(i,j,board,oneStep.candidate);

if(oneStep.candidate.size()==0)

return;

candidateList.push\_back(oneStep);

}

}

}

stack<DFSNode> mStack;

mStack.push(DFSNode(0,0));

while(!mStack.empty()){

DFSNode curr = mStack.top();

mStack.pop();

if(curr.step>=(int)candidateList.size()){

//find valid solver

return;

}

int r,c;

r=candidateList[curr.step].row;

c=candidateList[curr.step].col;

while(curr.select < (int)candidateList[curr.step].candidate.size())

{

board[r][c]=candidateList[curr.step].candidate[curr.select]+'0';

if(

isRowValid(r,board)

&&isColValid(c,board)

&&isBlockValid(r,c,board)

)

{

mStack.push(DFSNode(curr.step,curr.select+1));

mStack.push(DFSNode(curr.step+1,0));

break;

}

curr.select ++;

}

if(curr.select >= (int)candidateList[curr.step].candidate.size())

board[r][c]='.';

}

return;

}

};.

# Count and Say

## 题目

. The count-and-say sequence is the sequence of integers beginning as follows:

1, 11, 21, 1211, 111221, ...

1 is read off as "one 1" or 11.

11 is read off as "two 1s" or 21.

21 is read off as "one 2, then one 1" or 1211.

Given an integer n, generate the nth sequence.

Note: The sequence of integers will be represented as a string..

## 解法

### 分析

 .这是一道模拟题，没有发现有什么巧妙解法，迭代计算即可通过测试.

### 程序

. struct MListNode{

int val;

int count;

MListNode(int i,int j):val(i),count(j){}

};

class Solution {

public:

void analyzeCurr(string &s,vector<MListNode> &content){

content.clear();

int i=0;

int val=s[i]-'0';

int curr;

int count=1;

for(;i<s.length()-1;i++){

curr=s[i+1]-'0';

if(curr!=val){

content.push\_back(MListNode(val,count));

count=1;

val = curr;

}

else{

count++;

}

}

content.push\_back(MListNode(val,count));

}

void generateNext(string &s,vector<MListNode> &content){

s.clear();

char buf[128];

for(int i=0;i<(int)content.size();i++){

snprintf(buf,128,"%d%d",content[i].count,content[i].val);

s += buf;

}

}

string countAndSay(int n) {

string currStr;

vector<MListNode> content;

currStr.assign("1");

for(int i=0;i<n-1;i++){

analyzeCurr(currStr,content);

generateNext(currStr,content);

}

return currStr;

}

};.

# Combination Sum

## 题目

. Given a set of candidate numbers (C) and a target number (T), find all unique combinations in C where the candidate numbers sums to T.

The same repeated number may be chosen from C unlimited number of times.

Note:

All numbers (including target) will be positive integers.

Elements in a combination (a1, a2, … , ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).

The solution set must not contain duplicate combinations.

For example, given candidate set 2,3,6,7 and target 7,

A solution set is:

[7]

[2, 2, 3].

## 解法

### 分析

 .由于可以重复使用某一个元素，这道题目比较简单。递归即可。最麻烦的其实是如何避免重复解。.

### 程序

. class Solution {

public:

bool isSameVector(vector<int> &a,vector<int> &b){

if(a.size()!=b.size()){

return false;

}

for(int i=0;i<(int)a.size();i++){

if(a[i]!=b[i])

return false;

}

return true;

}

vector<vector<int> > getSum(vector<int> &candidates, int sum){

vector<vector<int> > ret;

if(sum<candidates[0])

return ret;

for(int i=0;i<(int)candidates.size();i++){

int part = sum - candidates[i];

if(part==0){

vector<int> tmp;

tmp.push\_back(candidates[i]);

ret.push\_back(tmp);

}

else{

vector<vector<int> > tmp = getSum(candidates, part);

if(tmp.size()>0){

for(int j=0;j<(int)tmp.size();j++){

tmp[j].push\_back(candidates[i]);

sort(tmp[j].begin(),tmp[j].end());

//need to check whether ret contain same set

int k=0;

for(;k<(int)ret.size();k++){

if(isSameVector(ret[k],tmp[j]))

break;

}

if(k>=(int)ret.size())

ret.push\_back(tmp[j]);

}

}

}

}

return ret;

}

vector<vector<int> > combinationSum(vector<int> &candidates, int target) {

vector<vector<int> > ret;

sort(candidates.begin(),candidates.end());

return getSum(candidates,target);

}

};.

# Combination Sum II

## 题目

. Given a collection of candidate numbers (C) and a target number (T), find all unique combinations in C where the candidate numbers sums to T.

Each number in C may only be used once in the combination.

Note:

All numbers (including target) will be positive integers.

Elements in a combination (a1, a2, … , ak) must be in non-descending order. (ie, a1 ≤ a2 ≤ … ≤ ak).

The solution set must not contain duplicate combinations.

For example, given candidate set 10,1,2,7,6,1,5 and target 8,

A solution set is:

[1, 7]

[1, 2, 5]

[2, 6]

[1, 1, 6].

## 解法

### 分析

 .由于每个元素不能重复，这道题比上一题难度增加很多。动态规划可以解。

假设d[i][j]表示从第i个元素开始到队尾的数组中，能够得到总和为j的组合。那么，d[i][j]相当于两种情况的合并

1. d[i+1][j]，也就是不采用当前元素
2. d[i+1][j-num[i]] + num[i]，（d[i+1][j-num[i]]的每个单元，在加上一个num[i]），也就是采用当前元素.

### 程序

. const int MAX\_SIZE=100;

vector<vector<int> > result[MAX\_SIZE][MAX\_SIZE];

bool visited[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

vector<vector<int> > dFunction(int i, int target, vector<int> &num){

if(visited[i][target])

return result[i][target];

vector<vector<int> > t1, t2;

if(i>=(int)num.size()){

visited[i][target]=true;

result[i][target] = t1;

return t1;

}

if(target<=0){

visited[i][target]=true;

result[i][target] = t1;

return t1;

}

t1 = dFunction(i+1,target,num);

if(target==num[i]){

vector<int> tmp;

tmp.push\_back(num[i]);

t2.push\_back(tmp);

}

else{

t2 = dFunction(i+1,target-num[i],num);

if(t2.size()!=0){

for(int k=0;k<(int)t2.size();k++){

t2[k].push\_back(num[i]);

}

}

}

if(t1.empty()){

visited[i][target]=true;

result[i][target] = t2;

return t2;

}

if(t2.empty()){

visited[i][target]=true;

result[i][target] = t1;

return t1;

}

for(int k=0;k<(int)t2.size();k++){

t1.push\_back(t2[k]);

}

visited[i][target]=true;

result[i][target] = t1;

return t1;

}

bool isSameVector(vector<int> &a,vector<int> &b){

if(a.size()!=b.size()){

return false;

}

for(int i=0;i<(int)a.size();i++){

if(a[i]!=b[i])

return false;

}

return true;

}

void initResult(){

for(int i=0;i<MAX\_SIZE;i++){

for(int j=0;j<MAX\_SIZE;j++){

visited[i][j]=false;

}

}

}

vector<vector<int> > combinationSum2(vector<int> &num, int target) {

initResult();

vector<vector<int> > t1, t2;

t1 = dFunction(0,target, num);

for(int i=0;i<(int)t1.size();i++){

sort(t1[i].begin(),t1[i].end());

}

for(int i=0;i<(int)t1.size();i++){

int j;

for(j=0;j<(int)t2.size();j++){

if(isSameVector(t1[i],t2[j])){

break;

}

}

if(j>=(int)t2.size())

t2.push\_back(t1[i]);

}

return t2;

}

};.

# First Missing Positive

## 题目

. Given an unsorted integer array, find the first missing positive integer.

For example,

Given [1,2,0] return 3,

and [3,4,-1,1] return 2.

Your algorithm should run in O(n) time and uses constant space..

## 解法

### 分析

 .寻找第一个不存在的正整数。从头到尾梳理每个值，数值i就放在第i-1位置上，小于等于0，和大于等于n的值都不管。最后从位置0开始往上找，第一个数值不是位置加一的地方，就是缺失的正整数。

一些异常需要注意，特别是有重复值，在某些位置，可能无法在当前位置上找到自己寻找的值而陷入死循环。.

### 程序

. class Solution {

public:

int firstMissingPositive(int A[], int n) {

int ret=-1;

for(int i=0;i<n;i++){

while(1){

if(A[i]<=0||A[i]>=n||A[i]==i+1)

break;

//swap A[i] A[A[i]-1]

{

int a = A[i];

A[i] = A[a-1];

A[a-1] = a;

if(A[i]==a)

break;

}

}

}

for(int i=0;i<n;i++){

if(A[i]!=i+1){

ret = i+1;

break;

}

}

if(ret<0)

ret = n+1;

return ret;

}

};.

# Trapping Rain Water

## 题目

. Given n non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

For example,

Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

![http://www.leetcode.com/wp-content/uploads/2012/08/rainwatertrap.png](data:image/png;base64,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)

The above elevation map is represented by array [0,1,0,2,1,0,1,3,2,1,2,1]. In this case, 6 units of rain water (blue section) are being trapped. Thanks Marcos for contributing this image!.

## 解法

### 分析

 .这题目是三维版本的简化版。

从两边向中间递归。每次取两侧中较矮的一端。以这端为外墙，计算能够储水的最大值。一直到遇到墙高超出外墙的位置为止（这里已经不可能再以起始点为外墙了）。.

### 程序

. class Solution {

public:

int trap(int A[], int n) {

if(n<=2)

return 0;

if(A[0]<=A[n-1])

{

int i=1;

int water=0;

while(A[i]<A[0])

{

water+=A[0]-A[i];

i++;

}

return water + trap(A+i,n-i);

}

else //(A[0]>A[n-1])

{

int i=n-2;

int water=0;

while(A[i]<A[n-1])

{

water+=A[n-1]-A[i];

i--;

}

return water + trap(A,i+1);

}

return 0;

}

};

.

# Multiply Strings

## 题目

. Given two numbers represented as strings, return multiplication of the numbers as a string.

Note: The numbers can be arbitrarily large and are non-negative..

## 解法

### 分析

 .其实就是计算超大整数乘法。采用不同的乘法计算方法，程序编写的难度大不相同。这是我在网上找到的一个方法。很简单。.

### 程序

. class Solution {

public:

string multiply(string num1, string num2) {

string ret;

vector<int> result;

int l=num1.length()+num2.length();

result.reserve(num1.length()+num2.length());

for(int i=0;i<l;i++){

result.push\_back(0);

}

reverse(num1.begin(),num1.end());

reverse(num2.begin(),num2.end());

for(int i=0;i<num1.length();i++){

for(int j=0;j<num2.length();j++){

result[i+j] += (num1[i]-'0')\*(num2[j]-'0');

}

}

int val;

int carry=0;

for(int i=0;i<result.size();i++){

result[i] += carry;

val = result[i]%10;

carry = result[i]/10;

ret += val+'0';

}

for(int i=ret.length();i>0;i--){

if(ret[i-1]=='0'){

ret.erase(ret.end()-1);

}

else

break;

}

if(ret.empty()){

ret += '0';

}

reverse(ret.begin(),ret.end());

return ret;

}

};.

# Wildcard Matching

## 题目

. Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the entire input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "\*") → true

isMatch("aa", "a\*") → true

isMatch("ab", "?\*") → true

isMatch("aab", "c\*a\*b") → false.

## 解法

### 分析

动态规划可以解决，需要从空字符串开始比较起，用d[i,j]表示目标串的前i位和模式串的前j位是否能够匹配。有两点提示：

1. 先把模式串简化一下，所有的重复\*都缩减为单个\*，可以简化很多处理，而且结果是一样的。
2. 如果目标串为空，那么，当模式串为\*时是可以匹配的；其他则不可以匹配。.

### 程序

. public class Solution {

public static final int sampleLength=1000;

public static final int patternLength=100;

boolean[][] result= new boolean[sampleLength][patternLength];

private String checkPattern(String p){

StringBuffer t=new StringBuffer();

char lastCh='#';

for(int i=0;i<p.length();i++){

if(p.charAt(i)==lastCh&&lastCh=='\*'){

}

else{

t.append(p.charAt(i));

lastCh = p.charAt(i);

}

}

return t.toString();

}

public boolean isMatch(String s, String p) {

String p1 = checkPattern(p);

int length1 = s.length();

int length2 = p1.length();

{

int i = s.length();

int j = p.length();

if(j==0){

if(i==0)

return true;

else

return false;

}

if(i==0){

if(j==1&&p1.charAt(0)=='\*')

return true;

else

return false;

}

}

if(length1>sampleLength-2)

return false;

if(length2>patternLength-2)

return false;

for(int i=0;i<=length1;i++){

for(int j=0;j<=length2;j++){

if(i==0&&j==0){

result[i][j]=true;

}

else if(i==0){

if(j==1&&p1.charAt(0)=='\*')

result[i][j]=true;

else

result[i][j]=false;

}

else if(j==0){

result[i][j]=false;

}

else{

if(p1.charAt(j-1)=='?'){

if(result[i-1][j-1])

result[i][j]=true;

else

result[i][j]=false;

}

else if(p1.charAt(j-1)=='\*'){

if(result[i-1][j-1]||result[i-1][j]||result[i][j-1])

result[i][j]=true;

else

result[i][j]=false;

}

else{

if(s.charAt(i-1)==p1.charAt(j-1)){

if(result[i-1][j-1])

result[i][j]=true;

else

result[i][j]=false;

}

else{

result[i][j]=false;

}

}

}

}

}

return result[length1][length2];

}

}.

# Jump Game II

## 题目

. Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:

Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.).

## 解法

### 分析

 .建立一个链表，每个元素表示跳到当前这个点需要的最少步数。从头开始向后扫描。每个点计算能够跳到的最远位置，从那个位置向回赋值最少步数，赋值到已经有值的位置为止。（再往前不可能值更小了）。

由于每个位置最多赋值一次，复杂度为O(n)

### 程序

. int minStep[40000];

class Solution {

public:

int jump(int A[], int n) {

if(n==1)

return 0;

int maxDis=0;

for(int i=0;i<n+1;i++){

minStep[i]=-1;

}

maxDis=A[0];

for(int i=0;i<=maxDis;i++){

minStep[i]=1;

}

int curr=0;

while(maxDis<n){

curr++;

if(curr>maxDis)

break;

if(curr>n)

break;

if(curr+A[curr]>maxDis){

maxDis = curr+A[curr];

if(maxDis>n){

maxDis = n-1;

}

int j = maxDis;

while(minStep[j]==-1){

minStep[j]=minStep[curr]+1;

j--;

}

}

}

if(minStep[n-1]==-1)

return 0;

return minStep[n-1];

}

};.

# Permutations

## 题目

. Given a collection of numbers, return all possible permutations.

For example,

[1,2,3] have the following permutations:

[1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], and [3,2,1]..

## 解法1

### 分析

 .经典递归方法，很简单。

.

### 程序

. class Solution {

public:

void swapVec(vector<int> &v, int a, int b){

if(a==b)return;

int tmp = v[a];

v[a] = v[b];

v[b] = tmp;

}

void mPermuteFunc(vector<int> &num, vector<vector<int> > &ret, int cur){

if(cur==(int)num.size()-1){

ret.push\_back(num);

return;

}

for(int i=cur;i<(int)num.size();i++){

swapVec(num, cur, i);

mPermuteFunc(num,ret,cur+1);

swapVec(num, cur, i);

}

}

vector<vector<int> > permute(vector<int> &num) {

vector<vector<int> > ret;

mPermuteFunc(num,ret,0);

return ret;

}

};.

## 解法2

### 分析

 .类似于产生整数的方法，每次计算值更大的下一个排列.

### 程序

. class Solution {

public:

void swapVec(vector<int> &v, int a, int b){

if(a==b)return;

int tmp = v[a];

v[a] = v[b];

v[b] = tmp;

}

bool getNextPermute(vector<int> &num){

int i;

for(i=num.size()-2;i>=0;i--){

if(num[i]<num[i+1])

break;

}

if(i<0)

return false;

int j;

for(j=num.size()-1;j>i;j--){

if(num[j]>num[i])

break;

}

swapVec(num,i,j);

sort(num.begin()+i+1,num.end());

return true;

}

vector<vector<int> > permute(vector<int> &num) {

vector<vector<int> > ret;

sort(num.begin(),num.end());

do{

ret.push\_back(num);

}

while(getNextPermute(num));

return ret;

}

};.

# Permutations II

## 题目

. Given a collection of numbers that might contain duplicates, return all possible unique permutations.

For example,

[1,1,2] have the following unique permutations:

[1,1,2], [1,2,1], and [2,1,1]..

## 解法

### 分析

 .如果上一题采用方法2，这一题很简单。（实际上上一题的方法2，我就是从这一题反推回去的。）

每次产生下一个排列，确保不会产生重复排列。.

### 程序

. class Solution {

public:

void swapVec(vector<int> &v, int a, int b){

if(a==b)return;

int tmp = v[a];

v[a] = v[b];

v[b] = tmp;

}

bool getNextPermute(vector<int> &num){

int i;

for(i=num.size()-2;i>=0;i--){

if(num[i]<num[i+1])

break;

}

if(i<0)

return false;

int j;

for(j=num.size()-1;j>i;j--){

if(num[j]>num[i])

break;

}

swapVec(num,i,j);

sort(num.begin()+i+1,num.end());

return true;

}

vector<vector<int> > permuteUnique(vector<int> &num) {

vector<vector<int> > ret;

sort(num.begin(),num.end());

do{

ret.push\_back(num);

}

while(getNextPermute(num));

return ret;

}

};.

# Rotate Image

## 题目

. You are given an n x n 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

Follow up:

Could you do this in-place?.

## 解法

### 分析

 .其实是一道数学题，难度不大，主要是分析如何计算旋转后点的位置。下面是推荐的一种思路

1. 每四个点是一组循环。
2. 坐标轴变换思想，使得四个点的坐标值呈现对称关系，然后再反变化得到原始坐标轴，周长为奇数和为偶数需要分别对待
3. 周长为奇数时需要注意，选择处理的四分之一区域时，不要重复处理某些点（有一条坐标轴上的点需要排除）.

### 程序

. class Solution {

public:

void rotate(vector<vector<int> > &matrix) {

int n=matrix.size();

int l1=matrix.size()/2;

int l2=l1;

if(matrix.size()%2)

l1++;

for(int i=0;i<l1;i++){

for(int j=0;j<l2;j++){

int tmp=matrix[i][j];

matrix[i][j] = matrix[n-j-1][i];

matrix[n-j-1][i] = matrix[n-i-1][n-j-1];

matrix[n-i-1][n-j-1] = matrix[j][n-i-1];

matrix[j][n-i-1] = tmp;

}

}

}

};.

# Anagrams

## 题目

. Given an array of strings, return all groups of strings that are anagrams.

Note: All inputs will be in lower-case..

## 解法

### 分析

 .Anagrams的解释不是很确定。这里理解为，字母出现的种类和次数都一致的字符串，比如，都是由2个a，3个b构成的字符串。

把字符串按照字母序排序，则Anagrams字符串排序后的结果应该是一样的。利用这个寻找所有存在Anagrams关系的字符串。程序很简单。

这道题的返回值是一维数组，似乎有些奇怪。从结果来看，题目暗含的一个约束是，每一个输入其实都只有一个合法的group（成员数量超过一个）。

### 程序

. class Solution {

public:

vector<string> anagrams(vector<string> &strs) {

vector<string> ret;

if(strs.size()<=1)

return ret;

map<string, int> anag;

for(int i=0;i<(int)strs.size();i++){

string s(strs[i]);

sort(s.begin(),s.end());

if(anag.find(s)==anag.end()){

anag.insert(make\_pair(s,i));

}

else{

if(anag[s]>=0){

ret.push\_back(strs[anag[s]]);

anag[s] = -1;

}

ret.push\_back(strs[i]);

}

}

return ret;

}

};.

# Pow(x, n)

## 题目

. Implement pow(x, n)..

## 解法

### 分析

 .计算n次方。题目很简单，最笨的方法也能达到O(n)复杂度。稍微优化一下，可以达到O(lgn)复杂度。.

### 程序

. class Solution {

public:

double pow(double x, int n) {

if(n==0)

return 1.0;

int flag=1;

if(n<0)

{

n \*= -1;

flag = -1;

}

double ret = 1.0;

double exp\_x = x;

while(n>0){

if(n&1){

ret \*= exp\_x;

}

exp\_x \*= exp\_x;

n>>=1;

}

if(flag<0)

ret = 1/ret;

return ret;

}

};.

# N-Queens

## 题目

. The n-queens puzzle is the problem of placing n queens on an n×n chessboard such that no two queens attack each other.
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Given an integer n, return all distinct solutions to the n-queens puzzle.

Each solution contains a distinct board configuration of the n-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,

There exist two distinct solutions to the 4-queens puzzle:

[

[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]

].

## 解法

### 分析

 .解八皇后问题，深度优先搜索。.

### 程序

. class Solution {

public:

bool checkValid(vector<string> &one, int size, int cur, int pos){

for(int i=0;i<cur;i++){

if(one[i][pos]=='Q')

return false;

int p1 = pos + cur - i;

int p2 = pos - cur + i;

if(p1>=0&&p1<size&&one[i][p1]=='Q')

return false;

if(p2>=0&&p2<size&&one[i][p2]=='Q')

return false;

}

return true;

}

void searchRes(

vector<vector<string> > &res,

vector<string> &one,

int size,

int cur

)

{

if(cur>=size)

{

res.push\_back(one);

return;

}

for(int i=0;i<size;i++){

one[cur][i]='Q';

if(checkValid(one,size, cur,i))

searchRes(res,one,size,cur+1);

one[cur][i]='.';

}

}

vector<vector<string> > solveNQueens(int n) {

vector<vector<string> > res;

vector<string> one;

string s;

for(int i=0;i<n;i++){

s += '.';

}

for(int i=0;i<n;i++){

one.push\_back(s);

}

searchRes(res, one, n, 0);

return res;

}

};.

# N-Queens II

## 题目

. Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions..

## 解法一

### 分析

 .继续N皇后问题。这次只要计算个数，不需要求出解。

但是我没有找到简便方法，仍旧是求出所有解后，得到个数。不知道是否有更好办法。.

### 程序

. class Solution {

public:

bool checkValid(vector<string> &one, int size, int cur, int pos){

for(int i=0;i<cur;i++){

if(one[i][pos]=='Q')

return false;

int p1 = pos + cur - i;

int p2 = pos - cur + i;

if(p1>=0&&p1<size&&one[i][p1]=='Q')

return false;

if(p2>=0&&p2<size&&one[i][p2]=='Q')

return false;

}

return true;

}

void searchRes(

vector<vector<string> > &res,

vector<string> &one,

int size,

int cur

)

{

if(cur>=size)

{

res.push\_back(one);

return;

}

for(int i=0;i<size;i++){

one[cur][i]='Q';

if(checkValid(one,size, cur,i))

searchRes(res,one,size,cur+1);

one[cur][i]='.';

}

}

int totalNQueens(int n) {

vector<vector<string> > res;

vector<string> one;

string s;

for(int i=0;i<n;i++){

s += '.';

}

for(int i=0;i<n;i++){

one.push\_back(s);

}

searchRes(res, one, n, 0);

return res.size();

}

};.

## 解法二

### 分析

 .在网上看到一个聪明的办法，只是时间节省的不是很多，不过代码更简洁，而且理论上复杂度更低，可能在较大的输入量下可以体现优势。上一题可以采用同意的方法简化，我在leetcode上实验通过。这里不再重复贴解释了。

从网上拷贝来的解释：

使用位运算来求解N皇后的高效算法

核心代码如下：

[cpp] [view plaincopy](http://blog.csdn.net/hackbuteer1/article/details/6657109)

void test(int row, int ld, int rd)

{

    int pos, p;

    if ( row != upperlim )

    {

        pos = upperlim & (~(row | ld | rd ));

        while ( pos )

        {

            p = pos & (~pos + 1);

            pos = pos - p;

            test(row | p, (ld | p) << 1, (rd | p) >> 1);

        }

    }

    else

        ++Ans;

}

        初始化：　upperlim =  (1 << n)-1; Ans = 0;

        调用参数：test(0, 0, 0);

         和普通算法一样，这是一个递归函数，程序一行一行地寻找可以放皇后的地方。函数带三个参数row、ld和rd，分别表示在纵列和两个对角线方向的限制条件下这一行的哪些地方不能放。位于该行上的冲突位置就用row、ld和rd中的1来表示。把它们三个并起来，得到该行所有的禁位，取反后就得到所有可以放的位置（用pos来表示）。

        p = pos & (~pos + 1)其结果是取出最右边的那个1。这样，p就表示该行的某个可以放子的位置，把它从pos中移除并递归调用test过程。

        注意递归调用时三个参数的变化，每个参数都加上了一个禁位，但两个对角线方向的禁位对下一行的影响需要平移一位。最后，如果递归到某个时候发现row=upperlim了，说明n个皇后全放进去了，找到的解的个数加一。
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注：  
        upperlime：=（1 << n）-1 就生成了n个1组成的二进制数。  
        这个程序是从上向下搜索的。  
        pos & -pos 的意思就是取最右边的 1 再组成二进制数，相当于 pos &（~pos +1），因为取反以后刚好所有数都是相反的（怎么听着像废话），再加 1 ，就是改变最低位，如果低位的几个数都是1，加的这个 1 就会进上去，一直进到 0 ，在做与运算就和原数对应的 1 重合了。举例可以说明：

        原数 0 0 0 0 1 0 0 0    原数 0 1 0 1 0 0 1 1

        取反 1 1 1 1 0 1 1 1    取反 1 0 1 0 1 1 0 0  
        加1    1 1 1 1 1 0 0 0    加1  1 0 1 0 1 1 0 1

  与运算    0 0 0 0 1 0 0 0    and  0 0 0 0 0 0 0 1  
      其中呢，这个取反再加 1 就是补码，and 运算 与负数，就是按位和补码与运算。  
       (ld | p)<< 1 是因为由ld造成的占位在下一行要右移一下；  
       (rd | p)>> 1 是因为由rd造成的占位在下一行要左移一下。  
        ld rd row 还要和upperlime 与运算 一下，这样做的结果就是从最低位数起取n个数为有效位置，原因是在上一次的运算中ld发生了右移，如果不and的话，就会误把n以外的位置当做有效位。.

### 程序

. public class Solution {

private void collect(int[] res, int row, int rd, int ld, int curr, int n){

if(curr>=n){

res[0]++;

return;

}

int mask = ~(~0<<n);

int avail = (~(row|rd|ld))&mask;

int pos;

while(avail>0){

pos = avail & (-1\*avail);

avail -= pos;

collect(res, row|pos, (rd|pos)<<1, (ld|pos)>>1, curr+1, n);

}

}

public int totalNQueens(int n) {

int[] res = new int[1];

res[0] = 0;

collect(res, 0, 0, 0, 0, n);

return res[0];

}

}.

# Maximum Subarray

## 题目

. Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [?2,1,?3,4,?1,2,1,?5,4],

the contiguous subarray [4,?1,2,1] has the largest sum = 6..

## 解法

### 分析

 .经典问题，求和最大的连续子数组。动态规划可解。不详细解释了。.

### 程序

. class Solution {

public:

int maxSubArray(int A[], int n) {

if(n<=0)

return 0;

int maxTotal = A[0];

int maxEnd = A[0];

for(int i=1;i<n;i++){

if(maxEnd<0){

maxEnd=A[i];

}

else{

maxEnd+=A[i];

}

if(maxTotal<A[i])

maxTotal = A[i];

if(maxTotal<maxEnd)

maxTotal=maxEnd;

}

return maxTotal;

}

};.

# Spiral Matrix

## 题目

.

Given a matrix of m x n elements (m rows, n columns), return all elements of the matrix in spiral order.

For example,

Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return [1,2,3,6,9,8,7,4,5]..

## 解法

### 分析

 .不知道该归为什么类型问题，深度优先？算法很简单，模拟人解决的思路即可。不知道是否有更巧妙解法。.

### 程序

. class Solution {

public:

void nextStep(int &i, int &j, int direct){

// Directory:

// 0: right

// 1: down

// 2: left

// 3: up

switch(direct){

case 0:

j ++;

break;

case 1:

i ++;

break;

case 2:

j --;

break;

case 3:

i --;

break;

default:

break;

}

}

bool getNextPos(vector<vector<bool> > &visited,int &i, int &j,int &direct){

int row,col;

row = visited.size();

col = visited[0].size();

int origin\_dir = direct;

while(1){

int next\_i,next\_j;

next\_i = i;

next\_j = j;

nextStep(next\_i,next\_j,direct);

if(

next\_i>=0

&&next\_i<row

&&next\_j>=0

&&next\_j<col

&&!visited[next\_i][next\_j]

)

{

i = next\_i;

j = next\_j;

return true;

}

direct = (direct+1)%4;

if(direct == origin\_dir)

return false;

}

return false;

}

vector<int> spiralOrder(vector<vector<int> > &matrix) {

vector<int> ret;

int row,col;

row = matrix.size();

if(row==0)

return ret;

col = matrix[0].size();

if(col==0)

return ret;

vector<vector<bool> > visited;

vector<bool> oneLine;

for(int i=0;i<col;i++){

oneLine.push\_back(false);

}

for(int i=0;i<row;i++){

visited.push\_back(oneLine);

}

oneLine.clear();

int direct = 0;

int i,j;

i=j=0;

while(1){

ret.push\_back(matrix[i][j]);

visited[i][j]=true;

if(!getNextPos(visited,i,j,direct))

break;

}

return ret;

}

};.

# Jump Game

## 题目

. Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

For example:

A = [2,3,1,1,4], return true.

A = [3,2,1,0,4], return false..

## 解法

### 分析

 .这个题目初看很简单。但是测试的cases要求很严，而且某些程序写法会导致大量的重复步骤。下面的程序是网上看到的，程序简单，执行效率很高。

.

### 程序

. class Solution {

public:

bool canJump(int A[], int n) {

int canReach=0;

if(n==0)

return false;

if(n==1)

return true;

for(int i=0;i<n;i++){

if(canReach<i)break;

if(i+A[i]>canReach)

canReach=i+A[i];

if(canReach>=n-1)

return true;

}

return canReach>=n-1;

}

};.

# Merge Intervals

## 题目

. Given a collection of intervals, merge all overlapping intervals.

For example,

Given [1,3],[2,6],[8,10],[15,18],

return [1,6],[8,10],[15,18].

/\*\*

\* Definition for an interval.

\* struct Interval {

\* int start;

\* int end;

\* Interval() : start(0), end(0) {}

\* Interval(int s, int e) : start(s), end(e) {}

\* };

\*/

.

## 解法

### 分析

 .所有区间按照起点位置排序。然后每个区间逐个向后检查，是否重叠。重叠则合并。

.

### 程序

. static bool comp(const struct Interval &a,const struct Interval &b){

if(a.start==b.start){

return a.end<b.end;

}

else

return a.start < b.start;

}

class Solution {

public:

bool isJoint(const struct Interval &a,const struct Interval &b){

if(b.start>a.end)

return false;

return true;

}

void mergeInt(struct Interval &a,const struct Interval &b){

if(a.end<b.end){

a.end = b.end;

}

}

vector<Interval> merge(vector<Interval> &intervals) {

vector<Interval> res;

if(intervals.size()<=0)

return res;

sort(intervals.begin(),intervals.end(), comp);

res.push\_back(intervals[0]);

for(int i=1;i<(int)intervals.size();i++){

int j=res.size();

if(isJoint(res[j-1],intervals[i])){

mergeInt(res[j-1],intervals[i]);

}

else{

res.push\_back(intervals[i]);

}

}

return res;

}

};.

# Insert Interval

## 题目

. Given a set of non-overlapping intervals, insert a new interval into the intervals (merge if necessary).

You may assume that the intervals were initially sorted according to their start times.

Example 1:

Given intervals [1,3],[6,9], insert and merge [2,5] in as [1,5],[6,9].

Example 2:

Given [1,2],[3,5],[6,7],[8,10],[12,16], insert and merge [4,9] in as [1,2],[3,10],[12,16].

This is because the new interval [4,9] overlaps with [3,5],[6,7],[8,10]..

## 解法

### 分析

 . 这个问题如果选择方法不当，编程会非常复杂，而且执行复杂度也很容易超标。

我的方法是，区间本身是不会重叠的，把整个空间按照被这些区间分割的情况，逐个编号。找到新区间落在哪个编号的区间中（可能是空闲区间，也可能是被占据区间）。然后判断处置方法。.

### 程序

. /\*\*

\* Definition for an interval.

\* struct Interval {

\* int start;

\* int end;

\* Interval() : start(0), end(0) {}

\* Interval(int s, int e) : start(s), end(e) {}

\* };

\*/

class Solution {

public:

int getSegment(vector<Interval> &iv, int val){

int l = 0;

int r = iv.size();

int pos = -1;

while(l<r){

if(r-l<10){

for(int i=l;i<r;i++){

if(iv[i].start>val){

pos = i;

break;

}

}

if(pos<0){

pos=r;

}

break;

}

int mid = (r+l)/2;

if(iv[mid].start==val){

pos = mid+1;

break;

}

else if(iv[mid].start>val){

r = mid;

}

else{

l = mid;

}

}

if(pos==0)

return 0;

pos --;

if(iv[pos].end>=val){

return pos\*2+1;

}

return pos\*2+2;

}

vector<Interval> insert(vector<Interval> &intervals, Interval newInterval) {

if(intervals.empty()){

intervals.push\_back(newInterval);

return intervals;

}

int first, second;

first = getSegment(intervals,newInterval.start);

second = getSegment(intervals,newInterval.end);

if(first==second){

if(first%2){

return intervals;

}

else{

intervals.insert(intervals.begin()+first/2, newInterval);

return intervals;

}

}

else{

int nStart,nEnd;

if(first%2){

nStart=intervals[first/2].start;

}

else{

nStart = newInterval.start;

}

if(second%2){

nEnd = intervals[second/2].end;

}

else{

nEnd = newInterval.end;

}

intervals.erase(intervals.begin()+first/2, intervals.begin()+(second+1)/2);

intervals.insert(intervals.begin()+first/2, Interval(nStart,nEnd));

return intervals;

}

return intervals;

}

};.

# Length of Last Word

## 题目

. Given a string s consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return 0.

Note: A word is defined as a character sequence consists of non-space characters only.

For example,

Given s = "Hello World",

return 5..

## 解法

### 分析

 .算法无难度，编程题。.

### 程序

. class Solution {

public:

bool isLetter(char ch){

if(ch>='a'&&ch<='z')

return true;

if(ch>='A'&&ch<='Z')

return true;

return false;

}

int lengthOfLastWord(const char \*s) {

int p1,p2;

bool inWord=false;

p1 = p2 = -1;

int curr=0;

while(1){

if(s[curr]=='\0'){

if(inWord){

return curr - p1;

}

else if(p1!=-1&&p2!=-1){

return p2-p1;

}

return 0;

}

if(isLetter(s[curr])&&!inWord){

inWord=true;

p1 = curr;

}

else if(!isLetter(s[curr])&&inWord){

inWord=false;

p2 = curr;

}

curr++;

}

return p2-p1;

}

};.

# Spiral Matrix II

## 题目

. Given an integer n, generate a square matrix filled with elements from 1 to n2 in spiral order.

For example,

Given n = 3,

You should return the following matrix:

[

[ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]

].

## 解法

### 分析

 .和I简直一样，模拟人解决方法即可。.

### 程序

. class Solution {

public:

void nextStep(int &i, int &j, int direct){

// Directory:

// 0: right

// 1: down

// 2: left

// 3: up

switch(direct){

case 0:

j ++;

break;

case 1:

i ++;

break;

case 2:

j --;

break;

case 3:

i --;

break;

default:

break;

}

}

bool getNextPos(vector<vector<bool> > &visited,int &i, int &j,int &direct){

int row,col;

row = visited.size();

col = visited[0].size();

int origin\_dir = direct;

while(1){

int next\_i,next\_j;

next\_i = i;

next\_j = j;

nextStep(next\_i,next\_j,direct);

if(

next\_i>=0

&&next\_i<row

&&next\_j>=0

&&next\_j<col

&&!visited[next\_i][next\_j]

)

{

i = next\_i;

j = next\_j;

return true;

}

direct = (direct+1)%4;

if(direct == origin\_dir)

return false;

}

return false;

}

vector<vector<int> > generateMatrix(int n) {

vector<vector<int> > matrix;

if(0==n)

return matrix;

int row,col;

row = n;

col = n;

vector<vector<bool> > visited;

vector<int> oneLineI;

vector<bool> oneLineB;

for(int i=0;i<col;i++){

oneLineB.push\_back(false);

oneLineI.push\_back(0);

}

for(int i=0;i<row;i++){

visited.push\_back(oneLineB);

matrix.push\_back(oneLineI);

}

oneLineB.clear();

oneLineI.clear();

int direct = 0;

int i,j;

i=j=0;

int curr=1;

while(1){

matrix[i][j]=curr;

visited[i][j]=true;

if(!getNextPos(visited,i,j,direct))

break;

curr++;

}

return matrix;

}

};.

# Permutation Sequence

## 题目

. The set [1,2,3,…,n] contains a total of n! unique permutations.

By listing and labeling all of the permutations in order,

We get the following sequence (ie, for n = 3):

"123"

"132"

"213"

"231"

"312"

"321"

Given n and k, return the kth permutation sequence.

Note: Given n will be between 1 and 9 inclusive..

## 解法

### 分析

 .这是一道数学题。N个数的所有排列方式将是N!，N较大的时候穷举的方式是非常慢的。

假设要解决的是1..9的排列，可以观察的是，以1开始的(n-1)!种排列，将占据最前面的(n-1)!个位置。如果要求的是第k个排列，k与(n-1)!相除的结果为i(0<=i<=9)，则第一个位置需要放置的数字将是1..9中的第i+1个值。后面的位置以此类推。

### 程序

. class Solution {

public:

int factorial(int n){

int ret = 1;

for(int i=2;i<=n;i++){

ret \*= i;

}

return ret;

}

string getPermutation(int n, int k) {

string s;

int total = factorial(n);

if(k>total)

return s;

vector<bool> usage;

for(int i=0;i<n;i++){

usage.push\_back(false);

}

for(int i=0;i<n;i++){

if(k==0){

for(int j=n-1;j>=0;j--){

if(!usage[j]){

s += j+1+'0';

usage[j]=true;

}

}

return s;

}

int vol = factorial(n-i-1);

int pos;

if(k%vol)

pos = 1+k/vol;

else

pos = k/vol;

k = k % vol;

{

for(int j=0;j<n;j++){

if(!usage[j]){

pos --;

}

if(pos==0){

s += j+1+'0';

usage[j]=true;

break;

}

}

}

}

return s;

}

};.

# Rotate List

## 题目

. Given a list, rotate the list to the right by k places, where k is non-negative.

For example:

Given 1->2->3->4->5->NULL and k = 2,

return 4->5->1->2->3->NULL..

## 解法

### 分析

 ..算法无难度。需要注意，k有可能大于链表长度，这时候也需要能正确处理。

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*rotateRight(ListNode \*head, int i\_k) {

if(head==NULL)

return head;

ListNode\* p1,\*p2;

int length;

int k=i\_k;

retry:

if(k==0)

return head;

p1=head;

while(1){

p1=p1->next;

k--;

if(p1==NULL){

length=i\_k-k;

k = i\_k % length;

goto retry;

}

if(k<=0)

break;

}

p2=head;

while(p1->next!=NULL){

p1=p1->next;

p2=p2->next;

}

p1->next = head;

head = p2->next;

p2->next = NULL;

return head;

}

};.

# Unique Paths

## 题目

. A robot is located at the top-left corner of a m x n grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?

Above is a 3 x 7 grid. How many possible unique paths are there?

Note: m and n will be at most 100..

## 解法

### 分析

 ..这是一道排列组合数学题。

### 程序

. class Solution {

public:

int uniquePaths(int m, int n) {

long long ret=1;

int l,r;

if(m>n){

r=m-1;

l=n-1;

}

else{

r=n-1;

l=m-1;

}

for(int i=r+1;i<=(l+r);i++)

{

ret \*= (long long)i;

}

for(int i=2;i<=l;i++){

ret /= (long long)i;

}

return (int)ret;

}

};.

# Unique Paths II

## 题目

. Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

Note: m and n will be at most 100..

## 解法

### 分析

 .动态规划，到达每个block的走法，取决于到达它上方和左方的block的走法。.

### 程序

. const int MAX\_SIZE=800;

int result[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

void initRes(int row, int col){

for(int i=0;i<row;i++){

for(int j=0;j<col;j++){

result[i][j]=-1;

}

}

}

int calResult(int i,int j,vector<vector<int> > &g){

if(result[i][j]!=-1)

return result[i][j];

if(g[i][j]==1)

{

result[i][j]=0;

return 0;

}

if(i==0&&j==0){

result[i][j]=1;

return result[i][j];

}

if(i==0){

result[i][j]=calResult(i,j-1,g);

return result[i][j];

}

if(j==0){

result[i][j]=calResult(i-1,j,g);

return result[i][j];

}

int r1,r2;

r1=calResult(i-1,j,g);

r2=calResult(i,j-1,g);

result[i][j]=r1+r2;

return result[i][j];

}

int uniquePathsWithObstacles(vector<vector<int> > &obstacleGrid) {

int row,col;

row=obstacleGrid.size();

if(row==0)

return 0;

col=obstacleGrid[0].size();

if(col==0)

return 0;

initRes(row, col);

return calResult(row-1,col-1,obstacleGrid);

}

};.

# Minimum Path Sum

## 题目

. Given a m x n grid filled with non-negative numbers, find a path from top left to bottom right which minimizes the sum of all numbers along its path.

Note: You can only move either down or right at any point in time..

## 解法

### 分析

 .与上一题几乎一样.

### 程序

. const int MAX\_SIZE=800;

int result[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

int minPathSum(vector<vector<int> > &grid) {

int row = grid.size()-1;

int col = grid[0].size()-1;

for(int i=0;i<(int)grid.size();i++){

for(int j=0;j<(int)grid[0].size();j++){

if(i==0&&j==0)

{

result[i][j]=grid[i][j];

continue;

}

else if(i==0){

result[i][j]=result[i][j-1]+grid[i][j];

continue;

}

else if(j==0){

result[i][j]=result[i-1][j]+grid[i][j];

continue;

}

int r1,r2;

r1=result[i][j-1]+grid[i][j];

r2=result[i-1][j]+grid[i][j];

if(r1<r2){

result[i][j]=r1;

}

else{

result[i][j]=r2;

}

}

}

return result[row][col];

}

};.

# Merge Two Sorted Lists

## 题目

. Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists..

## 解法

### 分析

 ..简单编程，无难度。复杂度O(m+n)，似乎不太可能有更好办法。

### 程序

. class Solution {

public:

ListNode \*mergeTwoLists(ListNode \*l1, ListNode \*l2) {

ListNode \* head=NULL;

ListNode \* tail=NULL;

if(l1==NULL&&l2==NULL){

return NULL;

}

else if(l1==NULL){

return l2;

}

else if(l2==NULL){

return l1;

}

if(l1->val<l2->val){

head = tail = l1;

l1=l1->next;

tail->next = NULL;

}

else{

head = tail = l2;

l2=l2->next;

tail->next = NULL;

}

while(1){

if(l1==NULL&&l2==NULL)

break;

else if(l1==NULL){

tail->next = l2;

break;

}

else if(l2==NULL){

tail->next = l1;

break;

}

if(l1->val<l2->val){

tail->next = l1;

l1 = l1->next;

}

else{

tail->next = l2;

l2 = l2->next;

}

tail = tail->next;

tail->next = NULL;

}

return head;

}

};.

# Add Binary

## 题目

. Given two binary strings, return their sum (also a binary string).

For example,

a = "11"

b = "1"

Return "100"..

## 解法

### 分析

 .不分析.

### 程序

. class Solution {

public:

string addBinary(string a, string b) {

string s;

reverse(a.begin(),a.end());

reverse(b.begin(),b.end());

int carrybit=0;

int i=0;

while(1){

int val=0;

val += carrybit;

if(i<(int)a.length()){

val += a[i]-'0';

}

if(i<(int)b.length()){

val += b[i]-'0';

}

if(val%2){

s += '1';

}

else{

s += '0';

}

carrybit = val/2;

i++;

if(i>=(int)a.length() && i>=(int)b.length() && carrybit==0)

break;

}

reverse(s.begin(),s.end());

return s;

}

};.

# Plus One

## 题目

. Given a non-negative number represented as an array of digits, plus one to the number.

The digits are stored such that the most significant digit is at the head of the list..

## 解法

### 分析

 ..不解释

### 程序

. class Solution {

public:

vector<int> plusOne(vector<int> &digits) {

vector<int> ret;

int num = digits.size();

int i=0;

int carrybit=1;

do{

int val = digits[num-i-1]+carrybit;

carrybit=val/10;

val %= 10;

ret.push\_back(val);

i++;

}while(i<num);

if(carrybit>0){

ret.push\_back(carrybit);

}

reverse(ret.begin(),ret.end());

return ret;

}

};.

# Text Justification

## 题目

. Given an array of words and a length L, format the text such that each line has exactly L characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly L characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

For example,

words: ["This", "is", "an", "example", "of", "text", "justification."]

L: 16.

Return the formatted lines as:

[

"This is an",

"example of text",

"justification. "

]

Note: Each word is guaranteed not to exceed L in length..

## 解法

### 分析

 ..编程题，细节很多。算法无难度。

### 程序

. class Solution {

public:

vector<string> fullJustify(vector<string> &words, int L) {

vector<string> ret;

int b;

int e;

bool meetEnd=false;

if(words.size()==0){

string oneLineStr;

for(int i=0;i<L;i++)

oneLineStr += ' ';

ret.push\_back(oneLineStr);

return ret;

}

e=0;

while(e<(int)words.size()){

int oneline=0;

int wordsWidth=0;

b=e;

while((oneline+(int)words[e].length())<= L){

oneline += words[e].length();

wordsWidth += words[e].length();

e++;

if(oneline!=L)

oneline ++; // for ' '

if(e>=(int)words.size()){

meetEnd = true;

break;

}

}

string oneLineStr;

oneLineStr.clear();

if(meetEnd){

int allSpaceNum = (L - wordsWidth - e+b+1);

for(int i=0;i<(e-b-1);i++){

oneLineStr += words[i+b];

oneLineStr += ' ';

}

oneLineStr += words[e-1];

for(int i=0;i<allSpaceNum;i++){

oneLineStr += ' ';

}

}

else{

if((e-b-1)==0){

oneLineStr += words[b];

for(int i=0;i<(L - wordsWidth);i++){

oneLineStr += ' ';

}

}

else{

int allSpaceNum = (L - wordsWidth)/(e-b-1);

int extSpace = (L - wordsWidth)%(e-b-1);

for(int i=0;i<(e-b-1);i++){

oneLineStr += words[i+b];

for(int j=0;j<allSpaceNum;j++){

oneLineStr += ' ';

}

if(extSpace>0){

oneLineStr += ' ';

}

extSpace --;

}

oneLineStr += words[e-1];

}

}

ret.push\_back(oneLineStr);

}

return ret;

}

};.

# Sqrt(x)

## 题目

.. Implement int sqrt(int x).

Compute and return the square root of x.

## 解法

### 分析

 ..最简单的方法是二分法。

更好的方法是牛顿迭代法。
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为了方便理解，就先以本题为例：

计算x2 = n的解，令f(x)=x2-n，相当于求解f(x)=0的解，如左图所示。

首先取x0，如果x0不是解，做一个经过(x0,f(x0))这个点的切线，与x轴的交点为x1。

同样的道理，如果x1不是解，做一个经过(x1,f(x1))这个点的切线，与x轴的交点为x2。

以此类推。

以这样的方式得到的xi会无限趋近于f(x)=0的解。

判断xi是否是f(x)=0的解有两种方法：

一是直接计算f(xi)的值判断是否为0，二是判断前后两个解xi和xi-1是否无限接近。

经过(xi, f(xi))这个点的切线方程为f(x) = f(xi) + f’(xi)(x - xi)，其中f'(x)为f(x)的导数，本题中为2x。令切线方程等于0，即可求出xi+1=xi - f(xi) / f'(xi)。

继续化简，xi+1=xi - (xi2 - n) / (2xi) = xi - xi / 2 + n / (2xi) = xi / 2 + n / 2xi = (xi + n/xi) / 2。

有了迭代公式xi+1= (xi + n/xi) / 2，程序就好写了。关于牛顿迭代法，可以参考wikipedia以及百度百科。

### 程序

. class Solution {

public:

int sqrt(int x) {

int ret=0;

if(x<0)return -1;

if(x==0)return x;

if(x<4)return 1;

long long l=1;

long long r=x/2;

while(l<r){

if((r-l)<10){

for(long long i=l;i<=r;i++){

long long a1=i\*i;

long long a2=(i+1)\*(i+1);

if(x>=a1&&x<a2)

return i;

}

}

long long mid=(l+r)/2;

long long t=mid\*mid;

if(t==x)

return mid;

if(t<x){

l=mid;

}

else{

r=mid;

}

}

return ret;

}

};.

# Climbing Stairs

## 题目

. You are climbing a stair case. It takes n steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?.

## 解法

### 分析

 .可以用动态规划优化。对于每一个台阶i来说，到达这个台阶有多少种走法，取决于i-1, i-2. F(i)=f(i-1)+f(i-2)

F(0)=1

F(1)=2

这其实就是斐波纳切数列。

### 程序

. const int MAX\_SIZE=800;

int result[MAX\_SIZE];

class Solution {

public:

int climbStairs(int n) {

int ret=0;

for(int i=0;i<=n;i++){

if(i<=1)

result[i]=1;

else

result[i]=result[i-1]+result[i-2];

}

return result[n];

}

};.

# Simplify Path

## 题目

.. Given an absolute path for a file (Unix-style), simplify it.

For example,

path = "/home/", => "/home"

path = "/a/./b/../../c/", => "/c"

## 解法

### 分析

 ..建立一个堆栈，每个被”/”包围的entity作为一个节点。

遇到..，出栈，遇到.，不变，遇到其他串，进栈。

### 程序

. class Solution {

public:

void dividePath(string &path,vector<string> &list){

int i=0;

string one;

while(i<(int)path.length()){

if(path[i]=='/'){

if(one.length()>0){

list.push\_back(one);

one.clear();

}

}

else{

one += path[i];

}

i++;

}

if(one.length()>0){

list.push\_back(one);

}

}

string simplifyPath(string path) {

string ret;

vector<string> list;

vector<string> stack;

dividePath(path, list);

for(int i=0;i<(int)list.size();i++){

if(list[i].compare("..")==0){

if(!stack.empty())

stack.pop\_back();

}

else if(list[i].compare(".")==0){

}

else{

stack.push\_back(list[i]);

}

}

if(path[0]=='/')

ret += '/';

for(int i=0;i<(int)stack.size();i++){

ret += stack[i];

if(i!=(stack.size()-1))

ret += '/';

}

return ret;

}

};.

# Edit Distance

## 题目

.. Given two words word1 and word2, find the minimum number of steps required to convert word1 to word2. (each operation is counted as 1 step.)

You have the following 3 operations permitted on a word:

a) Insert a character

b) Delete a character

c) Replace a character

## 解法

### 分析

 ..标准的动态规划，

### 程序

. const int MAX\_SIZE=800;

int result[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

int min(int a,int b,int c){

int i=a;

if(i>b)

i=b;

if(i>c)

i=c;

return i;

}

int minDistance(string word1, string word2) {

int l1=word1.length();

int l2=word2.length();

for(int a1=0;a1<=l1;a1++){

for(int a2=0;a2<=l2;a2++){

if(a1==0)

result[a1][a2]=a2;

else if(a2==0)

result[a1][a2]=a1;

else{

if(word1[a1-1]==word2[a2-1])

result[a1][a2]=result[a1-1][a2-1];

else{

result[a1][a2]=min(

result[a1-1][a2]+1,

result[a1][a2-1]+1,

result[a1-1][a2-1]+1

);

}

}

}

}

return result[l1][l2];

}

};.

# Set Matrix Zeroes

## 题目

. Given a m x n matrix, if an element is 0, set its entire row and column to 0. Do it in place..

## 解法

### 分析

 ..不分析。感觉很简单。

### 程序

. class Solution {

public:

void getRowAndCol(vector<vector<int> > &m,set<int> &rows,set<int> &cols){

for(int i=0;i<(int)m.size();i++){

for(int j=0;j<(int)m[0].size();j++){

if(m[i][j]==0){

rows.insert(i);

cols.insert(j);

}

}

}

}

void setRowAndCol(vector<vector<int> > &m,set<int> &rows,set<int> &cols){

for(int i=0;i<(int)m.size();i++){

for(int j=0;j<(int)m[0].size();j++){

if(rows.count(i)>0||cols.count(j)>0)

m[i][j]=0;

}

}

}

void setZeroes(vector<vector<int> > &matrix) {

set<int> rows;

set<int> cols;

getRowAndCol(matrix,rows,cols);

setRowAndCol(matrix,rows,cols);

return;

}

};.

# Search a 2D Matrix

## 题目

.. Write an efficient algorithm that searches for a value in an m x n matrix. This matrix has the following properties:

Integers in each row are sorted from left to right.

The first integer of each row is greater than the last integer of the previous row.

For example,

Consider the following matrix:

[

[1, 3, 5, 7],

[10, 11, 16, 20],

[23, 30, 34, 50]

]

Given target = 3, return true.

## 解法

### 分析

 ..编程题，算法无难点。

### 程序

. class Solution {

public:

bool getLines(vector<vector<int> > &m, int target, int &line){

if(target < m[0][0])return false;

int up=0;

int bottom=m.size()-1;

while(1){

if((bottom-up)<10){

for(int i=up;i<bottom;i++){

if(target>=m[i][0]&&target<m[i+1][0]){

line = i;

return true;

}

}

line = bottom;

return true;

}

int mid = (bottom + up)/2;

if(target>=m[mid][0]){

up = mid;

}

else{

bottom = mid - 1;

}

}

return true;

}

bool getResult(vector<int> m, int target){

bool ret=false;

int l=0;

int r=m.size()-1;

while(1){

if((r-l)<10){

for(int i=l;i<=r;i++){

if(m[i]==target)

return true;

}

return false;

}

int mid=(r+l)/2;

if((m[r]==target)||(m[l]==target)||(m[mid]==target))

return true;

if(m[r]<target)

return false;

if(m[mid]<target)

l=mid;

else

r=mid;

}

return ret;

}

bool searchMatrix(vector<vector<int> > &matrix, int target) {

int line;

if(getLines(matrix, target, line)==false)

return false;

return getResult(matrix[line],target);

}

};.

# Sort Colors

## 题目

.. Given an array with n objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

Note:

You are not suppose to use the library's sort function for this problem.

## 解法

### 分析

 ..计数排序

### 程序

. class Solution {

public:

void sortColors(int A[], int n) {

int c[3];

c[0]=c[1]=c[2]=0;

for(int i=0;i<n;i++)

{

if(A[i]<0||A[i]>2)

continue;

c[A[i]]++;

}

for(int i=1;i<3;i++){

c[i]+=c[i-1];

}

for(int i=0;i<n;i++){

if(i<c[0]){

A[i]=0;

}

else if(i>=c[0]&&i<c[1]){

A[i]=1;

}

else if(i>=c[1]&&i<c[2]){

A[i]=2;

}

}

return;

}

};.

# Minimum Window Substring

## 题目

.. Given a string S and a string T, find the minimum window in S which will contain all the characters in T in complexity O(n).

For example,

S = "ADOBECODEBANC"

T = "ABC"

Minimum window is "BANC".

Note:

If there is no such window in S that covers all characters in T, return the emtpy string "".

If there are multiple such windows, you are guaranteed that there will always be only one unique minimum window in S.

## 解法

### 分析

 .用两个游标扫描整个字符串，当游标之间的区域不包含所需要的所有字符时，右边的游标向右滑动。当游标之间的区域已经包括所有需要的字符时，左边游标向右滑动。找到两个游标之间的最小距离。

实际上，右边游标的滑动必须以每个字符为单位；而左边游标的滑动，其实只需要在目标字符之间跳动就可以了。

判断是否包含所有需要的字符，是一个难点。这里我采用了一个空缺字符集合，一个hash表（表中每个元素都是一个链表），加一个链表的方式。链表是游标之间所有目标元素按照顺序的一个排列。Hash表是每个目标字符的排列。大链表用于判断左边游标的下一个跳跃位置；hash表用于维护空缺字符集合；空缺字符集合用于判断区域是否包含所有需要的字符。

### 程序

. struct MListNode {

int pos;

MListNode \*next;

MListNode(int x) : pos(x), next(NULL) {}

};

struct HashNode{

MListNode\* link;

int count;

int target;

};

class Solution {

public:

HashNode hash\_head[256];

MListNode\* hash\_tail[256];

queue<int> q;

set<char> all\_ch;

set<char> all\_tmp;

void insert\_hash(char ch,int pos){

int i=ch;

if(hash\_tail[i]==NULL){

hash\_tail[i] = new MListNode(pos);

hash\_head[i].link = hash\_tail[i];

hash\_head[i].count ++;

}

else{

hash\_tail[i]->next = new MListNode(pos);

hash\_tail[i] = hash\_tail[i]->next;

hash\_head[i].count ++;

}

if(hash\_head[i].count>=hash\_head[i].target){

set<char>::iterator it;

it = all\_tmp.find(ch);

if(it!=all\_tmp.end()){

all\_tmp.erase(it);

}

}

}

void remove\_hash(char ch,int pos){

int i=ch;

if(hash\_head[i].link==NULL){

return;

}

else{

MListNode\* tmp=hash\_head[i].link;

if(tmp->pos!=pos)

return;

hash\_head[i].link = hash\_head[i].link->next;

delete(tmp);

if(hash\_head[i].link==NULL){

hash\_tail[i]=NULL;

}

hash\_head[i].count --;

if(hash\_head[i].count<hash\_head[i].target)

all\_tmp.insert(ch);

}

return;

}

void init(string T){

all\_ch.clear();

all\_tmp.clear();

for(int i=0;i<256;i++){

hash\_head[i].link=NULL;

hash\_head[i].count=0;

hash\_head[i].target=0;

hash\_tail[i]=NULL;

}

for(int i=0;i<(int)T.length();i++){

all\_ch.insert(T[i]);

all\_tmp.insert(T[i]);

int j=T[i];

hash\_head[j].target ++;

}

}

bool isAllExisted(){

return all\_tmp.empty();

}

void insertChar(char ch, int pos){

if(all\_ch.count(ch)!=0){

q.push(pos);

insert\_hash(ch,pos);

}

}

void deleteChar(char ch, int pos){

if(all\_ch.count(ch)!=0){

int i = q.front();

if(i!=pos)

return;

q.pop();

remove\_hash(ch,pos);

}

}

string minWindow(string S, string T) {

string ret;

bool found =false;

if(T.length()==0)

return "";

if(S.length()==0)

return "";

init(T);

//find all char

int begin=0;

int end=0;

int min\_len = S.length()+1;

int min\_b=0;

char last\_ch='#';

int last\_pos;

while(1){

while(!isAllExisted()&&end<(int)S.length()){

end++;

insertChar(S[end-1],end-1);

}

while(isAllExisted()){

begin = q.front();

last\_pos= begin;

last\_ch = S[begin];

if(end-begin<min\_len){

found = true;

min\_len = end -begin;

min\_b = begin;

}

deleteChar(last\_ch,last\_pos);

}

if(end>=(int)S.length()){

break;

}

}

if(found)

return S.substr(min\_b,min\_len);

return "";

}

};.

# Combinations

## 题目

. Given two integers n and k, return all possible combinations of k numbers out of 1 ... n.

For example,

If n = 4 and k = 2, a solution is:

[

[2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],

].

## 解法

### 分析

 .简单递归即可完成.

### 程序

. class Solution {

public:

void recurr(

vector<int> &one,

vector<vector<int> > &ret,

int n,

int curr,

int seat)

{

if(seat>(n+1-curr))

return;

if(seat==0){

ret.push\_back(one);

return;

}

one.push\_back(curr);

recurr(one,ret,n,curr+1,seat-1);

one.pop\_back();

recurr(one,ret,n,curr+1,seat);

}

vector<vector<int> > combine(int n, int k) {

vector<vector<int> > ret;

if(k>n)

k=n;

vector<int> one;

recurr(one,ret,n,1,k);

return ret;

}

};.

# Subsets

## 题目

. Given a set of distinct integers, S, return all possible subsets.

Note:

Elements in a subset must be in non-descending order.

The solution set must not contain duplicate subsets.

For example,

If S = [1,2,3], a solution is:

[

[3],

[1],

[2],

[1,2,3],

[1,3],

[2,3],

[1,2],

[]

].

## 解法

### 分析

 .简单递归.

### 程序

. class Solution {

public:

void recurr(

vector<bool> &map,

vector<int> &S,

vector<vector<int> > &ret,

int curr

)

{

if(curr>=(int)S.size()){

vector<int> one;

for(int i=0;i<(int)S.size();i++){

if(map[i]){

one.push\_back(S[i]);

}

}

ret.push\_back(one);

return;

}

for(int i=0;i<2;i++){

map[curr]=i;

recurr(map,S,ret,curr+1);

}

}

vector<vector<int> > subsets(vector<int> &S) {

vector<vector<int> > ret;

vector<bool> map(false,S.size());

sort(S.begin(),S.end());

recurr(map,S,ret,0);

return ret;

}

};.

# Word Search

## 题目

. Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,

Given board =

[

["ABCE"],

["SFCS"],

["ADEE"]

]

word = "ABCCED", -> returns true,

word = "SEE", -> returns true,

word = "ABCB", -> returns false..

## 解法

### 分析

 .深度优先搜索，算法无难度.

### 程序

. struct DFSNode {

short dir;

short x;

short y;

DFSNode( short in\_dir, short in\_x, short in\_y)

: dir(in\_dir),x(in\_x),y(in\_y){}

};

static vector<DFSNode> path;

class Solution {

public:

bool searchPath(vector<DFSNode> &path,int x, int y){

for(int tmp=0;tmp<(int)path.size();tmp++){

if(path[tmp].x==x&&path[tmp].y==y)

{

return true;

}

}

return false;

}

bool DFS(vector<vector<char> > &board,vector<DFSNode> &path,string &word){

while(!path.empty()){

int top=path.size();

if(top>=(int)word.length()){

return true;

}

int dir= path[top-1].dir + 1;

if(dir>3){

path.pop\_back();

continue;

}

int x=path[top-1].x;

int y=path[top-1].y;

switch(dir){

case 0:

x-=1;

break;

case 1:

y-=1;

break;

case 2:

x+=1;

break;

case 3:

y+=1;

break;

default:

break;

}

if(

(x>=0)&&(x<(short)board.size())

&&(y>=0)&&(y<(short)board[0].size())

&&(board[x][y]==word[top])

&&(!searchPath(path,x,y))

)

{

path[top-1].dir = dir;

path.push\_back(DFSNode(-1,x,y));

}

else

{

path[top-1].dir = dir;

}

}

return false;

}

bool exist(vector<vector<char> > &board, string word) {

path.clear();

if(word.length()==0)

return true;

if(board.size()==0)

return false;

if(board[0].size()==0)

return false;

int h=board.size();

int w=board[0].size();

if(word.length()>(h\*w))

return false;

for(int i=0;i<h;i++){

for(int j=0;j<w;j++){

if(board[i][j]==word[0]){

path.push\_back(DFSNode(-1,i,j));

if(DFS(board,path,word))

return true;

}

}

}

return false;

}

};.

# Remove Duplicates from Sorted Array II

## 题目

. Follow up for "Remove Duplicates":

What if duplicates are allowed at most twice?

For example,

Given sorted array A = [1,1,1,2,2,3],

Your function should return length = 5, and A is now [1,1,2,2,3]..

## 解法

### 分析

 .无难度.

### 程序

. class Solution {

public:

int removeDuplicates(int A[], int n) {

int ret;

int read;

int write;

int twice=0;

if(n==0)

return 0;

read=write=0;

while(1){

read++;

if(read>=n)

break;

if(A[read]==A[write]){

if(twice==0){

write++;

twice=1;

if(read!=write)

A[write]=A[read];

}

else{

continue;

}

}

else{

write++;

twice=0;

if(read!=write)

A[write]=A[read];

}

}

return write+1;

}

};.

# Search in Rotated Sorted Array II

## 题目

. Follow up for "Search in Rotated Sorted Array":

What if duplicates are allowed?

Would this affect the run-time complexity? How and why?

Write a function to determine if a given target is in the array..

## 解法

### 分析

 .二分加遍历.

### 程序

. class Solution {

public:

void findPosition(int A[], int n, int &pos){

int l,r;

l=0;r=n-1;

while(l<r){

if(A[r]>A[l]){

pos=r;

return;

}

if((r-l)<10)

{

pos=r;

for(int j=l;j<r;j++){

if(A[j]>A[j+1]){

pos=j;

break;

}

}

return;

}

int tmp=(l+r)/2;

if(A[tmp]>A[tmp+1]){

pos=tmp;

return;

}

if(A[tmp-1]>A[tmp]){

pos=tmp-1;

return;

}

if(A[tmp]>A[0])

{

l=tmp;

}

else if(A[tmp]<A[0])

{

r=tmp;

}

else//A[tmp]==A[0]

{

int i=tmp;

for(i=tmp;i>l;i--){

if(A[i-1]>A[i])

{

pos = i-1;

return;

}

}

l=tmp;

//search all left half

//1. a small part of left half is target

//2. all left half has same value

}

}

}

int searchTarget(int A[],int begin,int end, int target){

while(begin<end){

if(A[begin]==target)

return begin;

else if(A[end-1]==target)

return end-1;

else if((end-begin)<10){

for(int i=begin;i<end;i++){

if(A[i]==target){

return i;

}

}

return -1;

}

int tmp=(end+begin)/2;

if(A[tmp]==target){

return tmp;

}

else if(A[tmp]>target){

end=tmp;

}

else{

begin=tmp+1;

}

}

return -1;

}

bool search(int A[], int n, int target) {

if(n<=0)return -1;

if(n==1){

if(A[0]==target)

return true;

return false;

}

int pos;

findPosition(A,n,pos);

if(target==A[0]){

return true;

}

else if(target>A[0]){

return (-1!=searchTarget(A,0,pos+1,target));

}

return (-1!=searchTarget(A,pos+1,n,target));

}

};.

# Remove Duplicates from Sorted List

## 题目

.. Given a sorted linked list, delete all duplicates such that each element appear only once.

For example,

Given 1->1->2, return 1->2.

Given 1->1->2->3->3, return 1->2->3.

## 解法

### 分析

 .很简单.

### 程序

.. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*deleteDuplicates(ListNode \*head) {

ListNode\* step=head;

if(step==NULL)

return head;

while(step!=NULL&&step->next!=NULL){

if(step->next->val==step->val){

ListNode\* tmp=step->next;

step->next = step->next->next;

delete(tmp);

}

else{

step = step->next;

}

}

return head;

}

};

# Remove Duplicates from Sorted List II

## 题目

. Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only distinct numbers from the original list.

For example,

Given 1->2->3->3->4->4->5, return 1->2->5.

Given 1->1->1->2->3, return 2->3.

## 解法

### 分析

 .分解为两个链表，单个元素链表和重复元素链表

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*deleteDuplicates(ListNode \*head) {

ListNode \*p1\_head,\*p1\_tail;//single

ListNode \*p2\_head,\*p2\_tail;//duplicate

p1\_head = p1\_tail = NULL;

p2\_head = p2\_tail = NULL;

ListNode\* tmp=head;

while(tmp!=NULL){

if(tmp->next!=NULL&&tmp->val==tmp->next->val){

if(p2\_head==NULL){

p2\_head=p2\_tail=tmp;

tmp=tmp->next;

p2\_tail->next = NULL;

}

else{

p2\_tail->next=tmp;

p2\_tail=tmp;

tmp=tmp->next;

p2\_tail->next=NULL;

}

}

else if(p2\_tail!=NULL&&tmp->val==p2\_tail->val){

p2\_tail->next=tmp;

p2\_tail=tmp;

tmp=tmp->next;

p2\_tail->next=NULL;

}

else{

if(p1\_head==NULL){

p1\_head=p1\_tail=tmp;

tmp=tmp->next;

p1\_tail->next = NULL;

}

else{

p1\_tail->next=tmp;

p1\_tail=tmp;

tmp=tmp->next;

p1\_tail->next=NULL;

}

}

}

while(p2\_head!=NULL){

ListNode\* tmp=p2\_head;

p2\_head=p2\_head->next;

delete(tmp);

}

return p1\_head;

}

};

# Largest Rectangle in Histogram

## 题目

. Given n non-negative integers representing the histogram's bar height where the width of each bar is 1, find the area of largest rectangle in the histogram.

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

Above is a histogram where width of each bar is 1, given height = [2,1,5,6,2,3].

![http://www.leetcode.com/wp-content/uploads/2012/04/histogram_area.png](data:image/png;base64,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)

The largest rectangle is shown in the shaded area, which has area = 10 unit.

For example,

Given height = [2,1,5,6,2,3],

return 10.

## 解法

### 分析

 .这一题很有趣，网上搜到的一个程序，方法被人大量转载。但是我看懂了的解释很少。后来是看了一个老外的解释，总是搞明白了。现在找不到老外的原文了。

实际想法是，针对每个桩子，如果能以它的高度为最低高度，向左向右尽可能延伸，计算出一个最大面积，则最后的结果，必定在这n个面积中。

在上面的图中，

第一个桩子无法延伸。（左边没有桩子了，右边的比它矮）

第二个桩子可以延伸到头。（两侧所有桩子都比它高，以本桩为最低高度，完全可行）

第三个桩子只能向右延伸一个。（左侧比它矮，右侧只有一个比它高）

……

以此类推。

如果这些计算可以在O(n)复杂度内完成，结果就可以在O(n)时间内出来了。

方法是，用一个堆栈，记录前面比当前桩子矮的桩子的位置。如果当前桩子比栈顶的要高，则栈顶的桩子可以出栈了（它能涵盖的面积可以在这个时候通过栈内前一个元素的位置，以及当前桩子的位置直接计算出来）。

这个方法非常巧妙。

### 程序

. class Solution {

public:

int largestRectangleArea(vector<int> &height) {

stack<int> s;

if(height.empty())

return 0;

int maxResult = height[0];

int i=0;

int n=height.size();

int tp,tmp;

while(i<n){

if(s.empty()||height[s.top()]<=height[i]){

s.push(i);

i++;

}

else{

tp = s.top();

s.pop();

if(s.empty())

tmp = i\*height[tp];

else

tmp = (i - s.top() - 1)\*height[tp];

if(tmp > maxResult){

maxResult = tmp;

}

}

}

while(!s.empty()){

tp = s.top();

s.pop();

if(s.empty()){

tmp = i\*height[tp];

}

else{

tmp = (i-s.top()-1)\*height[tp];

}

if(tmp > maxResult){

maxResult = tmp;

}

}

return maxResult;

}

};

# Maximal Rectangle

## 题目

. Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing all ones and return its area.

## 解法

### 分析

 .不详细记载思路，记一点提示，这一题可以通过转化，变形为上一题。复杂度为O(n^2)

### 程序

. class Solution {

public:

int largestRectangleArea(vector<int> &height) {

stack<int> s;

if(height.empty())

return 0;

int maxResult = height[0];

int i=0;

int n=height.size();

int tp,tmp;

while(i<n){

if(s.empty()||height[s.top()]<=height[i]){

s.push(i);

i++;

}

else{

tp = s.top();

s.pop();

if(s.empty())

tmp = i\*height[tp];

else

tmp = (i - s.top() - 1)\*height[tp];

if(tmp > maxResult){

maxResult = tmp;

}

}

}

while(!s.empty()){

tp = s.top();

s.pop();

if(s.empty()){

tmp = i\*height[tp];

}

else{

tmp = (i-s.top()-1)\*height[tp];

}

if(tmp > maxResult){

maxResult = tmp;

}

}

return maxResult;

}

int maximalRectangle(vector<vector<char> > &matrix) {

int x,y;

y=matrix.size();

if(y==0)

return 0;

x=matrix[0].size();

if(x==0)

return 0;

vector<vector<int> > l\_matrix;

vector<int> one;

for(int i=0;i<x;i++){

one.push\_back(0);

}

for(int j=0;j<y;j++){

for(int i=0;i<x;i++){

if(matrix[j][i]=='1')

one[i]=1;

else

one[i]=0;

}

l\_matrix.push\_back(one);

}

for(int j=1;j<y;j++){

for(int i=0;i<x;i++){

if(l\_matrix[j][i]==1){

l\_matrix[j][i]+=l\_matrix[j-1][i];

}

}

}

int max = 0;

for(int j=0;j<y;j++){

int tmp = largestRectangleArea(l\_matrix[j]);

if(tmp>max)

max = tmp;

}

return max;

}

};

# Partition List

## 题目

. Given a linked list and a value x, partition it such that all nodes less than x come before nodes greater than or equal to x.

You should preserve the original relative order of the nodes in each of the two partitions.

For example,

Given 1->4->3->2->5->2 and x = 3,

return 1->2->2->4->3->5.

## 解法

### 分析

 .遍历一边，分拆为两个链表，再合并。

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*partition(ListNode \*head, int x) {

bool foundFirst = false;

bool foundSec = false;

ListNode\* cursor = head;

ListNode\* first = NULL;

ListNode\* second = NULL;

ListNode\* newHead = NULL;

ListNode\* newHead2 = NULL;

while(cursor!=NULL){

if(cursor->val<x){

if(newHead==NULL)

newHead = cursor;

foundFirst = true;

first = cursor;

}

else{

if(newHead2==NULL)

newHead2 = cursor;

foundSec = true;

second = cursor;

}

cursor = cursor->next;

if(foundFirst&&foundSec){

break;

}

else{

}

}

if(cursor==NULL&&(!foundFirst||!foundSec))

return head;

while(cursor!=NULL){

if(cursor->val<x){

first->next = cursor;

first = cursor;

}

else{

second->next = cursor;

second = cursor;

}

cursor = cursor->next;

}

first->next = newHead2;

second->next = NULL;

return newHead;

}

};

# Scramble String

## 题目

. Given a string s1, we may represent it as a binary tree by partitioning it to two non-empty substrings recursively.

Below is one possible representation of s1 = "great":

great

/ \

gr eat

/ \ / \

g r e at

/ \

a t

To scramble the string, we may choose any non-leaf node and swap its two children.

For example, if we choose the node "gr" and swap its two children, it produces a scrambled string "rgeat".

rgeat

/ \

rg eat

/ \ / \

r g e at

/ \

a t

We say that "rgeat" is a scrambled string of "great".

Similarly, if we continue to swap the children of nodes "eat" and "at", it produces a scrambled string "rgtae".

rgtae

/ \

rg tae

/ \ / \

r g ta e

/ \

t a

We say that "rgtae" is a scrambled string of "great".

Given two strings s1 and s2 of the same length, determine if s2 is a scrambled string of s1.

## 解法

### 分析

 .利用递归，如果是Scramble，必定在某一点分割S1后，前后两个部分，分别是Scramble。

### 程序

. class Solution {

public:

bool isScramble(string s1, string s2) {

int l1 = s1.length();

int l2 = s2.length();

if(l1!=l2)

return false;

if(l1==1){

if(s1[0]==s2[0])

return true;

else

return false;

}

if(l1==2){

if(s1==s2)

return true;

else if(s1[0]==s2[1]&&s1[1]==s2[0])

return true;

else

return false;

}

if(s1==s2)

return true;

string t1(s1);

string t2(s2);

sort(t1.begin(),t1.end());

sort(t2.begin(),t2.end());

if(t1!=t2)

return false;

for(int i=1;i<l1;i++){

string s11,s12,s21,s22;

s11.assign(s1.substr(0,i));

s12.assign(s1.substr(i,l1-i));

s21.assign(s2.substr(0,l1-i));

s22.assign(s2.substr(l1-i,i));

if(isScramble(s11,s22)&&isScramble(s12,s21))

return true;

s11.assign(s1.substr(0,i));

s12.assign(s1.substr(i,l1-i));

s21.assign(s2.substr(0,i));

s22.assign(s2.substr(i,l1-i));

if(isScramble(s11,s21)&&isScramble(s12,s22))

return true;

}

return false;

}

};

# Merge Sorted Array

## 题目

. Given two sorted integer arrays A and B, merge B into A as one sorted array.

Note:

You may assume that A has enough space (size that is greater or equal to m + n) to hold additional elements from B. The number of elements initialized in A and B are m and n respectively.

## 解法

### 分析

 .从尾部向前填充A数组。

### 程序

. class Solution {

public:

void merge(int A[], int m, int B[], int n) {

if(n==0)

return;

if(m==0){

for(int i=0;i<n;i++){

A[i]=B[i];

}

return;

}

int a\_end = m-1;

int b\_end = n-1;

int t\_end = m+n-1;

while(b\_end>=0){

if(a\_end<0){

A[t\_end]=B[b\_end];

b\_end --;

}

else if(A[a\_end]>B[b\_end]){

A[t\_end]=A[a\_end];

a\_end --;

}

else{

A[t\_end]=B[b\_end];

b\_end --;

}

t\_end --;

}

}

};

# Gray Code

## 题目

.

The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer n representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given n = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 - 2

Note:

For a given n, a gray code sequence is not uniquely defined.

For example, [0,2,3,1] is also a valid gray code sequence according to the above definition.

For now, the judge is able to judge based on one instance of gray code sequence. Sorry about that.

## 解法

### 分析

 .本题的关键其实是找到一个合适的派生规律。找到了，编程很简单。

0

1

11

10

110

111

101

100

1100

1101

1111

1110

1010

1011

1001

1000

如果还是看不出来，把红色的1全部去掉，再观察上面16个二进制数的排列特点。

### 程序

. class Solution {

public:

vector<int> grayCode(int n) {

vector<int> ret;

if(n<0)

return ret;

ret.push\_back(0);

if(n==0)

return ret;

ret.push\_back(1);

if(n==1)

return ret;

for(int i=1;i<n;i++){

int bit = 1<<i;

int j = ret.size();

for(;j>0;j--){

int one = ret[j-1]+bit;

ret.push\_back(one);

}

}

return ret;

}

};

# Decode Ways

## 题目

. A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message containing digits, determine the total number of ways to decode it.

For example,

Given encoded message "12", it could be decoded as "AB" (1 2) or "L" (12).

The number of ways decoding "12" is 2.

## 解法

### 分析

 .典型的动态规划

### 程序

. static int d[2200];

class Solution {

public:

bool oneCharValid(char ch){

if(ch>'0'&&ch<='9')

return true;

return false;

}

bool twoCharValid(char ch1,char ch2){

if(ch1>'9'||ch1<='0')

return false;

if(ch2>'9'||ch2<'0')

return false;

int i;

i=(ch1-'0')\*10+ch2-'0';

if(i<=26&&i>0)

return true;

return false;

}

int numDecodings(string s) {

d[0]=1;

if(oneCharValid(s[0])){

d[1]=1;

}

else{

return 0;

}

for(int i=2;i<=(int)s.length();i++){

int tmp=0;

if(oneCharValid(s[i-1])){

tmp += d[i-1];

}

if(twoCharValid(s[i-2],s[i-1])){

tmp += d[i-2];

}

d[i]=tmp;

}

return d[s.length()];

}

};

# Subsets II

## 题目

. Given a collection of integers that might contain duplicates, S, return all possible subsets.

Note:

Elements in a subset must be in non-descending order.

The solution set must not contain duplicate subsets.

For example,

If S = [1,2,2], a solution is:

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

## 解法

### 分析

 .递归，思路与Subsets相同，唯一的问题是防重。我想到一个有趣的方法，也很有效。

先把S排序，递归的时候，如果遇到重复元素，一旦前面有item未选，后面的都不能选。也就是说，如果遇到8,8,8，则选择的时候，只有100, 110, 111，不会出现001, 010, 101这样的选法。

### 程序

. class Solution {

public:

void recurr(vector<int> &S, bool\* select, int curr, vector<vector<int> > &ret){

if(curr>=(int)S.size()){

vector<int> one;

for(int i=0;i<(int)S.size();i++){

if(select[i])

one.push\_back(S[i]);

}

ret.push\_back(one);

return;

}

select[curr] = false;

recurr(S,select,curr+1,ret);

if(curr>0&&S[curr]==S[curr-1]&&select[curr-1]==false){

}

else{

select[curr] = true;

recurr(S,select,curr+1,ret);

}

}

vector<vector<int> > subsetsWithDup(vector<int> &S) {

vector<vector<int> > ret;

sort(S.begin(),S.end());

bool select[S.size()];

recurr(S, select, 0, ret);

return ret;

}

};

# Reverse Linked List II

## 题目

. Reverse a linked list from position m to n. Do it in-place and in one-pass.

For example:

Given 1->2->3->4->5->NULL, m = 2 and n = 4,

return 1->4->3->2->5->NULL.

Note:

Given m, n satisfy the following condition:

1 ≤ m ≤ n ≤ length of list.

## 解法

### 分析

 .编程题，算法无难点。

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*reverseBetween(ListNode \*head, int m, int n) {

ListNode \*p1,\*p2,\*first,\*last;

p1=p2=first=last=NULL;

if(m>=n)

return head;

if(head==NULL)

return head;

if(m==1){

first = head;

}

else{

p1 = head;

int count = m-2;

while(count>0){

if(p1!=NULL){

p1 = p1->next;

}

else

{

return head;

}

count --;

}

if(p1==NULL){

return head;

}

else{

first = p1->next;

}

}

ListNode \*prev,\*curr,\*next;

prev = curr = next = NULL;

prev=first;

if(prev!=NULL){

curr = prev->next;

}

if(curr!=NULL){

next = curr->next;

}

if(prev==NULL||curr==NULL||next==NULL){

if(curr!=NULL){

if(p1!=NULL){

p1->next = curr;

curr->next = prev;

prev->next = NULL;

}

else{

head = curr;

curr->next = prev;

prev->next = NULL;

}

}

return head;

}

for(int i=m+1;i<=n;i++){

curr->next = prev;

if(i<n){

if(next==NULL)

break;

prev = curr;

curr = next;

next = curr->next;

}

}

last = curr;

p2 = next;

if(p1!=NULL){

p1->next = last;

first->next = p2;

}

else{

head = last;

first->next = p2;

}

return head;

}

};

# Restore IP Addresses

## 题目

. Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:

Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

## 解法

### 分析

 .简单递归

### 程序

. class Solution {

public:

bool isValidStr(string s){

if(s.length()>3)

return false;

if(s[0]=='0'){

if(s.length()==1)

return true;

else

return false;

}

int ip = atoi(s.c\_str());

if(ip>255||ip==0)

return false;

return true;

}

void recurr(string s, int pos, int field, string IP[], vector<string> &ret){

int l = s.length();

if(pos>=l)

return;

if(field==3){

string tmp = s.substr(pos,l-pos);

if(isValidStr(tmp)){

IP[3] = tmp;

ret.push\_back(

IP[0]+"."+IP[1]+"."+IP[2]+"."+IP[3]

);

}

return;

}

for(int i=1;i<=3;i++){

string tmp = s.substr(pos,i);

if(isValidStr(tmp)){

IP[field] = tmp;

recurr(s, pos+i, field+1, IP, ret);

}

}

return;

}

vector<string> restoreIpAddresses(string s) {

vector<string> ret;

string IPStr[4];

recurr(s,0,0,IPStr,ret);

return ret;

}

};

# Binary Tree Inorder Traversal

## 题目

. Given a binary tree, return the inorder traversal of its nodes' values.

For example:

Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,3,2].

Note: Recursive solution is trivial, could you do it iteratively?

## 解法

### 分析

 .算法不难。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

struct StackNode{

TreeNode\* tree;

int visited;

StackNode():tree(NULL),visited(0){};

StackNode(TreeNode\* t):tree(t),visited(0){};

};

class Solution {

public:

vector<int> inorderTraversal(TreeNode \*root) {

stack<StackNode> s;

vector<int> res;

if(root==NULL)

return res;

s.push(StackNode(root));

while(!s.empty()){

StackNode tp = s.top();

s.pop();

TreeNode \*tree = tp.tree;

if(tp.visited==0){

tp.visited=1;

s.push(tp);

if(tree->left!=NULL){

s.push(StackNode(tree->left));

}

continue;

}

res.push\_back(tree->val);

if(tree->right!=NULL){

s.push(StackNode(tree->right));

}

}

return res;

}

};

# Unique Binary Search Trees

## 题目

. Given n, how many structurally unique BST's (binary search trees) that store values 1...n?

For example,

Given n = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

## 解法

### 分析

 .应该是卡塔兰数，动态规划可以求得。

### 程序

. static const int MAX\_SIZE=800;

static int gResult[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

int numTrees(int n) {

for(int i=0;i<=n;i++){

for(int j=0;j<=n-i;j++){

//gResult[j][i]

if(i==0||i==1)

gResult[j][i]=1;

else{

gResult[j][i]=0;

for(int k=0;k<i;k++){

gResult[j][i]+=gResult[j][k]\*gResult[j+k+1][i-k-1];

}

}

}

}

return gResult[0][n];

}

};

# Unique Binary Search Trees II

## 题目

. Given n, generate all structurally unique BST's (binary search trees) that store values 1...n.

For example,

Given n = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

## 解法

### 分析

 .生成所有的树。仍旧采用动态规划法。为了简便，最后产生的树实际上是相互纠结的，而不是相互独立的。

### 程序

. static const int MAX\_SIZE=100;

static vector<TreeNode \*> gResult[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

void clearResult(){

for(int i=0;i<MAX\_SIZE;i++){

for(int j=0;j<MAX\_SIZE;j++){

while(!gResult[i][j].empty()){

TreeNode \* tmp = gResult[i][j].back();

gResult[i][j].pop\_back();

delete(tmp);

}

}

}

}

vector<TreeNode \*> generateTrees(int n) {

if(n==0){

vector<TreeNode \*> ret;

ret.push\_back(NULL);

return ret;

}

clearResult();

for(int i=0;i<=n;i++){

for(int j=0;j<=n-i;j++){

//gResult[j][i]

if(i==0){

}

else if(i==1){

TreeNode \* tmp= new TreeNode(j+1);

gResult[j][i].push\_back(tmp);

}

else{

for(int k=0;k<i;k++){

int left = gResult[j][k].size();

int right = gResult[j+k+1][i-k-1].size();

bool l\_null=false;

bool r\_null=false;

if(left==0){

l\_null = true;

left = 1;

}

if(right==0){

r\_null = true;

right = 1;

}

for(int m=0;m<left;m++){

for(int m2=0;m2<right;m2++){

TreeNode \* tmp= new TreeNode(j+k+1);

if(!l\_null)

tmp->left = gResult[j][k][m];

if(!r\_null)

tmp->right = gResult[j+k+1][i-k-1][m2];

gResult[j][i].push\_back(tmp);

}

}

}

}

}

}

return gResult[0][n];

}

};

# Interleaving String

## 题目

. Given s1, s2, s3, find whether s3 is formed by the interleaving of s1 and s2.

For example,

Given:

s1 = "aabcc",

s2 = "dbbca",

When s3 = "aadbbcbcac", return true.

When s3 = "aadbbbaccc", return false.

## 解法

### 分析

 .动态规划，d[i][j]定义为，s1[0..i-1]和s2[0..j-1]能否合并出s3[0..i+j-1]

### 程序

. static const int MAX\_SIZE=800;

static bool gResult[MAX\_SIZE][MAX\_SIZE];

class Solution {

public:

bool isInterleave(string s1, string s2, string s3) {

int l1,l2,l3;

l1=s1.length();

l2=s2.length();

l3=s3.length();

if(l3!=(l1+l2))

return false;

if(l3==0)

return true;

for(int i=0;i<=l1;i++){

for(int j=0;j<=l2;j++){

if(i==0&&j==0){

gResult[i][j]=true;

}

else if(i==0){

if(s2[j-1]==s3[j-1]&&gResult[i][j-1])

gResult[i][j]=true;

else

gResult[i][j]=false;

}

else if(j==0){

if(s1[i-1]==s3[i-1]&&gResult[i-1][j])

gResult[i][j]=true;

else

gResult[i][j]=false;

}

else{

if(

(s1[i-1]==s3[i+j-1]&&gResult[i-1][j])

||(s2[j-1]==s3[i+j-1]&&gResult[i][j-1])

)

{

gResult[i][j]=true;

}

else

{

gResult[i][j]=false;

}

}

}

}

return gResult[l1][l2];

}

};

# Validate Binary Search Tree

## 题目

. Given a binary tree, determine if it is a valid binary search tree (BST).

Assume a BST is defined as follows:

The left subtree of a node contains only nodes with keys less than the node's key.

The right subtree of a node contains only nodes with keys greater than the node's key.

Both the left and right subtrees must also be binary search trees.

## 解法

### 分析

 .转成中序遍历列表，看是否递增。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

void BSTToList(TreeNode \*t, vector<TreeNode\*> &l){

if(t->left!=NULL)

BSTToList(t->left,l);

l.push\_back(t);

if(t->right!=NULL)

BSTToList(t->right,l);

}

bool isValidBST(TreeNode \*root) {

if(root==NULL)

return true;

vector<TreeNode\*> array;

BSTToList(root, array);

for(int i=0;i<(int)array.size()-1;i++){

if(array[i]->val>=array[i+1]->val){

array.clear();

return false;

}

}

array.clear();

return true;

}

};

# Recover Binary Search Tree

## 题目

. Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

Note:

A solution using O(n) space is pretty straight forward. Could you devise a constant space solution?

## 解法

### 分析

 .方法同上，转成列表，找顺序不正确的位置。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

void BSTToList(TreeNode \*t, vector<TreeNode\*> &l){

if(t->left!=NULL)

BSTToList(t->left,l);

l.push\_back(t);

if(t->right!=NULL)

BSTToList(t->right,l);

}

void recoverTree(TreeNode \*root) {

if(root==NULL)

return;

vector<TreeNode\*> array;

BSTToList(root, array);

TreeNode\* first=NULL;

TreeNode\* second=NULL;

for(int i=0;i<(int)array.size()-1;i++){

if(array[i]->val>array[i+1]->val){

if(first==NULL){

first = array[i];

second = array[i+1];

}

else{

second = array[i+1];

}

}

}

if(first==NULL)

return;

int tmp = first->val;

first->val = second->val;

second->val = tmp;

return;

}

};

# Same Tree

## 题目

. Given two binary trees, write a function to check if they are equal or not.

Two binary trees are considered equal if they are structurally identical and the nodes have the same value.

## 解法

### 分析

 .递归很简单。不准用递归的话，有点晕。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

bool isSameTree(TreeNode \*p, TreeNode \*q) {

if(p==NULL&&q==NULL)

return true;

else if(p==NULL||q==NULL)

return false;

if(p->val!=q->val)

return false;

if(isSameTree(p->left,q->left)&&isSameTree(p->right,q->right))

return true;

return false;

}

};

# Symmetric Tree

## 题目

. Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following is not:

1

/ \

2 2

\ \

3 3

Note:

Bonus points if you could solve it both recursively and iteratively.

## 解法

### 分析

 .同样，递归很简单。题目说不用递归可以加分，没想出来好办法。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

bool isTwoTreeSymmetric(TreeNode\* t1, TreeNode\* t2){

if(t1==NULL&&t2==NULL)

return true;

else if(t1==NULL||t2==NULL)

return false;

if(t1->val!=t2->val)

return false;

if(isTwoTreeSymmetric(t1->left, t2->right)

&&isTwoTreeSymmetric(t1->right,t2->left))

return true;

return false;

}

bool isSymmetric(TreeNode \*root) {

if(root==NULL)

return true;

return isTwoTreeSymmetric(root->left, root->right);

}

};

# Binary Tree Level Order Traversal

## 题目

. Given a binary tree, return the level order traversal of its nodes' values. (ie, from left to right, level by level).

For example:

Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its level order traversal as:

[

[3],

[9,20],

[15,7]

]

confused

## 解法

### 分析

 .广度优先。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

struct BFSNode{

TreeNode\* ptr;

int level;

BFSNode(TreeNode\* p, int l): ptr(p), level(l) {}

};

class Solution {

public:

vector<vector<int> > levelOrder(TreeNode \*root) {

vector<vector<int> > ret;

if(root==NULL)

return ret;

vector<int> oneList;

queue<BFSNode> q;

q.push(BFSNode(root, 0));

int lastLevel = 0;

while(!q.empty()){

BFSNode tmp = q.front();

q.pop();

if(tmp.level!=lastLevel){

ret.push\_back(oneList);

oneList.clear();

lastLevel = tmp.level;

}

oneList.push\_back(tmp.ptr->val);

if(tmp.ptr->left!=NULL)

q.push(BFSNode(tmp.ptr->left,tmp.level+1));

if(tmp.ptr->right!=NULL)

q.push(BFSNode(tmp.ptr->right,tmp.level+1));

}

if(oneList.size()!=0){

ret.push\_back(oneList);

oneList.clear();

}

return ret;

}

};

# Binary Tree Zigzag Level Order Traversal

## 题目

. Given a binary tree, return the zigzag level order traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:

Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

confused what "{1,#,2,3}" means? > read more on how binary tree is serialized on OJ.

OJ's Binary Tree Serialization:

The serialization of a binary tree follows a level order traversal, where '#' signifies a path terminator where no node exists below.

Here's an example:

1

/ \

2 3

/

4

\

5

The above binary tree is serialized as "{1,2,3,#,#,4,#,#,5}".

## 解法

### 分析

 .广度优先加一点额外处理。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

struct BFSNode{

TreeNode\* ptr;

int level;

BFSNode(TreeNode\* p, int l): ptr(p), level(l) {}

};

class Solution {

public:

vector<vector<int> > zigzagLevelOrder(TreeNode \*root) {

vector<vector<int> > ret;

if(root==NULL)

return ret;

vector<int> oneList;

queue<BFSNode> q;

q.push(BFSNode(root, 0));

int lastLevel = 0;

while(!q.empty()){

BFSNode tmp = q.front();

q.pop();

if(tmp.level!=lastLevel){

if(lastLevel%2){

reverse(oneList.begin(),oneList.end());

}

ret.push\_back(oneList);

oneList.clear();

lastLevel = tmp.level;

}

oneList.push\_back(tmp.ptr->val);

if(tmp.ptr->left!=NULL)

q.push(BFSNode(tmp.ptr->left,tmp.level+1));

if(tmp.ptr->right!=NULL)

q.push(BFSNode(tmp.ptr->right,tmp.level+1));

}

if(oneList.size()!=0){

if(lastLevel%2){

reverse(oneList.begin(),oneList.end());

}

ret.push\_back(oneList);

oneList.clear();

}

return ret;

}

};

# Maximum Depth of Binary Tree

## 题目

. Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

## 解法

### 分析

 .递归很简单。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

int maxDepth(TreeNode \*root) {

if(root==NULL)

return 0;

if(root->left==NULL&&root->right==NULL)

return 1;

int d1=maxDepth(root->left);

int d2=maxDepth(root->right);

if(d1>d2)

return d1+1;

return d2+1;

}

};

# Construct Binary Tree from Preorder and Inorder Traversal

## 题目

. Given preorder and inorder traversal of a tree, construct the binary tree.

Note:

You may assume that duplicates do not exist in the tree.

## 解法

### 分析

 .递归，难度不大

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode \*lBuildTree(

vector<int> &preorder,

int p\_b,

int p\_e,

vector<int> &inorder,

int i\_b,

int i\_e)

{

TreeNode\* ret=NULL;

int l1=p\_e-p\_b;

int l2=i\_e-i\_b;

if(l1!=l2||l1==0)

return NULL;

int mid = preorder[p\_b];

int pos=i\_b;

for(pos=i\_b;pos<i\_e;pos++){

if(inorder[pos]==mid)

break;

}

if(pos>=i\_e){

return NULL;

}

int i\_left = pos-i\_b;

ret = new TreeNode(mid);

ret->left = lBuildTree(preorder, p\_b+1, p\_b+i\_left+1, inorder, i\_b, pos);

ret->right = lBuildTree(preorder, p\_b+i\_left+1, p\_e, inorder, pos+1,i\_e);

return ret;

}

TreeNode \*buildTree(vector<int> &preorder, vector<int> &inorder) {

int l1=preorder.size();

int l2=inorder.size();

if(l1!=l2||l1==0)

return NULL;

return lBuildTree(preorder,0,l1,inorder,0,l2);

}

};

# Construct Binary Tree from Inorder and Postorder Traversal

## 题目

. Given inorder and postorder traversal of a tree, construct the binary tree.

Note:

You may assume that duplicates do not exist in the tree.

## 解法

### 分析

 .和前一题类似。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode \*lBuildTree(

vector<int> &inorder, int i\_b, int i\_e,

vector<int> &postorder, int p\_b, int p\_e)

{

TreeNode \*ret=NULL;

if(inorder.size()==0)

return ret;

int l1=i\_e-i\_b;

int l2=p\_e-p\_b;

if((l1!=l2)||(l1==0))

return ret;

int mid=postorder[p\_e-1];

int pos;

for(pos=i\_b;pos<i\_e;pos++){

if(inorder[pos]==mid)

break;

}

if(pos>=i\_e)

return NULL;

int l\_left;

l\_left=pos-i\_b;

//l\_right=i\_e-pos-1;

ret = new TreeNode(mid);

ret->left = lBuildTree(inorder, i\_b, pos, postorder, p\_b, p\_b+l\_left);

ret->right = lBuildTree(inorder, pos+1, i\_e, postorder, p\_b+l\_left, p\_e-1);

return ret;

}

TreeNode \*buildTree(vector<int> &inorder, vector<int> &postorder) {

TreeNode \*ret=NULL;

int l\_i = inorder.size();

int l\_p = postorder.size();

ret = lBuildTree(inorder,0,l\_i,postorder,0,l\_p);

return ret;

}

};

# Binary Tree Level Order Traversal II

## 题目

. Given a binary tree, return the bottom-up level order traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:

Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[

[15,7]

[9,20],

[3],

]

## 解法

### 分析

 .利用vector reverse，很简单。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

struct BFSNode{

TreeNode\* ptr;

int level;

BFSNode(TreeNode\* p, int l):ptr(p), level(l){}

};

class Solution {

public:

vector<vector<int> > levelOrderBottom(TreeNode \*root) {

vector<vector<int> > ret;

if(root==NULL)

return ret;

vector<int> oneList;

queue<BFSNode> bfsList;

int LastLevel=1;

bfsList.push(BFSNode(root,1));

while(!bfsList.empty()){

BFSNode tmp=bfsList.front();

bfsList.pop();

if(tmp.level!=LastLevel){

ret.push\_back(oneList);

oneList.clear();

}

oneList.push\_back(tmp.ptr->val);

if(tmp.ptr->left!=NULL){

bfsList.push(BFSNode(tmp.ptr->left, tmp.level+1));

}

if(tmp.ptr->right!=NULL){

bfsList.push(BFSNode(tmp.ptr->right, tmp.level+1));

}

LastLevel = tmp.level;

}

if(oneList.size()!=0){

ret.push\_back(oneList);

oneList.clear();

}

reverse(ret.begin(),ret.end());

return ret;

}

};

# Convert Sorted Array to Binary Search Tree

## 题目

. Given an array where elements are sorted in ascending order, convert it to a height balanced BST.

## 解法

### 分析

 .每次选取数组中点，先插入树。然后左右递归。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode \*lArrayToBST(vector<int> &num, int b, int e){

TreeNode\* ret=NULL;

if(b==e){

return NULL;

}

int mid=(b+e)/2;

ret = new TreeNode(num[mid]);

ret->left = lArrayToBST(num,b,mid);

ret->right = lArrayToBST(num,mid+1,e);

return ret;

}

TreeNode \*sortedArrayToBST(vector<int> &num) {

TreeNode\* ret=NULL;

ret=lArrayToBST(num, 0, num.size());

return ret;

}

};

# Convert Sorted List to Binary Search Tree

## 题目

. Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

## 解法

### 分析

 .与上一题类似，主要难点是如何快速找出中点位置。数组可以直接计算。链表可以通过两个指针，一个一次走两步，一个一次走一步的方式，较快找到。

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

/\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

TreeNode\* listToBST(ListNode\* h, ListNode\* t){

TreeNode\* ret=NULL;

if(h==NULL||h==t)

return ret;

ListNode \*slowPtr, \*fastPtr;

slowPtr=h;

fastPtr=h->next;

while(fastPtr!=NULL&&fastPtr!=t){

slowPtr=slowPtr->next;

fastPtr=fastPtr->next;

if(fastPtr==NULL||fastPtr==t){

break;

}

else{

fastPtr=fastPtr->next;

}

}

ret = new TreeNode(slowPtr->val);

ret->left = listToBST(h,slowPtr);

ret->right = listToBST(slowPtr->next,t);

return ret;

}

TreeNode \*sortedListToBST(ListNode \*head) {

TreeNode\* ret;

ret = listToBST(head, NULL);

return ret;

}

};

# Balanced Binary Tree

## 题目

. Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of every node never differ by more than 1.

## 解法

### 分析

 .

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

bool checkBalanced(TreeNode \*root, int &deep){

if(root->left==NULL&&root->right==NULL){

deep=1;

return true;

}

if(root->left==NULL){

int r\_deep;

bool b = checkBalanced(root->right,r\_deep);

deep=r\_deep+1;

if(b&&r\_deep<=1)

return true;

else

return false;

}

if(root->right==NULL){

int l\_deep;

bool b = checkBalanced(root->left,l\_deep);

deep=l\_deep+1;

if(b&&l\_deep<=1)

return true;

else

return false;

}

int l\_deep,r\_deep;

bool b1 = checkBalanced(root->left,l\_deep);

bool b2 = checkBalanced(root->right,r\_deep);

int diff = l\_deep-r\_deep;

if(l\_deep<r\_deep)

deep=r\_deep+1;

else

deep=l\_deep+1;

if(b1&&b2&&diff<=1&&diff>=-1)

return true;

else

return false;

}

bool isBalanced(TreeNode \*root) {

int deep;

if(root==NULL)

return true;

return checkBalanced(root,deep);

}

};

# Minimum Depth of Binary Tree

## 题目

. Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

## 解法

### 分析

 .递归，很简单。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

int minDepth(TreeNode \*root) {

if(root==NULL)

return 0;

if(root->left==NULL&&root->right==NULL)

return 1;

if(root->left==NULL)

return minDepth(root->right)+1;

if(root->right==NULL)

return minDepth(root->left)+1;

int r1=minDepth(root->left);

int r2=minDepth(root->right);

if(r1>r2)

return r2+1;

return r1+1;

}

};

# Path Sum

## 题目

. Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

For example:

Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

## 解法

### 分析

 .很简单

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

bool hasPathSum(TreeNode \*root, int sum) {

if(root==NULL){

return false;

}

if(root->left==NULL&&root->right==NULL&&sum==root->val)

return true;

return hasPathSum(root->left,sum-root->val)||hasPathSum(root->right,sum-root->val);

}

};

# Path Sum II

## 题目

. Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:

Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[

[5,4,11,2],

[5,8,4,5]

]

## 解法

### 分析

 .需要探索顶点到每个叶子的路径，除非半路上已经发现超过sum了。广度优先搜索。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

struct BFSNode {

int sum;

TreeNode \*self;

BFSNode():sum(0),self(NULL){};

BFSNode(int x,TreeNode \*s) : sum(x), self(s){}

};

class Solution {

public:

vector<vector<int> > pathSum(TreeNode \*root, int sum) {

vector<vector<int> > res;

if(root==NULL)

return res;

vector<BFSNode> bfs;

map<TreeNode \*, TreeNode \* > parent;

bfs.push\_back(BFSNode(root->val,root));

parent[root] = NULL;

int read = 0;

while(read<(int)bfs.size()){

if(bfs[read].self->left==NULL

&&bfs[read].self->right==NULL

&&bfs[read].sum==sum)

{

//find one

vector<int> one;

TreeNode\* cur = bfs[read].self;

while(cur!=NULL){

one.push\_back(cur->val);

cur=parent[cur];

}

reverse(one.begin(),one.end());

res.push\_back(one);

}

else {

if(bfs[read].self->left!=NULL){

int val = bfs[read].sum+bfs[read].self->left->val;

bfs.push\_back(BFSNode(val,bfs[read].self->left));

parent.insert(make\_pair(bfs[read].self->left,bfs[read].self));

}

if(bfs[read].self->right!=NULL){

int val = bfs[read].sum+bfs[read].self->right->val;

bfs.push\_back(BFSNode(val,bfs[read].self->right));

parent.insert(make\_pair(bfs[read].self->right,bfs[read].self));

}

}

read++;

}

return res;

}

};

# Flatten Binary Tree to Linked List

## 题目

. Given a binary tree, flatten it to a linked list in-place.

For example,

Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

click to show hints.

Hints:

If you notice carefully in the flattened tree, each node's right child points to the next node of a pre-order traversal.

## 解法

### 分析

 .前序遍历，转为链表

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

static vector<TreeNode\*> m\_list;

class Solution {

public:

void DFS(TreeNode \*root, vector<TreeNode\*> &list){

list.push\_back(root);

if(root->left!=NULL)

DFS(root->left,list);

if(root->right!=NULL)

DFS(root->right,list);

}

void flatten(TreeNode \*root) {

if(root==NULL)

return;

m\_list.clear();

DFS(root,m\_list);

int i;

for(i=0;i<(int)m\_list.size()-1;i++){

m\_list[i]->left = NULL;

m\_list[i]->right = m\_list[i+1];

}

m\_list[i]->left = NULL;

m\_list[i]->right = NULL;

}

};

# Distinct Subsequences

## 题目

. Given a string S and a string T, count the number of distinct subsequences of T in S.

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ACE" is a subsequence of "ABCDE" while "AEC" is not).

Here is an example:

S = "rabbbit", T = "rabbit"

Return 3.

## 解法

### 分析

 .利用动态规划，d[i][j]表示S[0..i], T[0..j]有多少种匹配方式。

### 程序

. static const int MAX\_S = 11000;

static const int MAX\_T = 60;

static int gResult[MAX\_S][MAX\_T];

class Solution {

public:

void initResult(int a,int b){

for(int i=0;i<a;i++){

for(int j=0;j<b;j++){

gResult[i][j]=-1;

}

}

}

int numDistinct(string S, string T) {

int s\_len = S.length();

int t\_len = T.length();

if(s\_len==0||t\_len==0)

return 0;

initResult(s\_len,t\_len);

for(int j=0;j<t\_len;j++){

for(int i=0;i<s\_len;i++){

if(j==0){

if(i==0){

if(S[0]==T[0])

gResult[0][0] = 1;

else

gResult[0][0] = 0;

}

else{

if(S[i]==T[j]){

gResult[i][j] = gResult[i-1][j] +1;

}

else{

gResult[i][j] = gResult[i-1][j];

}

}

}

else{

if(i<j){

gResult[i][j] = 0;

}

else{

if(S[i]==T[j]){

gResult[i][j] = gResult[i-1][j] + gResult[i-1][j-1];

}

else{

gResult[i][j] = gResult[i-1][j];

}

}

}

}

}

return gResult[s\_len-1][t\_len-1];

}

};

# Populating Next Right Pointers in Each Node

## 题目

. Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

Note:

You may only use constant extra space.

You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

For example,

Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

## 解法

### 分析

 .利用广度优先可解决。但是不知道是否满足只使用常量级别内存空间，优化后的广度优先，也需要使用树宽度的两倍空间。

### 程序

. /\*\*

\* Definition for binary tree with next pointer.

\* struct TreeLinkNode {

\* int val;

\* TreeLinkNode \*left, \*right, \*next;

\* TreeLinkNode(int x) : val(x), left(NULL), right(NULL), next(NULL) {}

\* };

\*/

struct BFSNode{

int deep;

TreeLinkNode\* tree;

BFSNode():deep(0),tree(NULL){};

BFSNode(int i,TreeLinkNode\* t):deep(i),tree(t){};

};

class Solution {

public:

void connect(TreeLinkNode \*root) {

if(root==NULL)

return;

vector<BFSNode> bfs;

bfs.push\_back(BFSNode(0,root));

int r;

r=0;

while(r<(int)bfs.size()){

TreeLinkNode\* t;

t=bfs[r].tree;

if(t->left!=NULL){

bfs.push\_back(BFSNode(bfs[r].deep+1,t->left));

}

if(t->right!=NULL){

bfs.push\_back(BFSNode(bfs[r].deep+1,t->right));

}

r++;

}

int i;

for(i=0;i<(int)bfs.size()-1;i++){

TreeLinkNode \*t1,\*t2;

t1=bfs[i].tree;

t2=bfs[i+1].tree;

if(bfs[i].deep==bfs[i+1].deep){

t1->next = t2;

}

else

{

t1->next = NULL;

}

}

bfs[i].tree->next = NULL;

return;

}

};

# Populating Next Right Pointers in Each Node II

## 题目

. Follow up for problem "Populating Next Right Pointers in Each Node".

What if the given tree could be any binary tree? Would your previous solution still work?

Note:

You may only use constant extra space.

For example,

Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

## 解法

### 分析

 .方法同上一题

### 程序

. /\*\*

\* Definition for binary tree with next pointer.

\* struct TreeLinkNode {

\* int val;

\* TreeLinkNode \*left, \*right, \*next;

\* TreeLinkNode(int x) : val(x), left(NULL), right(NULL), next(NULL) {}

\* };

\*/

struct BFSNode{

int deep;

TreeLinkNode\* tree;

BFSNode():deep(0),tree(NULL){};

BFSNode(int i,TreeLinkNode\* t):deep(i),tree(t){};

};

class Solution {

public:

void connect(TreeLinkNode \*root) {

if(root==NULL)

return;

vector<BFSNode> bfs;

bfs.push\_back(BFSNode(0,root));

int r;

r=0;

while(r<(int)bfs.size()){

TreeLinkNode\* t;

t=bfs[r].tree;

if(t->left!=NULL){

bfs.push\_back(BFSNode(bfs[r].deep+1,t->left));

}

if(t->right!=NULL){

bfs.push\_back(BFSNode(bfs[r].deep+1,t->right));

}

r++;

}

int i;

for(i=0;i<(int)bfs.size()-1;i++){

TreeLinkNode \*t1,\*t2;

t1=bfs[i].tree;

t2=bfs[i+1].tree;

if(bfs[i].deep==bfs[i+1].deep){

t1->next = t2;

}

else

{

t1->next = NULL;

}

}

bfs[i].tree->next = NULL;

return;

}

};

# Pascal's Triangle

## 题目

. Given numRows, generate the first numRows of Pascal's triangle.

For example, given numRows = 5,

Return

[

[1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1]

]

## 解法

### 分析

 .直接迭代

### 程序

. class Solution {

public:

vector<vector<int> > generate(int numRows) {

vector<vector<int> > ret;

vector<int> one;

if(numRows<=0)

return ret;

one.push\_back(1);

ret.push\_back(one);

if(numRows==1)

return ret;

for(int i=2;i<=numRows;i++){

one.push\_back(1);

for(int j=i-2;j>0;j--){

one[j]=ret[i-2][j-1]+ret[i-2][j];

}

ret.push\_back(one);

}

return ret;

}

};

# Pascal's Triangle II

## 题目

. Given an index k, return the kth row of the Pascal's triangle.

For example, given k = 3,

Return [1,3,3,1].

Note:

Could you optimize your algorithm to use only O(k) extra space?

## 解法

### 分析

 .开始用数学方法计算组合数，发现较大的值无法计算（会超出long long的限制）。后改用滚动数组，pass

### 程序

. class Solution {

public:

vector<int> getRow(int rowIndex) {

vector<int> last;

vector<int> curr;

curr.push\_back(1);

if(rowIndex==0)

return curr;

int i=0;

while(1){

i++;

if(i%2){

last.assign(curr.begin(),curr.end());

last.push\_back(1);

for(int i=last.size()-2;i>0;i--){

last[i]=curr[i-1]+curr[i];

}

}

else{

curr.assign(last.begin(),last.end());

curr.push\_back(1);

for(int i=curr.size()-2;i>0;i--){

curr[i]=last[i-1]+last[i];

}

}

if(i==rowIndex)

break;

}

if(i%2)

return last;

else

return curr;

}

};

# Triangle

## 题目

. Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[

[2],

[3,4],

[6,5,7],

[4,1,8,3]

]

The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

Note:

Bonus point if you are able to do this using only O(n) extra space, where n is the total number of rows in the triangle.

## 解法

### 分析

 .最明显的动态规划

### 程序

. class Solution {

public:

int minimumTotal(vector<vector<int> > &triangle) {

if(triangle.empty())

return 0;

vector<int> one;

for(int i=0;i<(int)triangle.size();i++){

one.push\_back(0);

}

one[0]=triangle[0][0];

vector<int> last;

for(int i=1;i<(int)triangle.size();i++){

last.assign(one.begin(),one.end());

for(int j=0;j<=i;j++){

if(j==0){

one[j]=last[j]+triangle[i][j];

}

else if(j==i){

one[j]=last[j-1]+triangle[i][j];

}

else{

int a1,a2;

a1 = last[j-1]+triangle[i][j];

a2 = last[j]+triangle[i][j];

if(a1<a2)

one[j]=a1;

else

one[j]=a2;

}

}

last.clear();

}

int min = one[0];

for(int i=1;i<(int)one.size();i++){

if(one[i]<min)

min = one[i];

}

return min;

}

};

# Best Time to Buy and Sell Stock

## 题目

. Say you have an array for which the ith element is the price of a given stock on day i.

If you were only permitted to complete at most one transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

## 解法

### 分析

 .简单不分析

### 程序

. class Solution {

public:

int maxProfit(vector<int> &prices) {

if(prices.empty())

return 0;

int min = prices[0];

int profit = 0;

for(int i=0;i<(int)prices.size();i++){

if(prices[i]<min)

min=prices[i];

if(prices[i]-min>profit)

profit = prices[i]-min;

}

return profit;

}

};

# Best Time to Buy and Sell Stock II

## 题目

. Say you have an array for which the ith element is the price of a given stock on day i.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

## 解法

### 分析

 .很简单

### 程序

. class Solution {

public:

int maxProfit(vector<int> &prices) {

int buy;

int sell;

int profit = 0;

buy=sell=-1;

for(int i=0;i<(int)prices.size();i++){

if(buy==-1){

buy = i;

}

else if(buy!=-1&&sell==-1){

if(prices[i]>prices[buy])

sell = i;

else

buy = i;

}

else{

if(prices[i]>prices[sell])

sell = i;

else{

profit += prices[sell] - prices[buy];

buy = i;

sell = -1;

}

}

}

if(buy!=-1&&sell!=-1)

profit += prices[sell] - prices[buy];

return profit;

}

};

# Best Time to Buy and Sell Stock III

## 题目

. Say you have an array for which the ith element is the price of a given stock on day i.

Design an algorithm to find the maximum profit. You may complete at most two transactions.

Note:

You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

## 解法

### 分析

 .三遍遍历，第一次，从头到尾，计算前n天只交易一次，能够获取的最大利润（和第一题相同），需要O(n)

第二遍，从尾到头，计算后n天之交易一次，能够获取的最大利润，和第一题类似。需要O(n)

第三遍，计算前n天和后l-n天之和（最多各交易一次）。

总的时间复杂度为O(n)。

### 程序

. class Solution {

public:

int maxProfit(vector<int> &prices) {

int l = prices.size();

if(l<=1)

return 0;

int maxPrevN[l];

int maxSuccN[l];

maxPrevN[0]=0;

maxPrevN[1]=0;

int min,max;

min=max=prices[0];

for(int i=2;i<=l;i++){

if(prices[i-1]-min>maxPrevN[i-1]){

maxPrevN[i]=prices[i-1]-min;

}

else{

maxPrevN[i] = maxPrevN[i-1];

}

if(prices[i-1]<min){

min = prices[i-1];

}

if(prices[i-1]>max){

max = prices[i-1];

}

}

maxSuccN[0]=0;

maxSuccN[1]=0;

min=max=prices[l-1];

for(int i=2;i<=l;i++){

if(max - prices[l-i]>maxSuccN[i-1]){

maxSuccN[i] = max - prices[l-i];

}

else{

maxSuccN[i] = maxSuccN[i-1];

}

if(prices[l-i]>max){

max = prices[l-i];

}

if(prices[l-i]<min){

min = prices[l-i];

}

}

max=0;

for(int i=0;i<=l;i++){

int tmp = maxPrevN[i]+maxSuccN[l-i];

if(tmp>max)

max = tmp;

}

return max;

}

};

# Binary Tree Maximum Path Sum

## 题目

. Given a binary tree, find the maximum path sum.

The path may start and end at any node in the tree.

For example:

Given the below binary tree,

1

/ \

2 3

Return 6.

## 解法

### 分析

 .利用递归，看下面的程序理解思路不难。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

int mMaxPathSum;

void maxPath(TreeNode \*root, int &mMaxPath){

if(root==NULL)

return;

if(root->left==NULL&&root->right==NULL){

mMaxPath = root->val;

if(mMaxPath>mMaxPathSum){

mMaxPathSum = mMaxPath;

}

return;

}

if(root->left==NULL){

int pr;

maxPath(root->right,pr);

if(pr>0)

mMaxPath = pr+root->val;

else

mMaxPath = root->val;

if(mMaxPath>mMaxPathSum){

mMaxPathSum = mMaxPath;

}

return;

}

if(root->right==NULL){

int pl;

maxPath(root->left,pl);

if(pl>0)

mMaxPath = pl+root->val;

else

mMaxPath = root->val;

if(mMaxPath>mMaxPathSum){

mMaxPathSum = mMaxPath;

}

return;

}

int pr,pl;

maxPath(root->left,pl);

maxPath(root->right,pr);

if(pl<0&&pr<0)

mMaxPath = root->val;

else if(pl<pr)

mMaxPath = root->val+pr;

else

mMaxPath = root->val+pl;

int tmp=root->val;

if(pl>0)

tmp+=pl;

if(pr>0)

tmp+=pr;

if(tmp>mMaxPathSum){

mMaxPathSum = tmp;

}

return;

}

int maxPathSum(TreeNode \*root) {

mMaxPathSum = -0x1FFFFFFF;

int i;

maxPath(root,i);

return mMaxPathSum;

}

};

# Valid Palindrome

## 题目

. Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

For example,

"A man, a plan, a canal: Panama" is a palindrome.

"race a car" is not a palindrome.

Note:

Have you consider that the string might be empty? This is a good question to ask during an interview.

For the purpose of this problem, we define empty string as valid palindrome.

## 解法

### 分析

 .简单不分析

### 程序

. class Solution {

public:

bool isLetter(char c){

if(c>='0'&&c<='9')

return true;

if(c>='a'&&c<='z')

return true;

if(c>='A'&&c<='Z')

return true;

return false;

}

char getLetter(char c){

if(c>='A'&&c<='Z')

return c+'a'-'A';

return c;

}

bool isPalindrome(string s) {

if(s.empty())

return true;

int l=0;

int r=s.length()-1;

while(l<r){

if(!isLetter(s[l]))

l++;

else if(!isLetter(s[r]))

r--;

else{

char lCh;

char rCh;

lCh = getLetter(s[l]);

rCh = getLetter(s[r]);

if(lCh!=rCh)

return false;

l++;

r--;

}

}

return true;

}

};

# Word Ladder

## 题目

. Given two words (start and end), and a dictionary, find the length of shortest transformation sequence from start to end, such that:

Only one letter can be changed at a time

Each intermediate word must exist in the dictionary

For example,

Given:

start = "hit"

end = "cog"

dict = ["hot","dot","dog","lot","log"]

As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",

return its length 5.

## 解法

### 分析

 .广度优先

### 程序

. class Solution {

public:

struct QueueNode{

string s;

int distance;

QueueNode(string s1,int n):s(s1),distance(n){}

};

int ladderLength(string start, string end, unordered\_set<string> &dict) {

int result=0;

unordered\_set<string> checked;

queue<QueueNode> q;

q.push(QueueNode(start,1));

unordered\_set<string>::iterator iter1;

unordered\_set<string>::iterator iter2;

while(!q.empty()){

QueueNode node = q.front();

q.pop();

//create all neighbor of node.s

string s;

s.assign(node.s);

for(int i=0;i<(int)s.size();i++){

if(result!=0)

break;

for(int j=0;j<26;j++){

if(node.s.at(i)==(j+'a'))

continue;

s.at(i)=j+'a';

if(s==end){

result=node.distance+1;

break;

}

iter1 = dict.find(s);

iter2 = checked.find(s);

if(

(iter1!=dict.end())

&&(iter2==checked.end())

)

{

q.push(QueueNode(s,node.distance+1));

checked.insert(s);

}

}

s.at(i)=node.s.at(i);

}

}

return result;

}

};

# Word Ladder II

## 题目

. Given two words (start and end), and a dictionary, find all shortest transformation sequence(s) from start to end, such that:

Only one letter can be changed at a time

Each intermediate word must exist in the dictionary

For example,

Given:

start = "hit"

end = "cog"

dict = ["hot","dot","dog","lot","log"]

Return

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

Note:

All words have the same length.

All words contain only lowercase alphabetic characters.

## 解法

### 分析

 .主要思想仍旧是广度优先。但是实现有很多细节需要注意。否则很容易导致重复运算。

1. 到达某些节点，可能有多条同样长度的路径

### 程序

. class Solution {

public:

void getPath(

string &end, string &start,

unordered\_map<string, unordered\_set<string>>&father,

vector<string> &path,

vector<vector<string> > &ret)

{

path.push\_back(end);

if(end==start)

ret.push\_back(vector<string>(path.rbegin(),path.rend()));

else{

for(auto e:father[end]){

getPath(e,start,father,path,ret);

}

}

path.pop\_back();

}

void BFS(string &start, string &end, unordered\_set<string> &dict, vector<vector<string> > &ret){

if(start.size()!=end.size()||start.size()==0||start==end) return;

queue<string> q;

unordered\_map<string, unordered\_set<string>> father;

unordered\_set<string> used;

unordered\_set<string> levelUsed;

q.push(start);

int levelCounter=1;

bool found=false;

while(!q.empty()){

string s=q.front();

string curr(s);

q.pop();

levelCounter--;

for(size\_t i=0;i<s.size();i++){

for(char a='a';a<='z';a++){

if(a==curr[i])continue;

s[i]=a;

if(s==end){

found = true;

father[s].insert(curr);

break;

}

if(used.count(s)==0&&dict.count(s)!=0){

levelUsed.insert(s);

father[s].insert(curr);

}

}

//if(found)break;

s[i]=curr[i];

}

if(levelCounter==0){

if(found)break;

levelCounter = levelUsed.size();

for(auto e : levelUsed){

used.insert(e);

q.push(e);

}

levelUsed.clear();

}

}

if(found){

vector<string> path;

getPath(end, start, father, path, ret);

}

}

vector<vector<string> > findLadders(string start, string end, unordered\_set<string> &dict) {

vector<vector<string> > ret;

BFS(start, end, dict, ret);

return ret;

}

};

# Longest Consecutive Sequence

## 题目

. Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

For example,

Given [100, 4, 200, 1, 3, 2],

The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(n) complexity.

## 解法

### 分析

 . 这题有点意思,我从网上搜到下面这个方法.

我们在判断某个数的连续序列时，会分别往减小和增大的方向找下一个连续数在不在数组中。然后把两个方向的长度加起来即为包含该数的一个连续序列。需要注意的是，当前数的长度计数只需要出现在一个方向的查找中计算即可，否则就重复了。要找一个数是不是在数组中，不可能用遍历的方法实现，这样时间复杂度就超过O(n)了。而要降低时间复杂度，一个经典的方案就是空间换时间。用增加空间复杂度的方法来换取时间复杂度的降低。所以我们可以先对数组进行一次预处理，生成一份包含数组元素的哈希表。这样在求解某个数字在不在数组时就可以得到O(1)的时间复杂度。

### 程序

. class Solution {

public:

struct HashNode{

int val;

HashNode\* next;

HashNode(int x) : val(x), next(NULL) {}

};

const static int HASHTABLESIZE = 30000;

HashNode\* hashTable[HASHTABLESIZE];

int getPosition(int val){

int low,high;

low = val & 0xFFFF;

high = val >> 16;

return (low+high)%HASHTABLESIZE;

}

void insertHash(int val){

int pos = getPosition(val);

HashNode\* head = hashTable[pos];

HashNode\* node = new HashNode(val);

node->next = head;

hashTable[pos] = node;

}

void initHashTable(){

for(int i=0;i<HASHTABLESIZE;i++){

hashTable[i]=NULL;

}

}

void clearHashTable(){

HashNode\* node;

for(int i=0;i<HASHTABLESIZE;i++){

if(hashTable[i]!=NULL){

node = hashTable[i];

while(node!=NULL){

HashNode\* tmp = node->next;

delete(node);

node = tmp;

}

hashTable[i]=NULL;

}

}

}

bool CheckHashAndDelete(int val){

int pos = getPosition(val);

HashNode\* node = hashTable[pos];

if(node==NULL){

return false;

}

while(node->next!=NULL){

if(node->next->val==val){

HashNode\* tmp = node->next;

node->next = tmp->next;

free(tmp);

return true;

}

}

if(node->val==val){

hashTable[pos]=node->next;

free(node);

return true;

}

return false;

}

int longestConsecutive(vector<int> &num) {

int result=0;

initHashTable();

vector<int>::iterator iter;

int min,max;

min=max=num[0];

for(iter=num.begin();iter!=num.end();iter++){

insertHash(\*iter);

if(\*iter>max)max=\*iter;

if(\*iter<min)min=\*iter;

}

for(iter=num.begin();iter!=num.end();iter++){

int base = \*iter;

if(!CheckHashAndDelete(base)){

continue;

}

int current = 1;

for(int i=base+1;i<=max;i++){

if(CheckHashAndDelete(i)){

current++;

}

else{

break;

}

}

for(int i=base-1;i>=min;i--){

if(CheckHashAndDelete(i)){

current++;

}

else{

break;

}

}

if(current>result)result=current;

}

clearHashTable();

return result;

}

};

# Sum Root to Leaf Numbers

## 题目

. Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

For example,

1

/ \

2 3

The root-to-leaf path 1->2 represents the number 12.

The root-to-leaf path 1->3 represents the number 13.

Return the sum = 12 + 13 = 25.

## 解法

### 分析

 .深度优先搜索,算法无难度

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

int createNumber(vector<int> &list){

int i=0;

vector<int>::iterator iter;

for(iter=list.begin();iter!=list.end();iter++){

i = i\*10+(\*iter);

}

return i;

}

void DFS(TreeNode \*root, vector<int> &stack, vector<int> &set){

if(root==NULL)return;

if((root->left==NULL)&&(root->right==NULL)){

stack.push\_back(root->val);

set.push\_back(createNumber(stack));

stack.pop\_back();

return;

}

stack.push\_back(root->val);

if(root->left!=NULL){

DFS(root->left, stack, set);

}

if(root->right!=NULL){

DFS(root->right, stack, set);

}

stack.pop\_back();

return;

}

int calSum(vector<int> &list){

int i=0;

vector<int>::iterator iter;

for(iter=list.begin();iter!=list.end();iter++){

i += (\*iter);

}

return i;

}

int sumNumbers(TreeNode \*root) {

if(root==NULL)return 0;

vector<int> mStack;

vector<int> numSet;

DFS(root,mStack,numSet);

int result = calSum(numSet);

numSet.clear();

return result;

}

};

# Surrounded Regions

## 题目

. Given a 2D board containing 'X' and 'O', capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

## 解法

### 分析

 .广度优先搜索,把在边界上有缺口的空白区域用特殊字符填满。剩余空白是被包围的部分，用X填充。特殊字符换回空白。

### 程序

. class Solution {

public:

struct point{

int x;

int y;

point(int in\_x, int in\_y):x(in\_x),y(in\_y){}

};

void printBoard(vector<vector<char> > &board){

return;

for(int i=0;i<(int)board.size();i++){

for(int j=0;j<(int)board[0].size();j++){

printf("%c",board[i][j]);

}

printf("\n");

}

printf("\nFinished\n");

}

void initSeed(queue<struct point> &q, vector<vector<char> > &board){

int x,y;

y=board.size();

if(y==0) return;

x=board[0].size();

if(x==0) return;

for(int i=0;i<y;i++){

if(board[i][0]=='O'){

board[i][0]='S';

q.push(point(0,i));

}

if(board[i][x-1]=='O'){

board[i][x-1]='S';

q.push(point(x-1,i));

}

}

for(int i=0;i<x;i++){

if(board[0][i]=='O'){

board[0][i]='S';

q.push( point(i,0));

}

if(board[y-1][i]=='O'){

board[y-1][i]='S';

q.push( point(i,y-1));

}

}

printBoard(board);

}

void BFD(queue<struct point> &q, vector<vector<char> > &board){

int x,y;

y=board.size();

if(y==0) return;

x=board[0].size();

if(x==0) return;

while(!q.empty()){

struct point \*tmp=&(q.front());

//x-1,y

if((tmp->x>=1)&&(board[tmp->y][tmp->x-1]=='O')){

board[tmp->y][tmp->x-1]='S';

q.push( point(tmp->x-1, tmp->y ));

}

//x+1,y

if((tmp->x<(x-1))&&(board[tmp->y][tmp->x+1]=='O')){

board[tmp->y][tmp->x+1]='S';

q.push( point(tmp->x+1, tmp->y ));

}

//x,y-1

if((tmp->y>=1)&&(board[tmp->y-1][tmp->x]=='O')){

board[tmp->y-1][tmp->x]='S';

q.push( point(tmp->x, tmp->y-1));

}

//x,y+1

if((tmp->y<(y-1))&&(board[tmp->y+1][tmp->x]=='O')){

board[tmp->y+1][tmp->x]='S';

q.push( point(tmp->x, tmp->y+1));

}

board[tmp->y][tmp->x]='E';

q.pop();

printBoard(board);

}

}

void updateValue(vector<vector<char> > &board){

int x,y;

y=board.size();

if(y==0) return;

x=board[0].size();

if(x==0) return;

for(int i=0;i<y;i++){

for(int j=0;j<x;j++){

if(board[i][j]=='O')

board[i][j]='X';

else if(board[i][j]!='X')

board[i][j]='O';

}

}

}

void solve(vector<vector<char> > &board) {

int x,y;

y=board.size();

if(y==0) return;

x=board[0].size();

if(x==0) return;

queue<struct point> q;

initSeed(q, board);

BFD(q,board);

updateValue(board);

}

};

# Palindrome Partitioning

## 题目

. Given a string s, partition s such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of s.

For example, given s = "aab",

Return

[

["aa","b"],

["a","a","b"]

]

## 解法

### 分析

 .编程题，算法无难度。递归产生所有分割方式。

### 程序

. class Solution {

public:

bool isPalindrome(string s){

int i = s.length();

if(i==0)return false;

int l;

l = i;

i /= 2;

for(;i>0;i--){

if(s.at(i-1)!=s.at(l-i))

return false;

}

return true;

}

inline void printDebug(string s1, string s2){

return;

printf(":%s:,:%s:\n",s1.c\_str(),s2.c\_str());

}

void mPartition(

string s,

vector<vector<string> > &result,

vector<string> &oneResult)

{

int l = s.length();

for(int length=1;length<=l;length++){

printDebug(s.substr(0,length),s.substr(length,l));

if(isPalindrome(s.substr(0,length))){

if(length==(l)){

oneResult.push\_back(s.substr(0,length));

result.push\_back(oneResult);

oneResult.pop\_back();

}

else

{

oneResult.push\_back(s.substr(0,length));

mPartition(s.substr(length,l), result, oneResult);

oneResult.pop\_back();

}

}

}

return;

}

vector<vector<string> > partition(string s) {

vector<vector<string> > result;

vector<string> oneResult;

if(s.length()==0) return result;

mPartition(s, result, oneResult);

return result;

}

};

# Clone Graph

## 题目

. Clone an undirected graph. Each node in the graph contains a label and a list of its neighbors.

OJ's undirected graph serialization:

Nodes are labeled uniquely.

We use # as a separator for each node, and , as a separator for node label and each neighbor of the node.

As an example, consider the serialized graph {0,1,2#1,2#2,2}.

The graph has a total of three nodes, and therefore contains three parts as separated by #.

First node is labeled as 0. Connect node 0 to both nodes 1 and 2.

Second node is labeled as 1. Connect node 1 to node 2.

Third node is labeled as 2. Connect node 2 to node 2 (itself), thus forming a self-cycle.

Visually, the graph looks like the following:

1

/ \

/ \

0 --- 2

/ \

\\_/

## 解法

### 分析

 .广度优先，处理每个未处理的结点。

### 程序

. /\*\*

\* Definition for undirected graph.

\* struct UndirectedGraphNode {

\* int label;

\* vector<UndirectedGraphNode \*> neighbors;

\* UndirectedGraphNode(int x) : label(x) {};

\* };

\*/

class Solution {

public:

UndirectedGraphNode \*cloneGraph(UndirectedGraphNode \*node) {

if (node == NULL)

return NULL;

map<int, UndirectedGraphNode\*> mMap;

queue<UndirectedGraphNode\*> q;

UndirectedGraphNode \*head = new UndirectedGraphNode(node->label);

mMap.insert(pair<int, UndirectedGraphNode \*>(head->label, head));

q.push(node);

while (!q.empty()) {

UndirectedGraphNode \*origin\_from;

UndirectedGraphNode \*own\_from;

int label\_from = q.front()->label;

origin\_from = q.front();

q.pop();

map<int, UndirectedGraphNode \*>::iterator iter;

iter = mMap.find(label\_from);

if (iter == mMap.end()) {

return NULL;

}

own\_from = iter->second;

vector<UndirectedGraphNode \*>::iterator child;

for (child = origin\_from->neighbors.begin();

child != origin\_from->neighbors.end(); child++) {

UndirectedGraphNode \*to;

iter = mMap.find((\*child)->label);

if (iter == mMap.end()) {

to = new UndirectedGraphNode((\*child)->label);

mMap.insert(

pair<int, UndirectedGraphNode \*>(to->label, to));

q.push((\*child));

} else {

to = iter->second;

}

own\_from->neighbors.push\_back(to);

}

}

mMap.clear();

return head;

}

};

# Gas Station

## 题目

. There are N gas stations along a circular route, where the amount of gas at station i is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station i to its next station (i+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

Note:

The solution is guaranteed to be unique.

## 解法

### 分析

 .程序无难度

### 程序

. class Solution {

public:

void initAcc(

vector<int> &gas,

vector<int> &cost,

vector<int> &acc\_gas,

vector<int> &acc\_cost)

{

acc\_gas.push\_back(0);

acc\_cost.push\_back(0);

for(int i=0; i < (int)gas.size(); i++){

acc\_gas.push\_back(acc\_gas[i]+gas[i]);

acc\_cost.push\_back(acc\_cost[i]+cost[i]);

}

}

bool checkStartPoint(int start,vector<int> &acc\_gas, vector<int> &acc\_cost){

int size = acc\_gas.size()-1;

for(int i=0;i<size;i++){

if(i<start){

if(

(acc\_gas[size]-acc\_gas[start]+acc\_gas[i+1]-acc\_gas[0])

<

(acc\_cost[size]-acc\_cost[start]+acc\_cost[i+1]-acc\_cost[0])

)

{

return false;

}

}

else{

if((acc\_gas[i+1]-acc\_gas[start])<(acc\_cost[i+1]-acc\_cost[start]))

return false;

}

}

return true;

}

int canCompleteCircuit(vector<int> &gas, vector<int> &cost) {

vector<int> acc\_gas;

vector<int> acc\_cost;

initAcc(gas, cost, acc\_gas, acc\_cost);

for(int i=0;i<(int)gas.size();i++){

if(checkStartPoint(i,acc\_gas, acc\_cost))

return i;

}

return -1;

}

};

# Candy

## 题目

. There are N children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

Each child must have at least one candy.

Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

## 解法

### 分析

 .比两侧的孩子rate都低的（谷底的），分配一根

从谷底向两侧扩张

### 程序

. class Solution {

public:

int candy(vector<int> &ratings) {

vector<int> result;

for(int i=0;i<(int)ratings.size();i++){

result.push\_back(-1);

}

queue<int> q;

//search for seeds

for(int i=0;i<(int)ratings.size();i++){

if(i==0){

if(ratings[i]<=ratings[i+1]){

q.push(i);

result[i]=1;

}

}

else if(i==(ratings.size()-1)){

if(ratings[i]<=ratings[i-1]){

q.push(i);

result[i]=1;

}

}

else{

if(

(ratings[i]<=ratings[i-1])

&&(ratings[i]<=ratings[i+1])

){

q.push(i);

result[i]=1;

}

}

}

//BFD

while(!q.empty()){

int i=q.front();

q.pop();

int j=i-1;

if(j>=0){

if(

(result[j]==-1)

&&(ratings[j]>=ratings[i])

)

{

if(ratings[j]>ratings[i])

result[j]=result[i]+1;

else

result[j]=1;

q.push(j);

}

else if(

(result[j]!=-1)

&&(ratings[j]>=ratings[i])

)

{

if(ratings[j]>ratings[i])

result[j]=result[j]>(result[i]+1)?result[j]:(result[i]+1);

else{

}

}

}

j=i+1;

if(j<=(ratings.size()-1)){

if(

(result[j]==-1)

&&(ratings[j]>=ratings[i])

)

{

if(ratings[j]>ratings[i])

result[j]=result[i]+1;

else

result[j]=1;

q.push(j);

}

else if(

(result[j]!=-1)

&&(ratings[j]>=ratings[i])

)

{

if(ratings[j]>ratings[i])

result[j]=result[j]>(result[i]+1)?result[j]:(result[i]+1);

else{

}

}

}

}

int res=0;

for(int i=0;i<(int)result.size();i++){

res += result[i];

}

return res;

}

};

# Single Number

## 题目

. Given an array of integers, every element appears twice except for one. Find that single one.

Note:

Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

## 解法

### 分析

 .编程之美原题，利用异或运算。

### 程序

. class Solution {

public:

int singleNumber(int A[], int n) {

int i=0;

for(int j=0;j<n;j++){

i ^= A[j];

}

return i;

}

};

# Single Number II

## 题目

. Given an array of integers, every element appears three times except for one. Find that single one.

Note:

Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

## 解法

### 分析

 .思路很巧。

针对每个bit考虑。由于其他元素都是三个三个出现。如果全集针对一个bit求和，用3去除的余数，就是目标数字的值。

### 程序

. class Solution {

public:

int singleNumber(int A[],int l){

int n=sizeof(int)\*8;

int bit[n];

for(int i=0;i<n;i++){

bit[i]=0;

}

for(int j=0;j<l;j++){

for(int i=0;i<n;i++){

bit[i]+=(A[j]>>i)&1;

}

}

int result=0;

for(int i=0;i<n;i++){

result += (bit[i]%3)<<i;

}

return result;

}

};

# Copy List with Random Pointer

## 题目

. A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a deep copy of the list.

## 解法

### 分析

 .原来的链表中，每个元素后面插入一个新元素，这个新元素是新链表的节点。则任意指针的赋值就很简单了。

### 程序

. /\*\*

\* Definition for singly-linked list with a random pointer.

\* struct RandomListNode {

\* int label;

\* RandomListNode \*next, \*random;

\* RandomListNode(int x) : label(x), next(NULL), random(NULL) {}

\* };

\*/

class Solution {

public:

RandomListNode \*copyRandomList(RandomListNode \*head) {

if(head==NULL)return NULL;

RandomListNode\* a;

RandomListNode\* b;

RandomListNode\* result;

a=head;

while(a!=NULL)

{

RandomListNode\* tmp = (RandomListNode\*)malloc(sizeof(RandomListNode));

tmp->label = a->label;

tmp->next = a->next;

a->next = tmp;

a = tmp->next;

}

a=head;

while(a!=NULL)

{

b = a->next;

if(a->random!=NULL)

b->random = a->random->next;

else

b->random=NULL;

a=b->next;

}

//split two list

a=head;

b=a->next;

result = b;

while(1)

{

if(b->next!=NULL)

{

a->next = b->next;

a = b->next;

b->next = a->next;

b = a->next;

}

else

{

a->next = NULL;

break;

}

}

return result;

}

};

# Word Break

## 题目

. Given a string s and a dictionary of words dict, determine if s can be segmented into a space-separated sequence of one or more dictionary words.

For example, given

s = "leetcode",

dict = ["leet", "code"].

Return true because "leetcode" can be segmented as "leet code".

## 解法

### 分析

 .递归法程序很简单，但是时间复杂度很高。

利用动态规划可解。

d[i][j]表示从i到j-1的串可用字典分割

### 程序

. class Solution {

public:

bool result[1000][1000];

bool wordBreak(string s, unordered\_set<string> &dict) {

int len = s.length();

for(int i=0;i<(len+1);i++){

for(int j=0;j<(len+1);j++){

result[i][j]=false;

}

}

for(int leng=1;leng<len+1;leng++){

for(int start=0;start<(len-leng+1);start++)

{

unordered\_set<string>::iterator iter;

iter = dict.find(s.substr(start,leng));

// printf("%s\n",s.substr(start,leng).c\_str());

if(iter!=dict.end())

{

result[start][leng]=true;

continue;

}

else{

for(int j=1;j<leng;j++){

// printf("%s\n",s.substr(start,j).c\_str());

// printf("%s\n",s.substr(start+j,leng-j).c\_str());

if(result[start][j]){

if(result[start+j][leng-j]){

result[start][leng]=true;

continue;

}

}

}

}

}

}

return result[0][len];

}

};

# Word Break II

## 题目

. Given a string s and a dictionary of words dict, add spaces in s to construct a sentence where each word is a valid dictionary word.

Return all such possible sentences.

For example, given

s = "catsanddog",

dict = ["cat", "cats", "and", "sand", "dog"].

A solution is ["cats and dog", "cat sand dog"].

## 解法

### 分析

 .

### 程序

. class Solution {

public:

static const int matrix\_size=200;

bool result\_exist[matrix\_size][matrix\_size];

set<string> result\_set[matrix\_size][matrix\_size];

bool result[matrix\_size][matrix\_size];

bool wordBreakEx(string s, unordered\_set<string> &dict) {

int len = s.length();

for(int i=0;i<(len+1);i++){

for(int j=0;j<(len+1);j++){

result[i][j]=false;

}

}

for(int leng=1;leng<len+1;leng++){

for(int start=0;start<(len-leng+1);start++)

{

unordered\_set<string>::iterator iter;

iter = dict.find(s.substr(start,leng));

// printf("%s\n",s.substr(start,leng).c\_str());

if(iter!=dict.end())

{

result[start][leng]=true;

continue;

}

else{

for(int j=1;j<leng;j++){

// printf("%s\n",s.substr(start,j).c\_str());

// printf("%s\n",s.substr(start+j,leng-j).c\_str());

if(result[start][j]){

if(result[start+j][leng-j]){

result[start][leng]=true;

continue;

}

}

}

}

}

}

return result[0][len];

}

vector<string> wordBreak(string s, unordered\_set<string> &dict) {

vector<string> result;

if(!wordBreakEx(s,dict))return result;

int len = s.length();

for(int i=0;i<(len+1);i++){

for(int j=0;j<(len+1);j++){

result\_exist[i][j]=false;

result\_set[i][j].clear();

}

}

for(int leng=1;leng<len+1;leng++){

for(int start=0;start<(len-leng+1);start++)

{

unordered\_set<string>::iterator iter;

iter = dict.find(s.substr(start,leng));

//printf("%s\n",s.substr(start,leng).c\_str());

if(iter!=dict.end())

{

result\_exist[start][leng]=true;

result\_set[start][leng].insert(s.substr(start,leng));

//continue;

}

{

for(int j=1;j<leng;j++){

//printf("%s\n",s.substr(start,j).c\_str());

//printf("%s\n",s.substr(start+j,leng-j).c\_str());

if(result\_exist[start][j]){

if(result\_exist[start+j][leng-j]){

result\_exist[start][leng]=true;

set<string>::iterator iter\_a;

set<string>::iterator iter\_b;

for(iter\_a = result\_set[start][j].begin();

iter\_a != result\_set[start][j].end();iter\_a++){

for(iter\_b = result\_set[start+j][leng-j].begin();

iter\_b != result\_set[start+j][leng-j].end();iter\_b++){

string c1;

c1 = (\*iter\_a) + " " + (\*iter\_b);

//printf("%s\n",c1.c\_str());

set<string>::iterator iter\_c;

iter\_c = result\_set[start][leng].find(c1);

if(iter\_c!=result\_set[start][leng].end()){

}

else{

result\_set[start][leng].insert(c1);

}

}

}

//continue;

}

}

}

}

}

}

//construct final result

set<string>::iterator it;

//vector<string> result;

for(it = result\_set[0][len].begin();it!=result\_set[0][len].end();it++){

string str(\*it);

result.push\_back(str);

}

return result;

}

};

# Linked List Cycle

## 题目

. Given a linked list, determine if it has a cycle in it.

Follow up:

Can you solve it without using extra space?

## 解法

### 分析

 .很老的面试题

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

bool hasCycle(ListNode \*head) {

bool result=false;

ListNode \*slow,\*fast;

slow=fast=head;

if(slow==NULL)return false;

for(;;){

fast = fast->next; if(fast==NULL)return false;

fast = fast->next; if(fast==NULL)return false;

slow = slow->next;

if(slow==fast) return true;

}

return result;

}

};

# Linked List Cycle II

## 题目

. Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

Follow up:

Can you solve it without using extra space?

## 解法

### 分析

 .用hash表查看指针是否出现过。但是需要额外空间。

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*detectCycle(ListNode \*head) {

if(head==NULL)return NULL;

ListNode \*curr;

map<ListNode\*,int> mMap;

curr=head;

while(curr!=NULL){

mMap.insert(pair<ListNode\*,int>(curr,0));

curr=curr->next;

if(curr==NULL){

mMap.clear();

return NULL;

}

map<ListNode\*,int>::iterator iter;

iter = mMap.find(curr);

if(iter!=mMap.end())

{

mMap.clear();

return curr;

}

}

return NULL;

}

};

# Reorder List

## 题目

. Given a singly linked list L: L0→L1→…→Ln-1→Ln,

reorder it to: L0→Ln→L1→Ln-1→L2→Ln-2→…

You must do this in-place without altering the nodes' values.

For example,

Given {1,2,3,4}, reorder it to {1,4,2,3}.

## 解法

### 分析

 .使用DeQ这个问题好像很简单.

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

struct DeQueueNode{

ListNode\* val;

DeQueueNode\* prev;

DeQueueNode\* next;

};

DeQueueNode\* mHead;

DeQueueNode\* mTail;

Solution():mHead(NULL), mTail(NULL){

}

~Solution(){

ClearInstance();

}

void ClearInstance(){

DeQueueNode\* tmp=mHead;

while(tmp!=NULL){

mHead=mHead->next;

free(tmp);

tmp=mHead;

}

}

void ConstructDeQueue(ListNode \*head){

if(head==NULL){

mHead=mTail=NULL;

return;

}

mHead = (DeQueueNode\*)malloc(sizeof(DeQueueNode));

mHead->val=head;

mHead->prev=NULL;

mHead->next=NULL;

mTail=mHead;

head=head->next;

DeQueueNode\* tmp;

while(head!=NULL){

tmp = (DeQueueNode\*)malloc(sizeof(DeQueueNode));

tmp->val = head;

tmp->next = NULL;

tmp->prev = mTail;

mTail->next = tmp;

mTail = tmp;

head=head->next;

}

return;

}

void reorderList(ListNode \*head) {

if(head==NULL)return;

ConstructDeQueue(head);

DeQueueNode\* lHead=mHead;

DeQueueNode\* lTail=mTail;

while(lHead!=lTail){

lHead->val->next=lTail->val;

lHead = lHead->next;

if(lHead==lTail){

lTail->val->next=NULL;

break;

}

lTail->val->next = lHead->val;

lTail = lTail->prev;

}

lTail->val->next=NULL;

ClearInstance();

}

};

# Binary Tree Preorder Traversal

## 题目

. Given a binary tree, return the preorder traversal of its nodes' values.

For example:

Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,2,3].

Note: Recursive solution is trivial, could you do it iteratively?

## 解法

### 分析

 .不准用递归。不过，用堆栈模拟即可。

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

struct StackNode{

TreeNode \* treeNode;

int state;//0, none; 1, left accessed; 2 both accessed;

};

vector<int> preorderTraversal(TreeNode \*root) {

vector<int> nodeList;

stack<StackNode\*> mStack;

if(root==NULL)return nodeList;

StackNode \*stackNode=(StackNode\*)malloc(sizeof(StackNode));

StackNode \*tmp;

stackNode->treeNode = root;

stackNode->state = 0;

mStack.push(stackNode);

while(!mStack.empty()){

tmp = mStack.top();

if(tmp->state==0)

{

nodeList.push\_back(tmp->treeNode->val);

if(tmp->treeNode->left!=NULL){

tmp->state=1;

stackNode = (StackNode\*)malloc(sizeof(StackNode));

stackNode->treeNode = tmp->treeNode->left;

stackNode->state = 0;

mStack.push(stackNode);

continue;

}

else if(tmp->treeNode->right!=NULL){

tmp->state=2;

stackNode = (StackNode\*)malloc(sizeof(StackNode));

stackNode->treeNode = tmp->treeNode->right;

stackNode->state = 0;

mStack.push(stackNode);

continue;

}

else{

mStack.pop();

free(tmp);

}

continue;

}

else if(tmp->state==1)

{

if(tmp->treeNode->right!=NULL){

tmp->state=2;

stackNode = (StackNode\*)malloc(sizeof(StackNode));

stackNode->treeNode = tmp->treeNode->right;

stackNode->state = 0;

mStack.push(stackNode);

continue;

}

else

{

mStack.pop();

free(tmp);

continue;

}

}

else if(tmp->state==2)

{

mStack.pop();

free(tmp);

}

}

return nodeList;

}

/\*

vector<int> preorderTraversal(TreeNode \*root) {

}\*/

};

# Binary Tree Postorder Traversal

## 题目

. Given a binary tree, return the postorder traversal of its nodes' values.

For example:

Given binary tree {1,#,2,3},

1

\

2

/

3

return [3,2,1].

Note: Recursive solution is trivial, could you do it iteratively?

## 解法

### 分析

 .同上一题

### 程序

. /\*\*

\* Definition for binary tree

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

class Solution {

public:

struct StackNode{

TreeNode \* treeNode;

int state;//0, none; 1, left accessed; 2 both accessed;

};

vector<int> postorderTraversal(TreeNode \*root) {

vector<int> nodeList;

stack<StackNode\*> mStack;

if(root==NULL)return nodeList;

StackNode \*stackNode=(StackNode\*)malloc(sizeof(StackNode));

StackNode \*tmp;

stackNode->treeNode = root;

stackNode->state = 0;

mStack.push(stackNode);

while(!mStack.empty()){

tmp = mStack.top();

if(tmp->state==2)

{

nodeList.push\_back(tmp->treeNode->val);

mStack.pop();

free(tmp);

continue;

}

else if(tmp->state==1)

{

if(tmp->treeNode->right!=NULL){

tmp->state=2;

stackNode = (StackNode\*)malloc(sizeof(StackNode));

stackNode->treeNode = tmp->treeNode->right;

stackNode->state = 0;

mStack.push(stackNode);

continue;

}

else

{

nodeList.push\_back(tmp->treeNode->val);

mStack.pop();

free(tmp);

continue;

}

}

else if(tmp->state==0)

{

if(tmp->treeNode->left!=NULL){

tmp->state=1;

stackNode = (StackNode\*)malloc(sizeof(StackNode));

stackNode->treeNode = tmp->treeNode->left;

stackNode->state = 0;

mStack.push(stackNode);

continue;

}

else if(tmp->treeNode->right!=NULL){

tmp->state=2;

stackNode = (StackNode\*)malloc(sizeof(StackNode));

stackNode->treeNode = tmp->treeNode->right;

stackNode->state = 0;

mStack.push(stackNode);

continue;

}

else

{

nodeList.push\_back(tmp->treeNode->val);

mStack.pop();

free(tmp);

continue;

}

}

}

return nodeList;

}

};

# LRU Cache

## 题目

. Design and implement a data structure for Least Recently Used (LRU) cache. It should support the following operations: get and set.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.

set(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.

## 解法

### 分析

 .算法上没有大的问题，主要就是结合堆和hash两种数据结构（这里的程序我用的是map，其实是红黑树，如果用hash应该更好）

### 程序

. class LRUCache{

public:

struct HeapNode {

int key;

int lastAccess;

};

struct MapBody {

int value;

int HeapIndex;

MapBody(int v, int i):value(v),HeapIndex(i){}

};

HeapNode\* mHeap;

int mHeapSize;

int mHeapCapacity;

map<int,struct MapBody> mMap;

int mCurrTime;

int exchangeHeapNode(int parent, int n\_id){

int tmp;

tmp = mHeap[parent].lastAccess;

mHeap[parent].lastAccess = mHeap[n\_id].lastAccess;

mHeap[n\_id].lastAccess = tmp;

tmp = mHeap[parent].key;

mHeap[parent].key = mHeap[n\_id].key;

mHeap[n\_id].key = tmp;

map<int ,struct MapBody >::iterator l\_it;

l\_it=mMap.find(mHeap[parent].key);

if(l\_it!=mMap.end())

{

l\_it->second.HeapIndex = parent;

}

l\_it=mMap.find(mHeap[n\_id].key);

if(l\_it!=mMap.end())

{

l\_it->second.HeapIndex = n\_id;

}

return 0;

}

int adjustHeapNodeUp(int n\_id)

{

if(n\_id==0)return 0;

int parent =(int)((n\_id-1)/2);

int child = n\_id;

if(mHeap[n\_id].lastAccess < mHeap[parent].lastAccess)

{

exchangeHeapNode(parent, child);

adjustHeapNodeUp(parent);

return 0;

}

return 0;

}

int adjustHeapNodeDown(int n\_id)

{

int l\_child, r\_child;

l\_child = n\_id\*2 + 1;

r\_child = n\_id\*2 + 2;

if(l\_child >= mHeapSize) return 0;

int parent, child;

parent = child = -1;

if(r\_child >= mHeapSize)

{

if(mHeap[n\_id].lastAccess>mHeap[l\_child].lastAccess)

{

parent = n\_id;

child = l\_child;

}

}

else

{

if(

(mHeap[n\_id].lastAccess<mHeap[l\_child].lastAccess)

&&

(mHeap[n\_id].lastAccess<mHeap[r\_child].lastAccess)

)

{

}

else if(

(mHeap[n\_id].lastAccess<mHeap[l\_child].lastAccess)

&&

(mHeap[n\_id].lastAccess>mHeap[r\_child].lastAccess)

)

{

parent = n\_id;

child = r\_child;

}

else if(

(mHeap[n\_id].lastAccess>mHeap[l\_child].lastAccess)

&&

(mHeap[n\_id].lastAccess<mHeap[r\_child].lastAccess)

)

{

parent = n\_id;

child = l\_child;

}

else

{

if(mHeap[l\_child].lastAccess<mHeap[r\_child].lastAccess)

{

parent = n\_id;

child = l\_child;

}

else

{

parent = n\_id;

child = r\_child;

}

}

}

if(child>=0){

exchangeHeapNode(parent, child);

adjustHeapNodeDown(child);

}

return 0;

}

int insertHeapNode(int key, int lastAccess, int value) //

{

if( mHeapSize < mHeapCapacity ){

mHeap[mHeapSize].key = key;

mHeap[mHeapSize].lastAccess = lastAccess;

struct MapBody mapBody(value,mHeapSize);

mapBody.HeapIndex = mHeapSize;

mapBody.value = value;

mMap.insert(pair<int,struct MapBody>(key,mapBody));

mHeapSize++;

adjustHeapNodeUp(mHeapSize-1);

}

else

{

//Heap is FULL, the latest key must be cleared

// map<int ,struct MapBody >::iterator l\_it;

// l\_it=mMap.find(mHeap[0].key);

// if(l\_it!=mMap.end())

// {

// mMap.erase(l\_it);

// }

mMap.erase(mHeap[0].key);

mHeap[0].key = key;

mHeap[0].lastAccess = lastAccess;

struct MapBody mapBody(value,0);

mMap.insert(pair<int,struct MapBody>(key,mapBody));

adjustHeapNodeDown(0);

}

return 0;

}

int updateHeapNode(int n\_id, int key, int lastAccess) //

{

if(mHeap[n\_id].key != key) return 0;

mHeap[n\_id].lastAccess = lastAccess;

adjustHeapNodeDown(n\_id);

return 0;

}

LRUCache(int capacity):

mHeapSize(0),

mHeapCapacity(capacity),

mCurrTime(1)

{

mHeap = (HeapNode\*)malloc(sizeof(HeapNode)\*capacity);

mMap.clear();

}

~LRUCache(){

mMap.clear();

free(mHeap);

}

int get(int key) {

mCurrTime++;

map<int ,struct MapBody >::iterator l\_it;

l\_it=mMap.find(key);

if(l\_it!=mMap.end())

{

updateHeapNode(l\_it->second.HeapIndex, key, mCurrTime);

return l\_it->second.value;

}

return -1;

}

void set(int key, int value) {

mCurrTime++;

map<int ,struct MapBody >::iterator l\_it;

l\_it=mMap.find(key);

if(l\_it!=mMap.end())

{

l\_it->second.value = value;

updateHeapNode(l\_it->second.HeapIndex, key, mCurrTime);

return;

}

insertHeapNode(key, mCurrTime, value);

return;

}

};

# Insertion Sort List

## 题目

. Sort a linked list using insertion sort.

## 解法

### 分析

 .插入排序排序一个链表。算法无难度

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

struct ListNodeEx {

ListNode\* node;

ListNodeEx \*prev;

ListNodeEx \*next;

};

ListNode \*insertionSortList(ListNode \*head) {

if(head==NULL) return head;

ListNode \*origin = head;

ListNodeEx \*last, \*curr;

last=(ListNodeEx \*)malloc(sizeof(ListNodeEx \*));

last->prev = NULL;

last->next = NULL;

last->node = head;

head = head->next;

while(head!=NULL){

curr=(ListNodeEx \*)malloc(sizeof(ListNodeEx \*));

curr->prev = last;

curr->next = NULL;

curr->node = head;

ListNodeEx \*search=curr;

while(search->prev!=NULL&&(search->prev->node->val>search->node->val)){

int tmp = search->node->val;

search->node->val = search->prev->node->val;

search->prev->node->val = tmp;

search = search->prev;

}

last = curr;

head = head->next;

}

curr = last;

while(curr!=NULL){

last = curr->prev;

free((void\*)curr);

curr=last;

}

return origin;

}

};

# Sort List

## 题目

. Sort a linked list in O(n log n) time using constant space complexity.

## 解法

### 分析

 .快排序

### 程序

. /\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*partition(ListNode \*head,ListNode \*tail, int mid){

if(head==NULL) return NULL;

if(head->next==NULL) return head;

ListNode \*begin,\*end,\*previous;

int tmp;

begin=end=head;

previous=NULL;

while(end!=tail){

if(end->val<mid){

if(begin!=end){

tmp=end->val;

end->val=begin->val;

begin->val=tmp;

}

previous=begin;

begin=begin->next;

}

end=end->next;

}

return previous;

}

void part\_sort(ListNode \*head,ListNode \*tail){

if(head==NULL) return;

if(head==tail) return;

if(head->next==tail) return;

int mid = head->val;

ListNode\* mid\_node;

mid\_node = partition(head->next, tail, mid);

if(mid\_node==NULL)

{

part\_sort(head->next, tail);

}

else

{

head->val = mid\_node->val;

mid\_node->val = mid;

part\_sort(head, mid\_node);

part\_sort(mid\_node->next,tail);

}

}

ListNode\* countSort(ListNode\* head)

{

int min,max,gap;

min=max=head->val;

ListNode\* tmp=head;

ListNode\* one\_min;

while(tmp!=NULL)

{

if(tmp->val>max)

max=tmp->val;

else if(tmp->val<min)

{

one\_min = tmp;

min=tmp->val;

}

tmp=tmp->next;

}

if((max-min)>1000)return NULL;

one\_min->val=head->val;

head->val=min;

gap=max-min+1;

ListNode\* counter[gap];

ListNode\* tail[gap];

for(int i=0;i<gap;i++)

counter[i]=NULL;

ListNode\* iter=head->next;

int index;

while(iter!=NULL)

{

tmp=iter->next;

index = iter->val-min;

if(counter[index]==NULL)tail[index]=iter;

iter->next=counter[index];

counter[index] = iter;

iter=tmp;

}

ListNode \*last,\*first;

last=first=NULL;

int i;

for(i=0;i<gap;i++)

{

if(counter[i]!=NULL)

{

first = counter[i];

last = tail[i];

i++;

break;

}

}

for(;i<gap;i++)

{

if(counter[i]!=NULL)

{

last->next = counter[i];

last = tail[i];

}

}

head->next = first;

return head;

}

ListNode \*sortList(ListNode \*head) {

if(head==NULL)return NULL;

ListNode\* result=countSort(head);

if(result!=NULL){

head = result;

return head;

}

part\_sort(head, NULL);

return head;

}

};

# Evaluate Reverse Polish Notation

## 题目

. Evaluate the value of an arithmetic expression in Reverse Polish Notation.

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

Some examples:

["2", "1", "+", "3", "\*"] -> ((2 + 1) \* 3) -> 9

["4", "13", "5", "/", "+"] -> (4 + (13 / 5)) -> 6

## 解法

### 分析

 .很简单的堆栈应用

### 程序

. class Solution {

public:

int evalRPN(vector<string> &tokens) {

stack<int> mstack;

vector<string>::iterator iter;

try

{

for(iter=tokens.begin();iter!=tokens.end();iter++)

{

if(\*iter=="+"){

int a,b;

a = mstack.top();

mstack.pop();

b = mstack.top();

mstack.pop();

mstack.push(b+a);

}

else if(\*iter=="-")

{

int a,b;

a=mstack.top();

mstack.pop();

b=mstack.top();

mstack.pop();

mstack.push(b-a);

}

else if(\*iter=="\*")

{

int a,b;

a=mstack.top();

mstack.pop();

b=mstack.top();

mstack.pop();

mstack.push(b\*a);

} //

else if(\*iter=="/")

{

int a,b;

a=mstack.top();

mstack.pop();

b=mstack.top();

mstack.pop();

mstack.push(b/a);

}

else

{

mstack.push(atoi(iter->c\_str()));

}

}

}

catch(int i)

{

}

return mstack.top();

}

};

附录 未完成题目

# Valid Number

## 题目

.. Validate if a given string is numeric.

Some examples:

"0" => true

" 0.1 " => true

"abc" => false

"1 a" => false

"2e10" => true

Note: It is intended for the problem statement to be ambiguous. You should gather all requirements up front before implementing one.

## 解法

### 分析

 ..

### 程序

..

# Palindrome Partitioning II

## 题目

. Given a string s, partition s such that every substring of the partition is a palindrome.

Return the minimum cuts needed for a palindrome partitioning of s.

For example, given s = "aab",

Return 1 since the palindrome partitioning ["aa","b"] could be produced using 1 cut.

## 解法

### 分析

 .

### 程序

.

# Max Points on a Line

## 题目

. Given n points on a 2D plane, find the maximum number of points that lie on the same straight line.

## 解法

### 分析

 .

### 程序

.

# Reverse Words in a String

## 题目

. Given an input string, reverse the string word by word.

For example,

Given s = "the sky is blue",

return "blue is sky the".

## 解法

### 分析

 .

### 程序

.