**Chat App ( source : as a programmer )**

Install react :

Create vite@latest -> react -> js -> npm I -> npm run dev

Server :

Root : npm inti 🡪 this will generate a package.json file

Root : npm I express dotenv bcryptjs cookie-parser jsonwebtoken mongoose socket.io

Then create a server file inside the backend folder .

And update package.json

"server": "nodemon backend/server.js",

Then create server using express

In schema poperty enum : [“male” , “female”] 🡸 these value only come in this key from the forntend

//index :  
problem : instead of doing this

app.get('/api/auth/login' , (req ,res)=>{

  res.send("Home page")

})

app.get('/api/auth/signup' , (req ,res)=>{

  res.send("Home page")

})

app.get('/api/auth/logout' , (req ,res)=>{

  res.send("Home page")

})

**Solve :**

Create a new file : authRoute.js

import  express  from "express";

const router = express.Router();

router.get("/login" , (req ,res)=>{

    res.send("login page")

});

router.get("/signup" , (req ,res)=>{

    res.send("signup page")

});

*export* default router;

**add this in index.js :**

if url is this : /api/auth/login

starting are same , for check the endpoint , middleware is run and go to authRoutes file and check if any routes is present that match the endpoint then it will execute .

import authRoutes from './routes.js/authRoutes.js';

app.use('/api/auth' , authRoutes);

Problem : **why we write a big line of code in one route this is showing messay ?**

instead of doing the whole process in the routes file :

router.get("/login", (req , res)=>{ // assume that in one route if there is big line of code . it see massy

    res.send("signup page ")

    console.log("signup user");

}  );

router.get("/login", (req , res)=>{

    res.send("signup page ")

    console.log("signup user");

}  );

router.get("/login", (req , res)=>{

    res.send("signup page ")

    console.log("signup user");

}  );

**To solve this we create a controller file :**

*//authController.js*

*export* const login = (req , res)=>{ these are controllers

    res.send("login page ")

    console.log("login user");

}

*export* const signup = (req , res)=>{

    res.send("signup page ")

    console.log("signup user");

}

*export* const logout = (req , res)=>{

    res.send("logout page ")

    console.log("logout user");

}

// authRoutes.js

import  express  from "express";

import { login, logout, signup } from "../controllers/authController.js";

const router = express.Router();

router.get("/login", login );

router.get("/signup" , signup);

router.get("/logout" , logout);

*export* default router;

**now create folder that is use to connect from the mongodb :**

import mongoose from "mongoose";

const connectToMongoDB = *async*()=>{

    try{

        await mongoose.connect(process.env.MONGO\_DB\_URL);

        console.log("Connected to mongodb");

    }catch(err){

            console.log("Error in  Connecting to mongodb" , err.message);

    }

}

*export* default connectToMongoDB;

**//index.js**

app.listen(port , ()=>{

    console.log(`Server is running on port ${port}`);

    connectToMongoDB(); 🡸

})

mongodb+srv://ajaykushwaha626162:182460328@cluster0.49ae5ay.mongodb.net/**chat-app-db**?retryWrites=true&w=majority&appName=Cluster0

this is the name of database default is test.

**Now we create a userModel :**

**//userModel js**

import mongoose from "mongoose";

const userSchema = new mongoose.Schema({

    fullname : {

        type : String,

        required : true

    },

    username : {

        type : String,

        required : true,

        unique : true

    },

    password : {

        type : String,

        required : true,

        minlength : 6

    },

    gender : {

        type : String ,

        required : true,

        enum : ['male' , 'female']

    },

    profilePic:{

        type : String ,

        default : ""

    }

});

const userModel = new mongoose.model("User" ,userSchema);

*export* default userModel;

**//signupController.js**

*export* const signup = *async*(req , res)=>{

    try{

        const {fullname , username , password , confirmPassword , gender} = req.body; // req.body is work when we add **app.use(express.json()) in the index.file**

        if(password !== confirmPassword){

            return res.status(400).json({error : "Passwords don't match.."})

        }

        const user = await userModel.findOne({username});

        if(user){

            return res.status(400).json({error : "User already exist.."})

        }

//https://avatar-placeholder.iran.liara.run 🡺 to create a unique avatar

        const boyProfilePic = `https://avatar.iran.liara.run/public/boy?username=${username}`;

        const girlProfilePic = `https://avatar.iran.liara.run/public/girl?username=${username}`;

        const newUser = new userModel({ // this will return a obj that is including object\_id

            fullname ,

            username ,

            password ,

             gender,

             profilePic : gender == 'male' ? boyProfilePic : girlProfilePic

        });

        await newUser.save(); // save this model object

        res.status(201).json({ // response

                \_id : newUser.\_id,

                fullname : newUser.fullname,

                username : newUser.username,

                profilePic : newUser.profilePic

            })

    }catch(err){

        console.log("Error in  signup contoller" , err.message);

        res.status(500).json({error : "Internal server error.."})

    }

}

**Secure the password by converting them into hash code :**

For this we need a package that is npm I **bcrpytjs.**

**bcrypt has three methods :**

1. bcrypt.genSalt( 10 <value> );

2. bcrypt.hash(password , value return by genSalt);

3. bcrypt.compare(password , hashCode Password); //it is use to compare the password and input password. Because we save the password in the hashcodes so first parmater is convert into hashcode and after that it will compare and return boolean.

*// hashpasswod code here*

        const salt = await bcrypt.genSalt(10); 🡸

        const hashpassword = await bcrypt.hash(password , salt); 🡸

        const newUser = new userModel({

            fullname ,

            username ,

            password :hashpassword, 🡸

             gender,

             profilePic : gender == 'male' ? boyProfilePic : girlProfilePic

        });

**Geneate token and setCookie :**import jwt from 'jsonwebtoken';

const geneateTokenAndSetCookie = (userId , res)=>{

*// generate token*

        const token = jwt.sign({userId} , process.env.JWT\_SECRET ,{

            expiresIn : '15d',

        })

*//set cookie*

        res.cookie("jwt" <cookie name> , token <cookie value > , {

            maxAge : 15\*24\*60\*60\*1000, // max age of cookie in ms

            httpOnly : true,

            sameSite :'strict',

            secure : process.env.NODE\_ENV !=="development"

        });

}

*export* default geneateTokenAndSetCookie;

**// call in signup controller**

  geneateTokenAndSetCookie(newUser , res);

**Login api :**

**bcrypt.compare(password , user.password);** it is use to compare the password and input password.

Because we save the password in the hashcodes so first parmater is convert into hashcode and after that it will compare and return boolean.

import userModel from "../models/userModel.js";

import bcrypt from 'bcryptjs';

import geneateTokenAndSetCookie from "../utils/generateToken.js";

*export* const login = *async*(req , res)=>{

   const {username , password} = req.body;

   const user = await userModel.findOne({username}); //find user

   const isPasswordCorrect = await bcrypt.compare(password , user?.password || “”); // compare input pass and user password

   if(!user || !isPasswordCorrect){

        return res.status(400).json({error : "invalid username or password!"})

   }

   geneateTokenAndSetCookie(user.\_id , res);

   res.status(200).json({

    \_id :user.\_id,

    fullname :user.fullname,

    username :user.username,

    profilePic :user.profilePic

   })

}

**Logout api :**

*export* const logout = (req , res)=>{

    try{

        res.cookie("jwt" ,"",{maxAge : 0}); // we set the cookie age to 0 means delete ( 1para : cookie name 2para:cookie value 3para : properties)

        res.status(200).json({message : "Logout Successfully"});

    }catch(err){

        console.log("Error in  login contoller" , err.message);

        res.status(500).json({error : "Internal server error.."})

    }

};

Message Model :

import mongoose from "mongoose";

const messageSchema = new mongoose.Schema({

   senderId : {

     type : mongoose.Schema.Types.ObjectId ,

     ref : User , *// this is collection name*

     required : true

   },

   receiverId : {

    type : mongoose.Schema.Types.ObjectId ,

    ref : User , *// this is collection name*

    required : true

   },

   message : {

    type :String,

    required : true

   }

//createdAt

// updatedAt

} ,

{timestamps : true} *// this  is second parameter of schema function it is add two field in obj that is “created At” and “updated At” that is contain time stemps.*

);

const messageModel = new mongoose.model("Message" , messageSchema);

*export* default messageModel;

**Conversation Model :**

import mongoose from "mongoose";

const conversationSchema  = new mongoose.Schema({

    participants : [{

        type : mongoose.Schema.Types.ObjectId,

        ref : 'User'

    }] ,

    messages : [

        {

            type : mongoose.Schema.Types.ObjectId,

            ref : 'Message',

            default :[]

        }

    ]

} , {timestamps : true});

const conversationModel = new mongoose.model('Conversation' , conversationSchema);

*export* default conversationModel;

**Send message api :**

//Server.js

Create a new route :

import cookieParser from 'cookie-parser'; // using this we can interact with cookies

app.use(cookieParser()); *// write this before routers  it is use to interact with cookies*

app.use('/api/message' , messageRoutes);

//messageRoutes.js

In this protectRoute is middleware that is use to confirm that the sender is valid or not .

If the creadential are valid then it will go in the sendmessage function .

import express from 'express';

import { sendMessage } from '../controllers/messageController.js';

import protectRoute from '../middleware/protectRoute.js';

const router = express.Router();

router.post('/send/:id' ,protectRoute ,sendMessage); // id is receverId

*export* default router;

//protectRoute.js

In this “.select("-password") “ means remove the password field from the obj that you are rerturning.

import jwt from 'jsonwebtoken';

import userModel from '../models/userModel.js';

const protectRoute = *async*(req , res , next)=>{

    try{

            const token = req.cookies.jwt; *// to use this import cookie parser*

            if(!token){

                return res.status(401).json({error : "unauthorized - No token provided"});

            }

            const decoded = jwt.verify(token ,process.env.JWT\_SECRET);*// it return true if this tokoen is created by this jwt secreate , this will return  userId that we  assign at the time of  token creation in generateToken.js*

            if(!decoded){

                return res.status(401).json({error : "unauthorized - invalid token"});

            }

            const user = await userModel.findById(decoded.userId).select("-password"); *// - means remove that from the obj*

            if(!user){

                return res.status(404).json({error : "User not found"});

            }

            req.user = user; *// we add the user in the request  so we can get that user in the next fuction parameter*

            next(); *// go to the next function*

    }catch(err){

        console.log('Error in protectRoute Middleware');

        res.status(500).josn({error : "Internal server error"})

    }

}

*export* default protectRoute;

// sendMessage form message controller

import conversationModel from "../models/conversationModel.js";

import messageModel from "../models/messageModel.js";

*export* const  sendMessage = *async*(req , res)=>{

    try {

        const {message} = req.body;

        const {id:receiverId} = req.params; *// rename id to reciverId  using :*

        const senderId = req.user.\_id; *// we can now use this because be add the user in the req by using middleware(protectRoute)*

        let conversation = await conversationModel.findOne({

            participants :{$all : [senderId , receiverId]}

        });

        if(!conversation){

            conversation = await conversationModel.create({

                participants : [senderId , receiverId]

            })

        }

        const newMessage = new messageModel({

            senderId,

            receiverId ,

            message

        });

        if(newMessage){

            await conversation.messages.push(newMessage.\_id);

        }

*//await newMessage.save();*

*//await  conversation.save();  // there is a problem  it will  wait for previous work complete*

*//!    or write in promise way*

        await Promise.all([newMessage.save() , conversation.save()]); *//using this this will run in parallel*

        res.status(200).json(newMessage);

    } catch (error) {

        res.status(500).json({error : "Internal server error"});

        console.log("Error in  sendMessage Controller" ,error.message);

    }

}

**//getMessage api :**

First create a new route in message routes.

*//get message route*

router.get('/:id' ,protectRoute ,getMessage); *//here the id is second person id with we chat*

then create a getMessage in message controller .

*export* const getMessage = *async*(req , res)=>{

    try{

        const {id:userToChatId} = req.params;

        const senderId = req.user.\_id; // this is from the protect route

        const conversation = await conversationModel.findOne({

            participants : {$all : [senderId , userToChatId]}

        }).populate("messages"); // populate to populate the objectId of mongodb

        if(!conversation) return res.status(200).json([]); // if no conversation return blank array

        const messages = conversation.messages; //extrect the messages only

        res.status(200).json(messages);

    }catch(err){

            console.log("Error in getMessage Controller" , err.message);

            res.status(500).json({error : "Internal server error"});

    }

}

Get all users instead of us :

Create a new path : in server.js

app.use('/api/users' , usersRoutes); *// for get all the users insted of us*

Create a new route : in usersRoute.js

*//get all users insted of us*

router.get('/' , protectRoute , getUsersForSidebar);

Create a new contoller : in usersController.js

In this **$ne** means : not equal

*export* const getUsersForSidebar = *async*(req , res)=>{

    try{

        const loggedInUserId = req.user.\_id;

        const filterdUsers = await userModel.find({\_id : {$ne : loggedInUserId}})

        .select("-password"); // give user instead of us and remove password

        res.status(200).json(filterdUsers);

    }catch(err){

        console.log("Error in getAllUsersForSidebar Controller" , err.message);

        res.status(500).json({error : "Internal server error"});

    }

}

**FrontEnd Part is Started :**

**Tailwind installation for vite :**

Search : tailwindcss vite install

Click on first link

Copy this and run in frontend : **npm install -D tailwindcss postcss autoprefixer 🡪** this is for package installtion

**npx tailwindcss init –p 🡪** this is create 2 files 1.) tailwind.config.js 2.)postcss.config.js

copy index.css template and remove all the previous css and paste in index.css .

**For prebuild component we are using daisy ui website :**

Go in install and copy and install in frontend : **npm i -D daisyui@latest**

Copy plugins and paste into tailwind.config.js

**And again run the project**

**For better suggestions of tailwind install a extention :** tailwind css intelisense

Now all set…….

**For icon we use : react-icon**

1.) Search react icon

2.) click github link

3.) copy npm : npm install react-icons –save

Now all set …

To change the port of vite project :

Add server key in vite.config.js

import { defineConfig } from 'vite'

import react from '@vitejs/plugin-react'

*// https://vitejs.dev/config/*

*export* default defineConfig({

  plugins: [react()],

  server : {

    port : 3000

  }

})

**Now we install :**

React-router-dom for routing

For notification : search react-hot-toast

**Npm I react-hot-toast**

Import in the top component like app.jsx

 import {Toaster} from 'react-hot-toast';

<Toaster/>

To show the notifiaction : toast.error(<message>); // from anywhere in the project

If CORS error is coming :

Add proxy filed in vite.config.js and paste server port

*export* default defineConfig({

  plugins: [react()],

  server : {

    port : 3000,

    proxy : {

      "/api" : {

        target : "http://localhost:8000"

      }

    }

  }

})

Then

If we are fecthing data like this :

fetch('http://localhost:8000/api/auth/signup');

chanege to this :

fetch('/api/auth/signup') ;

CORS is like a prefix that add that target url in the fetching url .

Now the problem is solved..

**Signup fuctionalities:**

For this we create a custom hook : for custom hook file extenstion always .js not the .JSX because this hook return value not the jsx code.

const useSignup = ()=>{ // this is a hook

      const [loading , setLoading] = useState(true);

    const signup = *async*({fullname , username , password , confirmPassword , gender})=>{

        const success =  handleInputErrors({fullname , username , password , confirmPassword , gender});

        if(!success) return;

        setLoading(true);

        try{

           const res = await fetch('/api/auth/signup' , {

            method : 'POST' ,

            headers : {"content-type" : "application/json"},

            body : JSON.stringify({fullname , username , password , confirmPassword , gender})

           });

           const data = await res.json();

           console.log(data);

        }catch(error){

            toast.error(error.message);

        }finally{

            setLoading(false);

        }

    }

    return {loading , signup};

}

function handleInputErrors({fullname , username , password , confirmPassword , gender}){

         if(!fullname || !username || !password || !confirmPassword || !gender){

            toast.error("Please fill in all fields");

            return false;

         }

         if(password !== confirmPassword){

            toast.error('Passwords do not match');

            return false;

         }

         if(password.length < 6){

            toast.error('Password must be atleast 6 characters');

            return false;

         }

         return true;

}

*export* default useSignup;

//use this hook in Signup.jsx

const {loading , signup} = useSignup();

   const handleSubmit = *async*(e)=>{

    e.preventDefault();

       await signup(inputs); *// this is from useSignup hook*

   };
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*Automatic naviagate on logged or alredy loggedin :*

To do this we are using useContext and local.storage

We create a context : AuthContext.jsx

import { createContext, useContext, useState } from "react";

*export* const AuthContext = createContext(); // create a context

*export* const useAuthContext = ()=>{

    return useContext(AuthContext);

}

*export* const  AuthContextProvider = ({children})=>{ // for wrapp all the componnet we create a function . children props gets all the child component of the wrpper

    const [authUser , setAuthUser] = useState(JSON.parse(localStorage.getItem("chat-user")) || null); // parse for convert into obj

        return <AuthContext.Provider *value*={{authUser ,setAuthUser}}> // pass the value so each child can use this values

            {children}

        </AuthContext.Provider>

};

// useSignup.js

*//set user in local storge*

           localStorage.setItem("chat-user" , JSON.stringify(data)); // set data into local storage

*//context*

           setAuthUser(data); // set data into context

// to use this context value : we wrapp top componet with the provider function. Now each child can use the context value

 <AuthContextProvider>

    <App />

    </AuthContextProvider>

// use

import { useAuthContext } from './context/AuthContext'

function App() {

     const {authUser} = useAuthContext(); // import context values

  return (

    <>

    <div *className*='p-4 h-screen flex justify-center items-center'>

      <Routes>

        <Route *path*="/" *element*={authUser ? <Home/> : <Navigate *to*="/login"/>}/>

        <Route *path*="/login" *element*={authUser ? <Navigate *to*="/"/> : <Login/>}/>

        <Route *path*="/signup" *element*={authUser ? <Navigate *to*="/"/> : <SignUp/> }/>

      </Routes>

      <Toaster/>

    </div>

    </>

  )

}

// logout   
first we create a custom hook. useLogout.js

import { useState } from "react";

import { useAuthContext } from "../context/AuthContext";

const useLogout = ()=>{

    const [loading , setLoading] = useState(false);

    const {setAuthUser} = useAuthContext();

    const logout = *async*()=>{

        setLoading(true);

        try{

            const res = await fetch("/api/auth/logout" , {

                method : "POST",

                headers : {'Content-Type' : 'application/json'}

            });

            const data = res.json();

            if(data.error){

                throw new Error(data.error);

            }

            localStorage.removeItem("chat-user"); // remove data from LS

            setAuthUser(null);

        }catch(error){

        }finally{

            setLoading(false);

        }

    }

    return {loading , logout};

}

*export* default useLogout;

//use this on logout btn click

function Logout() {

  const {loading , logout} = useLogout();

  return (

    <div *className*='mt-auto'>

      {!loading ? ( // here we know the use of loading . show the loader until the hook’s work is not completed

        <BiLogOut *className*='w-6 h-6 text-white cursor-pointer'

*onClick*={logout}

        />

      ):(

          <span *className*='loading loading-spinner'></span> // loader when the loading state is false

      )}

    </div>

  )

}

**Get conversation users :**

For this we create a hook : useGetCoversations.js

import { useEffect, useState } from "react"

import toast from "react-hot-toast";

const useGetConversations = () => {

  const [loading , setLoading ] = useState(false);

  const [conversations ,SetConversations] = useState([]);

  useEffect(() => {

  const getConversations = *async*()=>{

    setLoading(true);

    try {

        const res = await fetch('/api/users');

        const data = await res.json();

        if(data.error){

            throw new Error(data.error);

        }

        SetConversations(data);

    } catch (error) {

        toast.error(error.message);

    }finally{

        setLoading(false);

    }

  }

  getConversations();

  }, [])

  return {loading ,conversations};

}

*export* default useGetConversations

//use this in coversations.jsx

function Conversations() {

   const {loading , conversations}= useGetConversations(); // use there

  return (

    <div *className*='py-2 flex flex-col overflow-auto'>

      {conversations.map((conversation , idx)=>{

          return <Conversation

*key*={conversation.\_id}

*conversation*={conversation}

*emoji*={getRandomEmoji()}

*lastIdx*={idx == conversations.length-1}

          />

      })}

     {loading ? <span *className*='loading loading-spinner'></span> : null}

    </div>

  )

}

To get the selected convesation we use a libaray :

**ZUSTAND**  this is use to create a global state

To install visit : <https://docs.pmnd.rs/zustand/getting-started/introduction>

Copy : npm I zustand

Then create a function that is like global state :

import {create} from 'zustand'; // import this

const useConversation = create((set)=>({

   selectedConversation : null ,

   setSelectedConversation : (selectedConversation)=> set({selectedConversation}), //make sure that both name are same , green is data that we pass when we use this funcion and gary is key of this obj in which set the passed data

   message : [],

   setMessage : (message)=> set({message})

}));

*export* default useConversation;

now we can use this state’s value anywhere .

// Conversation.jsx

* First we use this to change the bg of selected chat user

import useConversation from '../../zustand/useConversation'

function Conversation({conversation , emoji , lastIdx}) {

    const {selectedConversation , setSelectedConversation} = useConversation(); // use here ZUSTAND

    const isSelected = selectedConversation?.\_id === conversation.\_id;

  return (

    <>

    <div *className*={`flex gap-2 items-center hover:bg-sky-500 rounded p-2 py-1 cursor-pointer

    ${ isSelected && 'bg-sky-500'}`}

*onClick*={()=>setSelectedConversation(conversation)} // update the values

    >

* Second we use this to show the chat when a user is selected

import useConversation from '../../zustand/useConversation';

function MessageContainer() {

  const {selectedConversation , setSelectedConversation} = useConversation(); // use here ZUSTAND

  useEffect(()=>{ *// to reset the state of selected conversation*

*// run on component unmount*

    return ()=>{

      setSelectedConversation(null);

    }

  }, [setSelectedConversation])

  return (

    <div *className*='md:min-w-[450px] flex flex-col'>

      {

         !selectedConversation ? (<NoChatSelected/>) :

         (<>

         <div *className*='bg-slate-500 px-2 py-2 mb-2 '>

         <span *className*='label-text'>To:</span><span *className*="text-gray-900 font-bold"> {selectedConversation.fullname}</span>

       </div>

         <Messages/>

        <MessageInput/>

        </>)

    }

    </div>

  )

}
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Today we create send message functionalites :

For this we create a hook that is : useSendMessage.js

import { useState } from "react"

import useConversation from "../zustand/useConversation";

import toast from 'react-hot-toast';

const useSendMessage = () => {

    const [loading , setLoading ] = useState(false);

    const {messages ,setMessages ,selectedConversation} = useConversation(); // 🡸 we need two things 1. Current selected user 2. Where we set the message in frontend

    const sendMessage = *async*(message)=>{ // we create a function

            setLoading(true);

            try{

                const res = await fetch(`/api/message/send/${selectedConversation.\_id}` , { // create a req

                    method : 'POST' ,

                    headers : {'Content-Type' : 'application/json'},

                    body : JSON.stringify({message})

                });

                const data = await res.json();

                if(data.error) throw new Error(data.error);

                setMessages([...messages , data]); // set the message in the messages array

            }catch(error){

                toast.error(error.message);

            }finally{

                    setLoading(false);

            }

    }

    return {loading , sendMessage}; // return the function

}

*export* default useSendMessage

we use that hook in the messageInput.jsx

function MessageInput() {

  const [message , setMessage] = useState("");

  const { loading , sendMessage } = useSendMessage(); // here we use

  const handleSubmit=*async*(e)=>{

    e.preventDefault();

      if(!message) return;

      await sendMessage(message); // call the function make sure that await is include because be call to hook function it takes some time

      setMessage("");

  }

Get message functionalities :

First we create a hook : useGetMessage.jsx

import {useEffect, useState} from 'react';

import toast from 'react-hot-toast';

import useConversation from '../zustand/useConversation.js'

const useGetMessages = ()=>{

   const [loading , setLoading] = useState(false);

   const {messages , setMessages , selectedConversation } = useConversation(); 🡸

   useEffect(()=>{

    const getMessage = *async*()=>{ // create a funcition

        setLoading(true);

        try{

            const res = await fetch(`/api/message/${selectedConversation.\_id}`); // create a req

            const data = await res.json();

            if(data.error) throw new Error(data.error);

            setMessages(data); // set into messages array

        }catch(error){

            toast.error(error.message);

        }finally{

            setLoading(false);

        }

    }

    if(selectedConversation?.\_id) getMessage(); // this will run when a conversation is selected

   } ,[selectedConversation?.\_id , setMessages]) // It is run on every conversation change

   return {loading , messages}; // now return a array not a function

}

Use this hook in the Messages.jsx

import React , {useRef , useEffect}from 'react'

import Message from './Message'

import useGetMessages from '../../hooks/useGetMessages'

import MessageSkeleton from '../skeleton/MessageSkeleton'

import ReactScrollToBottom from 'react-scroll-to-bottom'

function Messages() {

  const {loading , messages} = useGetMessages(); 🡸 here use

*// this is for scroll to bottom : for this we  create a div and take their reference using useRef*

  const lastMessageRef = useRef(); //4. for scroll to bottom when a new msg or chat select

  useEffect(()=>{

    setTimeout(()=>{

      lastMessageRef.current?.scrollIntoView({behavior : "smooth"}); // 5 . and apply a method that take evey msg into viewing state

    } , 100)

  } , [messages]);

*// this is for scroll to bottom*

  return (

   <div *className*='px-4 flex-1 overflow-auto pb-3'>

      {!loading && messages.length>0 &&  messages.map((message)=>

      <div *key*={message.\_id} *ref*={lastMessageRef}> //for take a reference of msg we create a div and take there reference

      <Message  *message*={message}/> // 3. Send one msg data to Message.jsx

      </div>

      )}

      {!loading && messages.length===0 && (

        <p *className*='text-center'>Send a message to start the conversation</p> //2. Set a default msg when there is no conversation

        )}

      {loading && [...Array(3)].map((\_ , idx)=> <MessageSkeleton *key*={idx}/>)} // 1. Create a loading skeleton until the msg is not fetched

   </div>

  )

}

*export* default Messages

then we update a msg according to there msg : Message.jsx

import {useAuthContext} from '../../context/AuthContext'

import useConversation from '../../zustand/useConversation';

import { extractTime }  from '../../utils/extractTime.js';

function Message({message}) {

  const {authUser} = useAuthContext(); // for current login user

  const {selectedConversation} = useConversation(); // selected user

  const fromMe = authUser.\_id === message.senderId; // this msg is send by me or not

  const chatClassname = fromMe ? 'chat-end' : 'chat-start'; // change class on user type (sender or reciver)

  const profilePic = fromMe ? authUser.profilePic : selectedConversation.profilePic; // change dp on user type (sender or reciver)

  const bubbleBgColor = fromMe && 'bg-blue-500'; // change bg of msg on user type (sender or reciver)

  const formatedTime = extractTime(message.createdAt); *// to convert into normal time*

  return (

    <div *className*={`chat ${chatClassname}`}>

    <div *className*='chat-image avatar'>

        <div *className*='w-10 rounded-full'>

           <img *src*={profilePic} />

        </div>

    </div>

    <div *className*={`chat-bubble text-white ${bubbleBgColor}`}>{message.message}</div>

    <div *className*='chat-footer opacity-50 text-xs flex gap-1 items-center'>{formatedTime}</div>

    </div>

  )

}

We create a function to format the time of mongodb(createdAt) to normal time :

*// this is copy from github*

*export* function extractTime(dateString) {

    const date = new Date(dateString);

    const hours = padZero(date.getHours());

    const minutes = padZero(date.getMinutes());

    return `${hours}:${minutes}`;

}

*// Helper function to pad single-digit numbers with a leading zero*

function padZero(number) {

    return number.toString().padStart(2, "0");

}

And use this function into Message.jsx that is written on above of this function .
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Implement socket.io for realtime communication :

How we can implemet a soket server :

![](data:image/png;base64,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)

**Backend**

Install : npm I socket.io in backend

First we create a file :soket.js

And create a soket.io server that contain http server that is made by express.

import {Server} from 'socket.io'; 🡨 need server

import http from 'http'; 🡨 need http

import  express  from 'express'; 🡨 need express

const app = express();

const server = http.createServer(app); 🡨 now we create a http server

const io = new Server(server , { 🡨 now we pass the http server to the socket server

and this obj for handle cors error

    cors : {

        origin : ["http://localhost:3000"], 🡨 the front end url

        methods : ['GET' , 'POST'] 🡨 methods that we use in the frontend

    }

});

io.on("connection" ,(socket)=>{ 🡨 this is run when a connection

  console.log("new user connected " , socket.id);

    socket.on("disconnect" , ()=>{ 🡨 for detect the connection

 console.log("user disconnected " , socket.id);

    })

})

*export* {app , io , server}; // export these methods

after that make sure the server is listening on http server(here is server that is made by http ) .

**Frontend**

For client side install : npm I socket.io-client

For provide the values to all the components we create a context that is SocketContext.jsx

import { createContext, useContext, useEffect, useState } from "react";

import io from 'socket.io-client'; 🡸 import io from soket.io-client

import {useAuthContext} from './AuthContext';

 const SocketContext = createContext(); 🡨 create a context

*export*  const useSocketContext=()=>{

    return useContext(SocketContext);

 }

*export* const SocketContextProvider = ({children})=>{

    const [socket ,setSoket] = useState(null);

    const [onlineUsers , setOnlineUser] = useState();

    const {authUser} = useAuthContext();

    useEffect(()=>{

        if(authUser){ 🡨 if user then create a socket

            const socket = io('http://localhost:8000' , { 🡨 this soket we get in the server

                query : { 🡨 pass the data to the server on socket created

                    userId : authUser.\_id

                }

            });

            setSoket(socket);

            return ()=> socket.close(); 🡨 close socket on unmount

        }else{

            if(socket){

                socket.close(); 🡨 if already a soket then close

                setSoket(null);

            }

        }

    } , [authUser])

    return <SocketContext.Provider *value*={{socket , onlineUsers}}>

       {children}

    </SocketContext.Provider>

}

And wrapp the app with this provider function.

If the socket connection is successful we get socket.id in the server console which we console.log().

Now we create a functionality for online users status:

//socket.js (server side)

import {Server} from 'socket.io';

import http from 'http';

import  express  from 'express';

const app = express();

const server = http.createServer(app);

const io = new Server(server , {

    cors : {

        origin : ["http://localhost:3000"],

        methods : ['GET' , 'POST']

    }

});

const userSocketMap = {}; *// it contain userId : socketId 🡸 1. We create a obj that contains all the current socket*

io.on("connection" ,(socket)=>{

    const userId = socket.handshake.query.userId; *// using this we can get the data that we pass from the client side 🡸 3. We get the userId that is pass from the frontend*

    if(userId !== 'undefined') userSocketMap[userId] = socket.id; 🡸 4. And add this in the obj that we create

*//io.emit() is used to send the events to all the connected clients*

    io.emit("getOnlineUsers" , Object.keys(userSocketMap)); 🡸 5. To send that data to the fronend we emit a event

*//socket.on() is used to listen to the events . can be used both client and server side*

    socket.on("disconnect" , ()=>{

        console.log("user disconnected " , socket.id);

        delete userSocketMap[userId]; 🡸 6. If the user is disconnect then we have to remove that id from the obj that store online users id

        io.emit('getOnlineUsers' , Object.keys(userSocketMap)); 🡸 7. Then again send updated data to client side

    })

})

*export* {app , io , server};

//SocketContext.jsx (client )

import { createContext, useContext, useEffect, useState } from "react";

import io from 'socket.io-client';

import {useAuthContext} from './AuthContext';

 const SocketContext = createContext();

*export*  const useSocketContext=()=>{

    return useContext(SocketContext);

 }

*export* const SocketContextProvider = ({children})=>{

    const [socket ,setSoket] = useState(null);

    const [onlineUsers , setOnlineUser] = useState();

    const {authUser} = useAuthContext();

    useEffect(()=>{

        if(authUser){

            const socket = io('http://localhost:8000' , {

                query : { 🡸2. on server create we pass the userId of current authuser to the backend

                    userId : authUser.\_id

                }

            });

            setSoket(socket);

*//socket.on() is used to listen to the events . can be used both client and server side*

            socket.on("getOnlineUsers" , (users)=>{ 🡸 8. To get that value we use socket.on() and pass the event name and callback fun take that values

                setOnlineUser(users); 🡸 9. and save that user in the frontend side

            })

            return ()=> socket.close();

        }else{

            if(socket){

                socket.close();

                setSoket(null);

            }

        }

    } , [authUser])

    return <SocketContext.Provider *value*={{socket , onlineUsers}}>

       {children}

    </SocketContext.Provider>

}

//To implement in the ui :

import useConversation from '../../zustand/useConversation'

import { useSocketContext } from '../../context/SocketContext';

function Conversation({conversation , emoji , lastIdx}) {

    const {selectedConversation , setSelectedConversation} = useConversation();

    const {onlineUsers } = useSocketContext(); 🡸 10. Get the onlineUsers using context

    const isOnline = onlineUsers.includes(conversation.\_id); 🡸11. Return true if this conversation id is present in the online users obj .

  return (

    <>

    <div *className*={`flex gap-2 items-center hover:bg-sky-500 rounded p-2 py-1 cursor-pointer

    ${ isSelected && 'bg-sky-500'}`}

*onClick*={()=>setSelectedConversation(conversation)}

    >

    <div *className*={`avatar ${isOnline ? "online" : ''}`}> 🡸 12 . use that boolean value

        <div *className*="w-12 rounded-full">

            <img *src*={conversation.profilePic}/>

        </div>

   </div>

   <div *className*='flex flex-col flex-1 '>

    <div *className*='flex gap-3 justify-between'>

        <p *className*='font-bold text-gray-200'>{conversation.fullname}</p>

        <span *className*='text-xl'>{emoji}</span>

    </div>

   </div>

  </div>

    {!lastIdx && <div *className*='divider my-0 py-0 h-1'/>}

    </>)

}

*export* default Conversation

now the functionality is created ……

Realtime message functionalities :

Socket.js(server side )

import {Server} from 'socket.io';

import http from 'http';

import  express  from 'express';

const app = express();

const server = http.createServer(app);

const io = new Server(server , {

    cors : {

        origin : ["http://localhost:3000"],

        methods : ['GET' , 'POST']

    }

});

const userSocketMap = {}; *// it contain userId : socketId*

*export* const getReceiverSoketId = (receiverId)=>{ 🡸 1. For this we create a function that return the socket id of the reciever

    return userSocketMap[receiverId];

}

io.on("connection" ,(socket)=>{

    console.log("new user connected " , socket.id);

*//socket.on() is used to listen to the events . can be used both client and server side*

    socket.on("disconnect" , ()=>{

    })

})

*export* {app , io , server};

use this function in the messageController.js(server side)

*export* const  sendMessage = *async*(req , res)=>{

    try {

        const {message} = req.body;

        const {id:receiverId} = req.params; *// rename id to reciverId  using :*

        const senderId = req.user.\_id; *// we can now use this because be add the user in the req by using middleware(protectRoute)*

        let conversation = await conversationModel.findOne({

            participants :{$all : [senderId , receiverId]}

        });

        if(!conversation){

            conversation = await conversationModel.create({

                participants : [senderId , receiverId]

            })

        }

        const newMessage = new messageModel({

            senderId,

            receiverId ,

            message

        });

        if(newMessage){

            await conversation.messages.push(newMessage.\_id);

        }

*//await newMessage.save();*

*//await  conversation.save();  // there is a problem  it will  wait for previous work complete*

*//!    or write in promise way*

        await Promise.all([newMessage.save() , conversation.save()]); *//using this this will run in parallel*

*// socket.io functionality is here*

        const receiverSocketId = getReceiverSoketId(receiverId); 🡸 2.use that function and pass recever id in this

        if(receiverSocketId){

*// io.to(<soket\_id>).emit() is use to send event to a specific client*

            io.to(receiverSocketId).emit("newMessage" , newMessage); 🡸 3. If receverSocketid then emit a event only those specific user

        }

        res.status(200).json(newMessage);

    } catch (error) {

        res.status(500).json({error : "Internal server error"});

        console.log("Error in  sendMessage Controller" ,error.message);

    }

}

Fronend :-- now create a hook – useListenMessage.js

import { useSocketContext } from "../context/SocketContext"

import useConversation from '../zustand/useConversation.js'

const useListenMessage = () => {

     const {socket}  = useSocketContext();

     const {messages , setMessages}  = useConversation();

     useEffect(()=>{

        socket?.on("newMessage" , (newMessage)=>{ 🡸 4. to get that new message we use socket.on() and pass that event name ans callback fun get that values

            setMessages([...messages , newMessage]); 🡸 5. add that new message to the messages array

        });

        return ()=> socket.off("newMessage");

     },[socket , messages , setMessages]);

}

*export* default useListenMessage

and use this function in the messages.jsx

function Messages() {

  const {loading , messages} = useGetMessages();

  useListenMessage(); 🡸 6. Use there

now the functionalitiy is completed ….

Shake new msg feature :

Add animation css in index.js(client )

.shake {

    animation: shake 0.82s cubic-bezier(0.36, 0.07, 0.19, 0.97) 0.2s both;

    transform: translate3d(0, 0, 0);

    backface-visibility: hidden;

    perspective: 1000px;

}

@keyframes shake {

    10%, 90% {transform: translate3d(-1px, 0, 0);}

20%,80% {transform: translate3d(2px, 0, 0);

30%,50%,70% {transform: translate3d(-4px, 0, 0);}

40%,60% {transform: translate3d(4px, 0, 0); }

}

//useListenMessage.js(client)

import { useSocketContext } from "../context/SocketContext"

import useConversation from '../zustand/useConversation.js'

const useListenMessage = () => {

     const {socket}  = useSocketContext();

     const {messages , setMessages}  = useConversation();

     useEffect(()=>{

        socket?.on("newMessage" , (newMessage)=>{

            newMessage.shouldShake = true; 🡸 1. we add a property in the new message

            setMessages([...messages , newMessage]); 🡸 2. add that msg in the msg array

        });

        return ()=> socket.off("newMessage");

     },[socket , messages , setMessages]);

}

*export* default useListenMessage

//messages.jsx

import React from 'react'

import {useAuthContext} from '../../context/AuthContext'

import useConversation from '../../zustand/useConversation';

import { extractTime }  from '../../utils/extractTime.js';

function Message({message}) {

  const shakeClass = message.shouldShake ? "shake" : ''; 🡸3. check that property

  return (

    <div *className*={`chat ${chatClassname}`}>

    <div *className*='chat-image avatar'>

        <div *className*='w-10 rounded-full'>

           <img *src*={profilePic} />

        </div>

    </div>

    <div *className*={`chat-bubble break-words text-white ${bubbleBgColor} ${shakeClass} 🡸 4. use here

`}>{message.message}</div>

    <div *className*='chat-footer opacity-50 text-xs flex gap-1 items-center'>{formatedTime}</div>

    </div>

  )

}

*export* default Message;

feature Completed ….

Add sound on new msg feature :

For this we save a audio file in the assets .

import notificatioSound from '../assets/sound/notification.mp3'; 🡸1. import that file

const useListenMessage = () => {

     const {socket}  = useSocketContext();

     const {messages , setMessages}  = useConversation();

     useEffect(()=>{

        socket?.on("newMessage" , (newMessage)=>{

            newMessage.shouldShake = true;

            const sound = new Audio(notificatioSound); 🡸 2. Use the Audio function

            sound.play(); 🡸 3. And play the sound

            setMessages([...messages , newMessage]);

        });

        return ()=> socket.off("newMessage"); 🡸 4. make sure that soket is off after every ring

     },[socket , messages , setMessages]);

}

*export* default useListenMessage

feature completed ………..