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library(ggdag)

##   
## Attaching package: 'ggdag'

## The following object is masked from 'package:stats':  
##   
## filter

library(ggplot2)  
library(VGAM)

## Loading required package: stats4

## Loading required package: splines

library(ggExtra)  
library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.3 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ lubridate 1.9.3 ✔ tibble 3.2.1  
## ✔ purrr 1.0.2 ✔ tidyr 1.3.0

## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks ggdag::filter(), stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(gridExtra)

##   
## Attaching package: 'gridExtra'  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine

library(lme4)

## Loading required package: Matrix  
##   
## Attaching package: 'Matrix'  
##   
## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

library(lmerTest)

##   
## Attaching package: 'lmerTest'  
##   
## The following object is masked from 'package:lme4':  
##   
## lmer  
##   
## The following object is masked from 'package:stats':  
##   
## step

pipe.example <- dagify(Y~Z,  
 Z~X,  
 labels = c(  
 "X" = "Cause",  
 "Y" = "Effect",  
 "Z" = "Confound"  
 )  
 )  
ggdag(pipe.example, text=FALSE, use\_labels = "label")
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Let’s imagine we have the following situation.

pipe.example <- dagify(Y~Z,  
 Z~X,  
 labels = c(  
 "X" = "Wealth of \n parents",  
 "Y" = "Measure of intelligence",  
 "Z" = "School one \n attends"  
 )  
 )  
ggdag(pipe.example, text=FALSE, use\_labels = "label")
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We can get something like a wealth distribution by simulating a pareto distribution. We can use the rpareto function in the VGAM package.

num\_individuals <- 1000  
alpha <- 1.5 #how unequal they are going to be  
wealth\_distribution <- rpareto(num\_individuals, shape=alpha)  
df <- data.frame(Wealth = wealth\_distribution)  
ggplot(df, aes(x = Wealth)) +  
 geom\_histogram(bins = 30, fill = "skyblue", color = "black", alpha = 0.7) +  
 labs(title = "Unequal Wealth Distribution Simulation",  
 x = "Wealth",  
 y = "Frequency") +  
 theme\_minimal()
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x1 <- 0.7  
x2 <- 0.2  
yearly\_income\_of\_parents <- wealth\_distribution\*40000  
school\_attended\_quality <- yearly\_income\_of\_parents\*x1 + rnorm(n=1000, m=0, sd=4000)  
test\_taking\_ability <- school\_attended\_quality\*x2 + rnorm(n=1000, m=0, sd=30000)

test\_score <- (test\_taking\_ability - min(test\_taking\_ability)) / (max(test\_taking\_ability) - min(test\_taking\_ability))   
test\_score <- (test\_score \* 1600)+400  
SAT <- numeric(length(test\_score))  
# Loop through each element in the original vector  
for (i in seq\_along(test\_score)) {  
 # Check if the value is above 1600  
 if (test\_score[i] > 1600) {  
 # If yes, set it to 1600  
 SAT[i] <- 1600  
 } else {  
 # If no, keep the original value  
 SAT[i] <- test\_score[i]  
 }  
}  
hist(SAT)
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df <- data.frame(wealth = yearly\_income\_of\_parents,  
 school = school\_attended\_quality,  
 SAT = SAT)  
  
summary(lm(SAT~wealth, data = df))

##   
## Call:  
## lm(formula = SAT ~ wealth, data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -266.753 -62.155 4.677 58.224 260.412   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.474e+02 3.353e+00 193.10 <2e-16 \*\*\*  
## wealth 4.143e-04 1.578e-05 26.25 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 90.38 on 998 degrees of freedom  
## Multiple R-squared: 0.4085, Adjusted R-squared: 0.4079   
## F-statistic: 689.1 on 1 and 998 DF, p-value: < 2.2e-16

summary(lm(SAT~wealth+school, data = df))

##   
## Call:  
## lm(formula = SAT ~ wealth + school, data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -266.759 -62.145 4.679 58.144 260.311   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 6.474e+02 3.355e+00 192.983 <2e-16 \*\*\*  
## wealth 4.276e-04 5.139e-04 0.832 0.406   
## school -1.899e-05 7.337e-04 -0.026 0.979   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 90.42 on 997 degrees of freedom  
## Multiple R-squared: 0.4085, Adjusted R-squared: 0.4073   
## F-statistic: 344.2 on 2 and 997 DF, p-value: < 2.2e-16

Okay, do we conclude from this that wealth is not a causal factor in our SAT scores? More appropriately, do we conclude that changing the wealth distribution will have an impact on general SAT scores? We couldn’t conclude that, because we blocked the causal chain from wealth to SAT scores.

## Multilevel models

### Conceptual introduction

Here is out linear model

e <- rnorm(m=0, sd=4, n=2000)  
x <- rnorm(m=10, sd=5, n= 2000)  
a <- 10  
b <- 5  
y <- a + b \* x + e  
d <- data.frame(x, e)  
  
plot\_x <- ggplot(d, aes(x=x))+  
 geom\_density(linetype="solid", fill="lightblue", color="darkblue")  
  
plot\_e <- ggplot(d, aes(x=e))+  
 geom\_density(linetype="solid",fill="lightblue", color="darkblue")  
  
grid.arrange(plot\_x, plot\_e, ncol=2)
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In this model we have two random variables.

### Multilevel model

a <- rnorm(m=10, sd=2, n=2000)  
b <- rnorm(m=10, sd=2, n= 2000)  
plot\_a <- ggplot(d, aes(x=a))+  
 geom\_density(linetype="solid", fill="pink", color="red")  
  
plot\_b <- ggplot(d, aes(x=b))+  
 geom\_density(linetype="solid", fill="pink", color="red")  
  
grid.arrange(plot\_a, plot\_b, plot\_x, plot\_e, ncol=2)
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x <- seq(1, 3, by=0.1 )  
a1 <- 10  
a2 <- 20  
a3 <- 30  
b1 <- 10  
b2 <- 10  
b3 <- 10  
y1 <- a1 + x\*b1  
d1 <- data.frame(y=y1,x)  
y2 <- a2 + x\*b2  
d2 <- data.frame(y=y2,x)  
y3 <- a3 + x\*b3  
d3 <- data.frame(y=y3,x)  
d1$group = "1"  
d2$group = "2"  
d3$group = "3"  
d <- rbind(d1,d2,d3)   
plot\_01 <- ggplot(d, aes(x=x, y=y, shape=group))+  
 geom\_smooth(method=lm, se=FALSE, fullrange=TRUE,  
 aes(color=group))  
  
x <- seq(1, 3, by=0.1 )  
a1 <- 10  
a2 <- 10  
a3 <- 10  
b1 <- 10  
b2 <- 20  
b3 <- -10  
y1 <- a1 + x\*b1  
d1 <- data.frame(y=y1,x)  
y2 <- a2 + x\*b2  
d2 <- data.frame(y=y2,x)  
y3 <- a3 + x\*b3  
d3 <- data.frame(y=y3,x)  
d1$group = "1"  
d2$group = "2"  
d3$group = "3"  
d <- rbind(d1,d2,d3)   
plot\_02 <- ggplot(d, aes(x=x, y=y, shape=group))+  
 geom\_smooth(method=lm, se=FALSE, fullrange=TRUE,  
 aes(color=group))  
  
x <- seq(1, 3, by=0.1 )  
a1 <- 10  
a2 <- 10  
a3 <- 30  
b1 <- 10  
b2 <- 20  
b3 <- -10  
y1 <- a1 + x\*b1  
d1 <- data.frame(y=y1,x)  
y2 <- a2 + x\*b2  
d2 <- data.frame(y=y2,x)  
y3 <- a3 + x\*b3  
d3 <- data.frame(y=y3,x)  
d1$group = "1"  
d2$group = "2"  
d3$group = "3"  
d <- rbind(d1,d2,d3)   
plot\_03 <- ggplot(d, aes(x=x, y=y, shape=group))+  
 geom\_smooth(method=lm, se=FALSE, fullrange=TRUE,  
 aes(color=group))  
  
grid.arrange(plot\_01, plot\_02, plot\_03, nrow=3)

## `geom\_smooth()` using formula = 'y ~ x'  
## `geom\_smooth()` using formula = 'y ~ x'  
## `geom\_smooth()` using formula = 'y ~ x'
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## Simulated example

set.seed(200)  
  
## School 1  
N1 <- round(runif(1,10,120))  
N <- N1   
grades <- runif(N,0,10)  
training <- rbinom(N,1,(0.2+grades/20))  
gender <- rbinom(N,1,0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training +b3\*gender+rnorm(N, sd=1)  
school1 <- data.frame(Grades =grades,  
 Training = training,   
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0,1),  
 labels = c("M", "F")))

# School 2  
N2 <- round(runif(1,10,120))   
N <- N2  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school2 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
N3 <- round(runif(1,10,120))  
N <- N3  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school3 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
  
N4 <- round(runif(1,10,120))  
N <- N4  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school4 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
  
  
N5 <- round(runif(1,10,120))  
N <- N5  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school5 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
  
N6 <- round(runif(1,10,120))  
N <- N6  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school6 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
N7 <- round(runif(1,10,120))  
N <- N7  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school7 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
N8 <- round(runif(1,10,120))  
N <- N8  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- rnorm(1,2,0.5)  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school8 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
N9 <- 300  
N <- N9  
grades <- runif(N, 0, 10)  
training <- rbinom(N, 1, (0.2+grades/20))  
gender <- rbinom(N, 1, 0.5)  
b1 <- rnorm(1,2,0.5)  
b2 <- -1.5  
b3 <- rnorm(1,0,2)  
a <- rnorm(1,5,2)  
aptitude <- a + b1\*grades + b2\*training + b3\*gender + rnorm(N, sd= 1)   
school9 <- data.frame(Grades = grades,  
 Training = training,  
 Aptitude = aptitude,  
 Gender = factor(gender, levels=c(0, 1),  
 labels=c("M", "F")))  
  
data <- rbind(school1,school2,school3,school4,school5,school6,school7,school8,school9)

data <- rbind(school1,school2,school3,school4,school5,school6,school7,school8,school9)  
  
data$School <- c(rep(1, N1), rep(2, N2), rep(3, N3), rep(4, N4), rep(5, N5), rep(6, N6), rep(7, N7), rep(8, N8), rep(9, N9))

##Plotting  
library(ggplot2)

plot.grades.apt <-ggplot(data = data, aes(x = Grades, y = Aptitude, group=School))+   
 facet\_wrap( ~ School, ncol=3)+   
 geom\_point(aes(colour = School))+   
 geom\_smooth(method = "lm", se = TRUE, aes(colour = School))+   
 xlab("Grades")+ylab("Aptitude")+   
 theme(legend.position = "none")   
plot.grades.apt

## `geom\_smooth()` using formula = 'y ~ x'
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plot.gender.apt <- ggplot(data, aes(x=Gender, y=Aptitude, group=Gender)) +   
 facet\_wrap( ~ School, ncol=3)+  
 geom\_boxplot(aes(fill=Gender))  
  
plot.gender.apt

![](data:image/png;base64,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)

mod.9 <- lm(Aptitude~Gender, data=school9)  
summary(mod.9)

##   
## Call:  
## lm(formula = Aptitude ~ Gender, data = school9)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -11.6096 -5.6993 -0.1237 5.2906 12.6406   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 13.3573 0.4853 27.52 <2e-16 \*\*\*  
## GenderF 0.6887 0.7029 0.98 0.328   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 6.081 on 298 degrees of freedom  
## Multiple R-squared: 0.003211, Adjusted R-squared: -0.0001338   
## F-statistic: 0.96 on 1 and 298 DF, p-value: 0.328

## all pooled  
M1.pooling <- lm(Aptitude~Training+Grades+Gender, data=data)  
summary(M1.pooling)

##   
## Call:  
## lm(formula = Aptitude ~ Training + Grades + Gender, data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -7.0726 -1.5955 -0.2555 1.0650 10.5648   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 4.31022 0.23985 17.971 < 2e-16 \*\*\*  
## Training 0.38766 0.22023 1.760 0.078813 .   
## Grades 1.96354 0.03889 50.483 < 2e-16 \*\*\*  
## GenderF -0.78851 0.20878 -3.777 0.000173 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.7 on 669 degrees of freedom  
## Multiple R-squared: 0.8134, Adjusted R-squared: 0.8126   
## F-statistic: 972 on 3 and 669 DF, p-value: < 2.2e-16

M1.nopooling <- lm(Aptitude~Training\*as.factor(School)+Grades+Gender, data=data)  
summary(M1.nopooling)

##   
## Call:  
## lm(formula = Aptitude ~ Training \* as.factor(School) + Grades +   
## Gender, data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.8581 -0.9808 -0.0501 0.9373 5.4153   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.60371 0.26213 6.118 1.63e-09 \*\*\*  
## Training 0.32985 0.37789 0.873 0.38306   
## as.factor(School)2 0.12195 0.47372 0.257 0.79693   
## as.factor(School)3 1.65296 0.36754 4.497 8.14e-06 \*\*\*  
## as.factor(School)4 3.00195 0.59074 5.082 4.89e-07 \*\*\*  
## as.factor(School)5 1.92047 0.31065 6.182 1.11e-09 \*\*\*  
## as.factor(School)6 7.50979 0.45193 16.617 < 2e-16 \*\*\*  
## as.factor(School)7 2.06768 0.44210 4.677 3.54e-06 \*\*\*  
## as.factor(School)8 7.42753 0.62648 11.856 < 2e-16 \*\*\*  
## as.factor(School)9 3.07538 0.26889 11.437 < 2e-16 \*\*\*  
## Grades 2.00206 0.02254 88.806 < 2e-16 \*\*\*  
## GenderF -0.71158 0.11996 -5.932 4.85e-09 \*\*\*  
## Training:as.factor(School)2 -0.45907 0.69988 -0.656 0.51210   
## Training:as.factor(School)3 -0.76998 0.55545 -1.386 0.16615   
## Training:as.factor(School)4 2.83892 0.94810 2.994 0.00285 \*\*   
## Training:as.factor(School)5 0.84539 0.47182 1.792 0.07364 .   
## Training:as.factor(School)6 1.26892 0.62503 2.030 0.04274 \*   
## Training:as.factor(School)7 1.86873 0.63304 2.952 0.00327 \*\*   
## Training:as.factor(School)8 3.59232 0.82955 4.330 1.72e-05 \*\*\*  
## Training:as.factor(School)9 -1.63250 0.41403 -3.943 8.92e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.528 on 653 degrees of freedom  
## Multiple R-squared: 0.9417, Adjusted R-squared: 0.94   
## F-statistic: 555 on 19 and 653 DF, p-value: < 2.2e-16

M0 <- lmer(Aptitude~1 +(1|School)+Grades, data=data)  
  
M1 <- lmer(Aptitude~Training + (1|School)+Grades, data=data )   
M2 <- lmer(Aptitude ~Training + (1+Training|School)+Grades, data=data)  
  
summary(M2)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: Aptitude ~ Training + (1 + Training | School) + Grades  
## Data: data  
##   
## REML criterion at convergence: 2580.4  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -3.4110 -0.5672 -0.0466 0.5983 3.7479   
##   
## Random effects:  
## Groups Name Variance Std.Dev. Corr  
## School (Intercept) 7.494 2.737   
## Training 2.727 1.651 0.61  
## Residual 2.454 1.567   
## Number of obs: 673, groups: School, 9  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 4.29763 0.92697 8.09347 4.636 0.00162 \*\*   
## Training 0.96485 0.57773 7.69060 1.670 0.13497   
## Grades 2.00529 0.02306 659.68284 86.976 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr) Tranng  
## Training 0.548   
## Grades -0.115 -0.049

anova(M1,M2,M0)

## refitting model(s) with ML (instead of REML)

## Data: data  
## Models:  
## M0: Aptitude ~ 1 + (1 | School) + Grades  
## M1: Aptitude ~ Training + (1 | School) + Grades  
## M2: Aptitude ~ Training + (1 + Training | School) + Grades  
## npar AIC BIC logLik deviance Chisq Df Pr(>Chisq)   
## M0 4 2684.6 2702.6 -1338.3 2676.6   
## M1 5 2686.5 2709.1 -1338.2 2676.5 0.0551 1 0.8145   
## M2 7 2590.7 2622.2 -1288.3 2576.7 99.8455 2 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

M0 <- lmer(Aptitude~1+(1|School), data=data)  
M1.nopooling <- lm(Aptitude~Gender\*Training+as.factor(School), data=data)  
summary(M1.nopooling)

##   
## Call:  
## lm(formula = Aptitude ~ Gender \* Training + as.factor(School),   
## data = data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -13.6615 -4.0825 -0.1717 4.2698 13.9034   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 10.5227 0.7483 14.063 < 2e-16 \*\*\*  
## GenderF -2.0561 0.6016 -3.418 0.000670 \*\*\*  
## Training 2.5255 0.6032 4.187 3.21e-05 \*\*\*  
## as.factor(School)2 -0.1428 1.2579 -0.114 0.909649   
## as.factor(School)3 2.0709 0.9965 2.078 0.038080 \*   
## as.factor(School)4 4.6962 1.6728 2.807 0.005141 \*\*   
## as.factor(School)5 2.9466 0.8452 3.487 0.000522 \*\*\*  
## as.factor(School)6 7.0749 1.1045 6.405 2.85e-10 \*\*\*  
## as.factor(School)7 4.3805 1.1414 3.838 0.000136 \*\*\*  
## as.factor(School)8 11.3559 1.4690 7.730 4.01e-14 \*\*\*  
## as.factor(School)9 2.3610 0.7402 3.190 0.001491 \*\*   
## GenderF:Training 2.2031 0.8626 2.554 0.010871 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5.53 on 661 degrees of freedom  
## Multiple R-squared: 0.2264, Adjusted R-squared: 0.2135   
## F-statistic: 17.59 on 11 and 661 DF, p-value: < 2.2e-16

M1 <- lmer(Aptitude~Gender+(1+Gender|School), data=data)  
summary(M1)

## Linear mixed model fit by REML. t-tests use Satterthwaite's method [  
## lmerModLmerTest]  
## Formula: Aptitude ~ Gender + (1 + Gender | School)  
## Data: data  
##   
## REML criterion at convergence: 4298.2  
##   
## Scaled residuals:   
## Min 1Q Median 3Q Max   
## -2.04878 -0.79974 0.00018 0.78144 2.21685   
##   
## Random effects:  
## Groups Name Variance Std.Dev. Corr  
## School (Intercept) 7.310 2.704   
## GenderF 4.385 2.094 0.56  
## Residual 33.443 5.783   
## Number of obs: 673, groups: School, 9  
##   
## Fixed effects:  
## Estimate Std. Error df t value Pr(>|t|)   
## (Intercept) 15.4677 0.9909 6.3088 15.61 2.81e-06 \*\*\*  
## GenderF -0.6881 0.8939 6.3630 -0.77 0.469   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Correlation of Fixed Effects:  
## (Intr)  
## GenderF 0.236