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## R Markdown

This is an R Markdown document. Markdown is a simple formatting syntax for authoring HTML, PDF, and MS Word documents. For more details on using R Markdown see <http://rmarkdown.rstudio.com>.

When you click the **Knit** button a document will be generated that includes both content as well as the output of any embedded R code chunks within the document. You can embed an R code chunk like this:

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 4.2.3

library(coinmarketcapr)

## Warning: package 'coinmarketcapr' was built under R version 4.2.3

library(purrr)  
library(ggthemes)  
  
# Set API key for CoinMarketCap  
apikey <- "ed1842ab-58c3-4cc1-a11c-8b3fa6e10b80"  
coinmarketcapr::setup(apikey)  
  
# Get top 20 cryptocurrencies by market cap  
crypto\_list <- get\_crypto\_listings(limit = 20)  
  
# Calculate market dominance percentages for the top 3 cryptocurrencies  
top3\_dominance <- crypto\_list %>%   
 slice(1:3) %>%   
 mutate(market\_cap\_percentage = USD\_market\_cap\_dominance / sum(USD\_market\_cap\_dominance) \* 100) %>%   
 select(symbol, market\_cap\_percentage)  
  
# Calculate market dominance percentages for all other cryptocurrencies  
others\_dominance <- crypto\_list %>%   
 slice(4:n()) %>%   
 summarize(market\_cap\_percentage = sum(USD\_market\_cap\_dominance) / sum(crypto\_list$USD\_market\_cap\_dominance) \* 100) %>%   
 mutate(symbol = "Others")  
  
# Combine the top 3 and "Others" data  
market\_dominance <- bind\_rows(top3\_dominance, others\_dominance)  
  
# Create a pie chart of the market dominance data  
ggplot(market\_dominance, aes(x = "", y = market\_cap\_percentage, fill = symbol)) +  
 geom\_bar(stat = "identity", width = 1, color = "white", size = 0.5) +  
 coord\_polar(theta = "y") +  
 theme\_void() +  
 scale\_fill\_manual(values = c("#F7931A", "darkblue", "darkred", "darkgreen")) +  
 labs(title = "Market Dominance of Cryptocurrencies",  
 fill = "Cryptocurrency",  
 x = NULL,  
 y = NULL) +  
 geom\_text(aes(label = paste(round(market\_cap\_percentage, 1), "%")),   
 position = position\_stack(vjust = 0.5),   
 color = "white", size = 3, fontface = "italic")

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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## Including Plots

You can also embed plots, for example:

# Load crypto2 library  
library(crypto2)  
  
  
  
# Get historical data for BTC, ETH, DOGE and XRP  
#coins <- c("BTC", "ETH", "DOGE", "XRP")  
coins <- crypto\_list(only\_active=TRUE) |> filter(symbol %in% c("BTC", "ETH", "XRP", "DOGE"))  
coin\_hist <- crypto\_history(coins, limit=4, start\_date="20220101", end\_date="20230331", finalWait=FALSE) #15months

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

coin\_hist$date <- as.Date(coin\_hist$timestamp)  
  
  
  
# View data  
head(coin\_hist)

## # A tibble: 6 × 17  
## timestamp id slug name symbol ref\_cur open high low  
## <dttm> <int> <chr> <chr> <chr> <chr> <dbl> <dbl> <dbl>  
## 1 2022-01-01 23:59:59 1 bitcoin Bitcoin BTC USD 46312. 47827. 46288.  
## 2 2022-01-02 23:59:59 1 bitcoin Bitcoin BTC USD 47681. 47881. 46857.  
## 3 2022-01-03 23:59:59 1 bitcoin Bitcoin BTC USD 47344. 47511. 45836.  
## 4 2022-01-04 23:59:59 1 bitcoin Bitcoin BTC USD 46459. 47407. 45752.  
## 5 2022-01-05 23:59:59 1 bitcoin Bitcoin BTC USD 45899. 46929. 42798.  
## 6 2022-01-06 23:59:59 1 bitcoin Bitcoin BTC USD 43566. 43749. 42646.  
## # ℹ 8 more variables: close <dbl>, volume <dbl>, market\_cap <dbl>,  
## # time\_open <dttm>, time\_close <dttm>, time\_high <dttm>, time\_low <dttm>,  
## # date <date>

Note that the echo = FALSE parameter was added to the code chunk to prevent printing of the R code that generated the plot.

# Load crypto2 library  
  
BTC\_hist <- filter(coin\_hist, id == 1)  
ETH\_hist <- filter(coin\_hist, id == 1027)  
XRP\_hist <- filter(coin\_hist, id == 52)  
DOGE\_hist <- filter(coin\_hist, id == 74)  
  
  
  
ggplot(coin\_hist, aes(x = date, y = close, color = name)) +  
 geom\_line(size = 0.5) + # set line thickness to 1.5  
 scale\_y\_log10() + # set y-axis to log scale  
 ggtitle("Historical Prices of BTC, ETH, and XRP (LOG Scale)") +  
 labs(x = "Date", y = "Closing Price (USD) [log]") +  
 theme\_minimal() + # apply a minimalist theme  
 theme(plot.title = element\_text(size = 18, face = "bold", hjust = 0.5),  
 axis.text = element\_text(size = 12),  
 axis.title = element\_text(size = 14))
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# Create line graph of closing prices over time for Bitcoin  
ggplot(BTC\_hist, aes(x = date, y = close)) +  
 geom\_line(size = 0.5, color = "orange") +  
 ggtitle("Historical Prices of Bitcoin") +  
 xlab("Date") +  
 ylab("Closing Price (USD)") +  
 theme\_minimal()
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# Create line graph of closing prices over time for Ethereum  
ggplot(ETH\_hist, aes(x = date, y = close)) +  
 geom\_line(size = 0.5, color = "blue") +  
 ggtitle("Historical Prices of Ethereum") +  
 xlab("Date") +  
 ylab("Closing Price (USD)") +  
 theme\_minimal()
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# Create line graph of closing prices over time for Ripple  
ggplot(XRP\_hist, aes(x = date, y = close)) +  
 geom\_line(size = 0.5, color = "darkgreen") +  
 ggtitle("Historical Prices of Ripple") +  
 xlab("Date") +  
 ylab("Closing Price (USD)") +  
 theme\_minimal()
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# Create line graph of closing prices over time for Dogecoin  
ggplot(DOGE\_hist, aes(x = date, y = close)) +  
 geom\_line(size = 0.5, color = "red") +  
 ggtitle("Historical Prices of Dogecoin") +  
 xlab("Date") +  
 ylab("Closing Price (USD)") +  
 theme\_minimal()

![](data:image/png;base64,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)

# Combine the four boxplots into one  
library(tidyr)  
# Calculate daily percentage change in closing prices for each coin  
BTC\_pct\_change <- c(NA, diff(BTC\_hist$close)/BTC\_hist$close[-nrow(BTC\_hist)])  
ETH\_pct\_change <- c(NA, diff(ETH\_hist$close)/ETH\_hist$close[-nrow(ETH\_hist)])  
XRP\_pct\_change <- c(NA, diff(XRP\_hist$close)/XRP\_hist$close[-nrow(XRP\_hist)])  
DOGE\_pct\_change <- c(NA, diff(DOGE\_hist$close)/DOGE\_hist$close[-nrow(DOGE\_hist)])  
  
# Combine percentage change data into a single data frame  
pct\_change <- data.frame(date = BTC\_hist$date,  
 BTC = BTC\_pct\_change,  
 ETH = ETH\_pct\_change,  
 XRP = XRP\_pct\_change,  
 DOGE = DOGE\_pct\_change)  
  
# Reshape the data frame from wide to long format  
pct\_change\_long <- pivot\_longer(pct\_change, cols = -date, names\_to = "coin", values\_to = "pct\_change")  
  
# Create a single boxplot of daily percentage change in closing prices for each coin  
ggplot(pct\_change\_long, aes(x = coin, y = pct\_change, fill = coin)) +  
 geom\_boxplot() +  
 ggtitle("Volatility of Cryptocurrencies(Daily Closing prices)") +  
 xlab("Coin") +  
 ylab("Daily Percentage Change") +  
 scale\_fill\_manual(values = c("orange", "blue", "green", "red")) +  
 theme\_minimal() + coord\_flip()

## Warning: Removed 4 rows containing non-finite values (`stat\_boxplot()`).
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# Calculate daily volatility using high and low prices for each coin  
BTC\_volatility <- (BTC\_hist$high - BTC\_hist$low) / BTC\_hist$low  
ETH\_volatility <- (ETH\_hist$high - ETH\_hist$low) / ETH\_hist$low  
XRP\_volatility <- (XRP\_hist$high - XRP\_hist$low) / XRP\_hist$low  
DOGE\_volatility <- (DOGE\_hist$high - DOGE\_hist$low) / DOGE\_hist$low  
  
# Combine volatility data into a single data frame  
volatility <- data.frame(date = BTC\_hist$date,  
 BTC = BTC\_volatility,  
 ETH = ETH\_volatility,  
 XRP = XRP\_volatility,  
 DOGE = DOGE\_volatility)  
  
# Reshape data for plotting  
volatility\_long <- pivot\_longer(volatility, cols = -date, names\_to = "coin", values\_to = "volatility")  
  
# Create a single plot with separate panels for each coin  
ggplot(volatility\_long, aes(x = date, y = volatility, color = coin)) +  
 geom\_line(size = 0.5) +  
 facet\_wrap(~coin, ncol = 2) +  
 xlab("Date") +  
 ylab("Daily Volatility") +  
 ggtitle("Daily Volatility of Cryptocurrencies (Using daily Highs and Lows)") +  
 theme\_minimal() +  
 scale\_color\_manual(values = c("orange", "blue", "green", "red"))
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# Join the data by timestamp  
coin\_join <- full\_join(BTC\_hist, ETH\_hist, by = "timestamp", suffix = c("\_BTC", "\_ETH")) %>%  
 full\_join(XRP\_hist, by = "timestamp") %>%  
 full\_join(DOGE\_hist, by = "timestamp", suffix = c("\_XRP", "\_DOGE"))  
  
# Select only the closing prices and rename the columns  
coin\_close <- coin\_join %>%  
 select(timestamp, close\_BTC, close\_ETH, close\_XRP, close\_DOGE) %>%  
 rename(BTC = close\_BTC, ETH = close\_ETH, XRP = close\_XRP, DOGE = close\_DOGE)  
  
# Calculate the correlation matrix  
coin\_corr <- cor(coin\_close[-1])  
  
# Print the correlation matrix  
print(coin\_corr)

## BTC ETH XRP DOGE  
## BTC 1.0000000 0.9756381 0.9152283 0.8592428  
## ETH 0.9756381 1.0000000 0.9206926 0.8957089  
## XRP 0.9152283 0.9206926 1.0000000 0.8739963  
## DOGE 0.8592428 0.8957089 0.8739963 1.0000000

library(reshape2)

## Warning: package 'reshape2' was built under R version 4.2.3

##   
## Attaching package: 'reshape2'

## The following object is masked from 'package:tidyr':  
##   
## smiths

# Melt the correlation matrix for ggplot  
coin\_corr\_melt <- melt(coin\_corr)  
  
# Plot the heatmap  
ggplot(coin\_corr\_melt, aes(x = Var1, y = Var2, fill = value)) +  
 geom\_tile() +  
 scale\_fill\_gradient2(low = "darkgreen", mid = "yellow", high = "darkred", midpoint = 0.9) +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 45, vjust = 1, hjust = 1),  
 panel.grid = element\_blank()) +  
 labs(title = "Cryptocurrency Correlations (Daily Closing Price)",  
 x = "Cryptocurrency",  
 y = "Cryptocurrency",  
 fill = "Correlation") +  
 coord\_fixed()
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library(prophet)

## Warning: package 'prophet' was built under R version 4.2.3

## Loading required package: Rcpp

## Loading required package: rlang

## Warning: package 'rlang' was built under R version 4.2.3

##   
## Attaching package: 'rlang'

## The following objects are masked from 'package:purrr':  
##   
## %@%, flatten, flatten\_chr, flatten\_dbl, flatten\_int, flatten\_lgl,  
## flatten\_raw, invoke, splice

# Filter the training data from 20220101 to 20221231  
BTC\_train <- BTC\_hist %>% filter(date >= as.Date("2022-01-01") & date <= as.Date("2022-12-31"))  
  
# Filter the test data from 20230101 to 20230331  
BTC\_test <- BTC\_hist %>% filter(date >= as.Date("2023-01-01") & date <= as.Date("2023-03-31"))  
  
# Prepare the dataset for Prophet (rename columns to 'ds' and 'y')  
BTC\_prophet <- BTC\_train %>% select(date, close) %>% rename(ds = date, y = close)  
  
# Create a Prophet model  
model <- prophet(BTC\_prophet)

## Disabling yearly seasonality. Run prophet with yearly.seasonality=TRUE to override this.

## Disabling daily seasonality. Run prophet with daily.seasonality=TRUE to override this.

# Make predictions for the next 90 days (3 months)  
future\_dates <- make\_future\_dataframe(model, periods = 90)  
forecast <- predict(model, future\_dates)  
  
# Combine the test data with the predictions  
BTC\_test\_pred <- BTC\_test %>% select(date, close) %>% left\_join(forecast %>% select(ds, yhat), by = c("date" = "ds"))  
  
# Calculate the Mean Absolute Percentage Error (MAPE)  
MAPE <- mean(abs((BTC\_test\_pred$close - BTC\_test\_pred$yhat) / BTC\_test\_pred$close)) \* 100  
print(paste("MAPE:", MAPE))

## [1] "MAPE: 32.7284017202559"

# Convert the date column to POSIXct format  
BTC\_test\_pred$date <- as.POSIXct(BTC\_test\_pred$date)  
  
# Plot the actual data and forecast  
plot(model, forecast) +  
 geom\_point(aes(x = date, y = close), data = BTC\_test\_pred, color = "red") +  
 theme\_minimal() +  
 labs(title = "Bitcoin Price Forecast with Prophet 2022-2023",  
 subtitle = paste("MAPE =", round(MAPE, 2), "%"))
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# Plot the forecast components  
prophet\_plot\_components(model, forecast)
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coins2 <- crypto\_list(only\_active=TRUE) |> filter(symbol %in% c("BTC"))  
BTC\_histPro <- crypto\_history(coins2, limit=1, start\_date="20140101", end\_date="20230331", finalWait=FALSE) #15months

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

BTC\_histPro$date <- as.Date(BTC\_histPro$timestamp)  
  
# Filter the training data from 20220101 to 20221231  
BTC\_train2 <- BTC\_histPro %>% filter(date >= as.Date("2014-01-01") & date <= as.Date("2020-12-31"))  
  
# Filter the test data from 20230101 to 20230331  
BTC\_test2 <- BTC\_histPro %>% filter(date >= as.Date("2021-01-01") & date <= as.Date("2023-03-31"))  
  
# Prepare the dataset for Prophet (rename columns to 'ds' and 'y')  
BTC\_prophet2 <- BTC\_train2 %>% select(date, close) %>% rename(ds = date, y = close)  
  
# Create a Prophet model  
model2 <- prophet(BTC\_prophet2)

## Disabling daily seasonality. Run prophet with daily.seasonality=TRUE to override this.

# Make predictions for the next 365 days  
future\_dates2 <- make\_future\_dataframe(model2, periods = 820)  
forecast2 <- predict(model2, future\_dates2)  
  
# Combine the test data with the predictions  
BTC\_test\_pred2 <- BTC\_test2 %>% select(date, close) %>% left\_join(forecast2 %>% select(ds, yhat), by = c("date" = "ds"))  
  
# Calculate the Mean Absolute Percentage Error (MAPE)  
MAPE2 <- mean(abs((BTC\_test\_pred2$close - BTC\_test\_pred2$yhat) / BTC\_test\_pred2$close)) \* 100  
print(paste("MAPE:", MAPE2))

## [1] "MAPE: 43.8876376453523"

# Convert the date column to POSIXct format  
BTC\_test\_pred2$date <- as.POSIXct(BTC\_test\_pred2$date)  
  
# Plot the actual data and forecast  
plot(model2, forecast2) +  
 geom\_point(aes(x = date, y = close), data = BTC\_test\_pred2, color = "red") +  
 theme\_minimal() +  
 labs(title = "Bitcoin Price Forecast with Prophet 2014-2023",  
 subtitle = paste("MAPE =", round(MAPE2, 2), "%"))
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# Plot the forecast components  
prophet\_plot\_components(model2, forecast2)

![](data:image/png;base64,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) ………………………………………………..

library(prophet)  
  
# Get the Dogecoin price data  
coins3 <- crypto\_list(only\_active = TRUE) |> filter(symbol %in% c("DOGE"))  
DOGE\_histPro <- crypto\_history(coins3, limit = 1, start\_date = "20140101", end\_date = "20230331", finalWait = FALSE)

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

DOGE\_histPro$date <- as.Date(DOGE\_histPro$timestamp)  
  
# Filter the training data from 2014-01-01 to 2022-03-31  
DOGE\_train <- DOGE\_histPro %>% filter(date >= as.Date("2014-01-01") & date <= as.Date("2020-12-31"))  
  
# Filter the test data from 2022-04-01 to 2023-03-31  
DOGE\_test <- DOGE\_histPro %>% filter(date >= as.Date("2021-01-01") & date <= as.Date("2023-03-31"))  
  
# Prepare the dataset for Prophet (rename columns to 'ds' and 'y')  
DOGE\_prophet <- DOGE\_train %>% select(date, close) %>% rename(ds = date, y = close)  
  
# Create a Prophet model  
model <- prophet(DOGE\_prophet)

## Disabling daily seasonality. Run prophet with daily.seasonality=TRUE to override this.

# Make predictions for the next 365 days  
future\_dates <- make\_future\_dataframe(model, periods = 820)  
forecast <- predict(model, future\_dates)  
  
# Combine the test data with the predictions  
DOGE\_test\_pred <- DOGE\_test %>% select(date, close) %>% left\_join(forecast %>% select(ds, yhat), by = c("date" = "ds"))  
  
# Calculate the Mean Absolute Percentage Error (MAPE)  
MAPE <- mean(abs((DOGE\_test\_pred$close - DOGE\_test\_pred$yhat) / DOGE\_test\_pred$close)) \* 100  
print(paste("MAPE:", MAPE))

## [1] "MAPE: 95.4760913763684"

# Convert the date column to POSIXct format  
DOGE\_test\_pred$date <- as.POSIXct(DOGE\_test\_pred$date)  
  
# Plot the actual data and forecast  
plot(model, forecast) +  
 geom\_point(aes(x = date, y = close), data = DOGE\_test\_pred, color = "red") +  
 theme\_minimal() +  
 labs(title = "Dogecoin Price Forecast with Prophet 2014-2023",  
 subtitle = paste("MAPE =", round(MAPE, 2), "%"))
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# Plot the forecast components  
prophet\_plot\_components(model, forecast)
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library(prophet)  
  
# Get the Dogecoin price data  
coins3 <- crypto\_list(only\_active = TRUE) |> filter(symbol %in% c("DOGE"))  
DOGE\_histPro <- crypto\_history(coins3, limit = 1, start\_date = "20140101", end\_date = "20230331", finalWait = FALSE)

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

DOGE\_histPro$date <- as.Date(DOGE\_histPro$timestamp)  
  
# Filter the training data from 2014-01-01 to 2022-03-31  
DOGE\_train <- DOGE\_histPro %>% filter(date >= as.Date("2022-01-01") & date <= as.Date("2022-12-31"))  
  
# Filter the test data from 2022-04-01 to 2023-03-31  
DOGE\_test <- DOGE\_histPro %>% filter(date >= as.Date("2023-01-01") & date <= as.Date("2023-03-31"))  
  
# Prepare the dataset for Prophet (rename columns to 'ds' and 'y')  
DOGE\_prophet <- DOGE\_train %>% select(date, close) %>% rename(ds = date, y = close)  
  
# Create a Prophet model  
model <- prophet(DOGE\_prophet)

## Disabling yearly seasonality. Run prophet with yearly.seasonality=TRUE to override this.

## Disabling daily seasonality. Run prophet with daily.seasonality=TRUE to override this.

# Make predictions for the next 365 days  
future\_dates <- make\_future\_dataframe(model, periods = 90)  
forecast <- predict(model, future\_dates)  
  
# Combine the test data with the predictions  
DOGE\_test\_pred <- DOGE\_test %>% select(date, close) %>% left\_join(forecast %>% select(ds, yhat), by = c("date" = "ds"))  
  
# Calculate the Mean Absolute Percentage Error (MAPE)  
MAPE <- mean(abs((DOGE\_test\_pred$close - DOGE\_test\_pred$yhat) / DOGE\_test\_pred$close)) \* 100  
print(paste("MAPE:", MAPE))

## [1] "MAPE: 24.2884677557298"

# Convert the date column to POSIXct format  
DOGE\_test\_pred$date <- as.POSIXct(DOGE\_test\_pred$date)  
  
# Plot the actual data and forecast  
plot(model, forecast) +  
 geom\_point(aes(x = date, y = close), data = DOGE\_test\_pred, color = "red") +  
 theme\_minimal() +  
 labs(title = "Dogecoin Price Forecast with Prophet 2022-2023",  
 subtitle = paste("MAPE =", round(MAPE, 2), "%"))
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# Plot the forecast components  
prophet\_plot\_components(model, forecast)
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library(randomForest)

## Warning: package 'randomForest' was built under R version 4.2.3

## randomForest 4.7-1.1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

# Get the Bitcoin price data  
coins <- crypto\_list(only\_active = TRUE) %>% filter(symbol == "BTC")  
BTC\_hist <- crypto\_history(coins, limit = 1, start\_date = "20140101", end\_date = "20230331", finalWait = FALSE)

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

BTC\_hist$date <- as.Date(BTC\_hist$timestamp)  
  
# Filter the training data from 2014-01-01 to 2020-12-31  
BTC\_train <- BTC\_hist %>% filter(date >= as.Date("2014-01-01") & date <= as.Date("2020-12-31"))  
  
# Filter the test data from 2021-01-01 to 2023-03-31  
BTC\_test <- BTC\_hist %>% filter(date >= as.Date("2021-01-01") & date <= as.Date("2023-03-31"))  
  
# Prepare the training data  
BTC\_train\_rf <- BTC\_train %>% select(date, close)  
BTC\_train\_rf$date <- as.numeric(BTC\_train\_rf$date)  
  
# Train the random forest model  
model\_rf <- randomForest(close ~ date, data = BTC\_train\_rf)  
  
# Prepare the test data  
BTC\_test\_rf <- BTC\_test %>% select(date, close)  
BTC\_test\_rf$date <- as.numeric(BTC\_test\_rf$date)  
  
# Make predictions for the test data  
BTC\_test\_pred\_rf <- predict(model\_rf, newdata = BTC\_test\_rf)  
  
# Calculate the Mean Absolute Percentage Error (MAPE)  
MAPE\_rf <- mean(abs((BTC\_test\_rf$close - BTC\_test\_pred\_rf) / BTC\_test\_rf$close)) \* 100  
print(paste("MAPE:", MAPE\_rf))

## [1] "MAPE: 35.6854563528149"

# Combine the training and test data  
BTC\_all <- rbind(BTC\_train\_rf, BTC\_test\_rf)  
BTC\_all$date <- as.Date(BTC\_all$date, origin = "1970-01-01")  
  
# Add a column to indicate whether the data is training or test data  
BTC\_all$type <- ifelse(BTC\_all$date %in% BTC\_train\_rf$date, "Training", "Test")  
  
# Add a column for the predicted values  
BTC\_all$forecast <- ifelse(BTC\_all$type == "Training", NA, BTC\_test\_pred\_rf)  
  
# Plot the actual data and forecast  
forecast\_plot\_rf <- ggplot(BTC\_all, aes(x = date, y = close)) +  
 geom\_line(aes(color = type), size = 1) +  
 geom\_line(aes(x = date, y = forecast, color = "Forecast"), size = 1) +  
 xlab("Date") +  
 ylab("Price") +  
 ggtitle("Bitcoin Price Forecast with Random Forests 2014-2023") +  
 labs(caption = paste("MAPE =", round(MAPE\_rf, 2), "%")) +  
 scale\_color\_manual(values = c("Training" = "black", "Test" = "red", "Forecast" = "blue")) + theme\_minimal()  
  
print(forecast\_plot\_rf)

## Warning: Removed 2557 rows containing missing values (`geom\_line()`).
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# Load the forecast package  
library(forecast)

## Warning: package 'forecast' was built under R version 4.2.3

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

library(xts)

## Warning: package 'xts' was built under R version 4.2.3

## Loading required package: zoo

## Warning: package 'zoo' was built under R version 4.2.3

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

##   
## ######################### Warning from 'xts' package ##########################  
## # #  
## # The dplyr lag() function breaks how base R's lag() function is supposed to #  
## # work, which breaks lag(my\_xts). Calls to lag(my\_xts) that you type or #  
## # source() into this session won't work correctly. #  
## # #  
## # Use stats::lag() to make sure you're not using dplyr::lag(), or you can add #  
## # conflictRules('dplyr', exclude = 'lag') to your .Rprofile to stop #  
## # dplyr from breaking base R's lag() function. #  
## # #  
## # Code in packages is not affected. It's protected by R's namespace mechanism #  
## # Set `options(xts.warn\_dplyr\_breaks\_lag = FALSE)` to suppress this warning. #  
## # #  
## ###############################################################################

##   
## Attaching package: 'xts'

## The following objects are masked from 'package:dplyr':  
##   
## first, last

# Obtain the Bitcoin price data  
coins <- crypto\_list(only\_active = TRUE) %>% filter(symbol == "BTC")  
BTC\_hist <- crypto\_history(coins, limit = 1, start\_date = "20140101", end\_date = "20230331", finalWait = FALSE)

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

BTC\_hist$date <- as.Date(BTC\_hist$timestamp)  
  
# Split the data into training and test sets  
BTC\_train <- BTC\_hist %>% filter(date >= as.Date("2014-01-01") & date <= as.Date("2020-12-31"))  
BTC\_test <- BTC\_hist %>% filter(date >= as.Date("2021-01-01") & date <= as.Date("2023-03-31"))  
  
# Extract the closing prices for the training set  
BTC\_train\_ets <- BTC\_train %>% select(date, close)  
BTC\_train\_ets <- xts(BTC\_train\_ets$close, order.by = BTC\_train\_ets$date)  
  
# Build an ETS model on the training set  
model\_ets <- ets(BTC\_train\_ets)  
  
# Predict the closing prices for the test set  
BTC\_test\_ets <- BTC\_test %>% select(date, close)  
BTC\_test\_ets <- xts(BTC\_test\_ets$close, order.by = BTC\_test\_ets$date)  
BTC\_test\_pred\_ets <- forecast(model\_ets, h = nrow(BTC\_test\_ets))  
  
# Compute the Mean Absolute Percentage Error (MAPE)  
MAPE\_ets <- mean(abs((BTC\_test\_ets - BTC\_test\_pred\_ets$mean) / BTC\_test\_ets)) \* 100

## Warning in mean(abs((BTC\_test\_ets - BTC\_test\_pred\_ets$mean)/BTC\_test\_ets)):  
## Incompatible methods ("Ops.xts", "Ops.ts") for "-"

## Warning in mean(abs((BTC\_test\_ets - BTC\_test\_pred\_ets$mean)/BTC\_test\_ets)):  
## Incompatible methods ("Ops.ts", "Ops.xts") for "/"

print(paste("MAPE:", MAPE\_ets))

## [1] "MAPE: 35.88835785846"

# Plot the actual and predicted prices  
BTC\_test\_pred\_ets\_df <- data.frame(date = index(BTC\_test\_ets), close = coredata(BTC\_test\_ets), forecast = coredata(BTC\_test\_pred\_ets$mean))  
  
forecast\_plot\_ets <- ggplot() +  
 geom\_line(aes(x = date, y = close, color = "Actual"), data = BTC\_test\_pred\_ets\_df) +  
 geom\_line(aes(x = date, y = forecast, color = "Forecast"), data = BTC\_test\_pred\_ets\_df) +  
 xlab("Date") +  
 ylab("Price") +  
 ggtitle("Bitcoin Price Forecast with ETS 2014-2023") +  
 labs(caption = paste("MAPE =", round(MAPE\_ets, 2), "%")) +  
 scale\_color\_manual(values = c("Actual" = "red", "Forecast" = "blue"))+ theme\_minimal()  
  
# Add the training data to the plot  
forecast\_plot\_ets <- forecast\_plot\_ets +  
 geom\_line(aes(x = date, y = close, color = "Training"), data = BTC\_train)  
  
print(forecast\_plot\_ets)
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library(forecast)  
library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ lubridate 1.9.2 ✔ tibble 3.1.8  
## ✔ readr 2.1.4   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ rlang::%@%() masks purrr::%@%()  
## ✖ randomForest::combine() masks dplyr::combine()  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ xts::first() masks dplyr::first()  
## ✖ rlang::flatten() masks purrr::flatten()  
## ✖ rlang::flatten\_chr() masks purrr::flatten\_chr()  
## ✖ rlang::flatten\_dbl() masks purrr::flatten\_dbl()  
## ✖ rlang::flatten\_int() masks purrr::flatten\_int()  
## ✖ rlang::flatten\_lgl() masks purrr::flatten\_lgl()  
## ✖ rlang::flatten\_raw() masks purrr::flatten\_raw()  
## ✖ rlang::invoke() masks purrr::invoke()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ xts::last() masks dplyr::last()  
## ✖ randomForest::margin() masks ggplot2::margin()  
## ✖ rlang::splice() masks purrr::splice()  
## ℹ Use the ]8;;http://conflicted.r-lib.org/conflicted package]8;; to force all conflicts to become errors

#Get the Bitcoin price data  
coins2 <- crypto\_list(only\_active=TRUE) %>%  
filter(symbol %in% c("BTC"))  
BTC\_hist <- crypto\_history(coins2, limit=1, start\_date="20140101", end\_date="20230331", finalWait=FALSE) #15months

## ❯ Scraping historical crypto data

##

## ❯ Processing historical crypto data

##

BTC\_hist$date <- as.Date(BTC\_hist$timestamp)  
  
#Filter the training data from 2014-01-01 to 2020-12-31  
BTC\_train <- BTC\_hist %>% filter(date >= as.Date("2014-01-01") & date <= as.Date("2020-12-31"))  
  
#Filter the test data from 2021-01-01 to 2023-03-31  
BTC\_test <- BTC\_hist %>% filter(date >= as.Date("2021-01-01") & date <= as.Date("2023-03-31"))  
  
#Prepare the training dataset for ARIMA (select 'close' column and convert to time series)  
BTC\_train\_ts <- ts(BTC\_train$close)  
  
#Fit an ARIMA model to the training data  
model <- auto.arima(BTC\_train\_ts)  
  
#Make predictions for the next 820 days  
forecast <- forecast(model, h = 820)  
  
#Combine the test data with the predictions  
BTC\_test\_pred <- BTC\_test %>% select(date, close) %>% mutate(forecast = forecast$mean)  
BTC\_test\_pred <- as.data.frame(BTC\_test\_pred) # convert to data frame  
  
#Calculate the Mean Absolute Percentage Error (MAPE)  
MAPE <- mean(abs((BTC\_test\_pred$close - BTC\_test\_pred$forecast) / BTC\_test\_pred$close)) \* 100  
print(paste("MAPE:", MAPE))

## [1] "MAPE: 279.459614892151"

#Plot the actual data, training data and forecast  
forecast\_plot <- ggplot() +  
geom\_line(aes(x = date, y = close, color = "Training"), data = BTC\_train) +  
geom\_line(aes(x = date, y = close, color = "Actual"), data = BTC\_test\_pred) +  
geom\_line(aes(x = date, y = forecast, color = "Forecast"), data = BTC\_test\_pred) +  
xlab("Date") +  
ylab("Price") +  
ggtitle("Bitcoin Price Forecast with ARIMA 2014-2023") +  
labs(caption = paste("MAPE =", round(MAPE, 2), "%")) +  
scale\_color\_manual(values = c("Training" = "black", "Actual" = "red", "Forecast" = "blue")) + theme\_minimal()  
  
print(forecast\_plot)
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