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# Uploading the file into R  
  
setwd("C:/Users/gupta/DataMiningProject")  
project <- read.csv("app\_metadata\_cleaned\_removed\_min\_downloads\_above\_5m.csv")  
  
# creating duplicate copy of project  
data <- project  
class(project$PRICE)

## [1] "numeric"

# removing not required files  
data$APP\_ID <- NULL  
data$APP\_NAME <- NULL  
data$DOWNLOADS <- NULL  
data$CURRENT\_VERSION <- NULL  
data$LASTUPDATED <- NULL  
data$DEVELOPER\_SITE <- NULL  
data$DEVELOPER\_CONTACT <- NULL  
data$DEVELOPER\_NAME <- NULL  
data$MIN\_REQUIRED\_ANDROID <- NULL  
  
# creating factors of independent variables and changing variables from integer to numeric  
data$CATEGORY <- as.factor(data$CATEGORY)  
data$PRICE <- as.numeric(data$PRICE)  
data$CONTENT\_RATING <- as.factor(data$CONTENT\_RATING)  
data$DOWNLOAD\_MIN <- as.numeric(data$DOWNLOAD\_MIN)  
data$DOWNLOAD\_MAX <- as.numeric(data$DOWNLOAD\_MAX)  
data$SIZE\_MEGABYTES <- as.numeric(data$SIZE\_MEGABYTES)  
data$MIN\_REQ\_ANDROID\_FIRST <- as.factor(data$MIN\_REQ\_ANDROID\_FIRST)  
data$TOTAL\_REVIEWS <- as.numeric(data$TOTAL\_REVIEWS)  
data$AVERAGE\_RATING <- as.numeric(data$AVERAGE\_RATING)  
data$X5RATING <- as.numeric(data$X5RATING)  
data$X4RATING <- as.numeric(data$X4RATING)  
data$X3RATING <- as.numeric(data$X3RATING)  
data$X2RATING <- as.numeric(data$X2RATING)  
data$X1RATING <- as.numeric(data$X1RATING)  
data$spam <- as.factor(data$spam)  
  
#setting seed and dividing the dataset into Training and Test  
set.seed(12345)  
train <- sample(nrow(data),0.7\*nrow(data))  
project\_training <- data[train,]  
project\_Validation <- data[-train,]  
  
library(tree)  
library(ISLR)  
  
  
  
#Under Sampling Data  
#Taking all the observations with dependent variable = 1  
train\_under <- project\_training[project\_training$spam==1,]  
  
#Randomly select observations with dependent variable = 0  
zeroObs <- project\_training[project\_training$spam==0,]  
set.seed(123457)  
rearrangedZeroObs <- zeroObs[sample(nrow(zeroObs), length(train\_under$spam)),]  
  
#Appending rows of randomly selected 0s in our undersampled data frame  
train\_under <- rbind(train\_under, rearrangedZeroObs)  
  
  
  
###############################sampled tree#########################################  
# creating the classification tree  
tree.project <- tree(spam ~ CATEGORY+PRICE+CONTENT\_RATING+DOWNLOAD\_MAX+DOWNLOAD\_MIN+TOTAL\_REVIEWS+AVERAGE\_RATING+X5RATING+X4RATING+X3RATING+X2RATING+X1RATING,data = project\_training)  
  
summary(tree.project)

##   
## Classification tree:  
## tree(formula = spam ~ CATEGORY + PRICE + CONTENT\_RATING + DOWNLOAD\_MAX +   
## DOWNLOAD\_MIN + TOTAL\_REVIEWS + AVERAGE\_RATING + X5RATING +   
## X4RATING + X3RATING + X2RATING + X1RATING, data = project\_training)  
## Variables actually used in tree construction:  
## [1] "TOTAL\_REVIEWS" "CATEGORY" "CONTENT\_RATING"  
## Number of terminal nodes: 5   
## Residual mean deviance: 0.4697 = 2510 / 5343   
## Misclassification error rate: 0.07386 = 395 / 5348

#plotting the tree  
plot(tree.project)  
text(tree.project, pretty=6)
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# Creating confusion matrix of pridcted values in test data set   
tree.predict <- predict(tree.project, project\_Validation, type = "class")  
confmatrix <- table (project\_Validation$spam,tree.predict)  
confmatrix

## tree.predict  
## 0 1  
## 0 2136 0  
## 1 156 0

#calculating the accuracy  
accuracy <- (confmatrix[1,1]+confmatrix[2,2])/sum(confmatrix)  
accuracy

## [1] 0.9319372

# calculating the sensitivity  
sensitivity <- (confmatrix[2,2]/(confmatrix[2,2]+confmatrix[2,1]))  
sensitivity

## [1] 0

# Cross validation technique to find the best tree  
set.seed(123)  
cv.credit <- cv.tree(tree.project,FUN =prune.misclass, K=10)  
names(cv.credit)

## [1] "size" "dev" "k" "method"

cv.credit

## $size  
## [1] 5 1  
##   
## $dev  
## [1] 395 395  
##   
## $k  
## [1] -Inf 0  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

#pruning the tree with best no. of terminal nodes  
prune.credit <- prune.misclass(tree.project, best =8)

## Warning in prune.tree(tree = tree.project, best = 8, method = "misclass"):  
## best is bigger than tree size

plot(prune.credit)  
text(prune.credit, pretty=0)
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summary(prune.credit)

##   
## Classification tree:  
## tree(formula = spam ~ CATEGORY + PRICE + CONTENT\_RATING + DOWNLOAD\_MAX +   
## DOWNLOAD\_MIN + TOTAL\_REVIEWS + AVERAGE\_RATING + X5RATING +   
## X4RATING + X3RATING + X2RATING + X1RATING, data = project\_training)  
## Variables actually used in tree construction:  
## [1] "TOTAL\_REVIEWS" "CATEGORY" "CONTENT\_RATING"  
## Number of terminal nodes: 5   
## Residual mean deviance: 0.4697 = 2510 / 5343   
## Misclassification error rate: 0.07386 = 395 / 5348

# Creating confusion matrix of pridcted values in test data set with pruned tree  
tree.predict1 <- predict(prune.credit, project\_Validation, type = "class")  
confmatrix1 <- table (tree.predict1, project\_Validation$spam)  
confmatrix1

##   
## tree.predict1 0 1  
## 0 2136 156  
## 1 0 0

#calculating accuracy of pruned tree  
accuracy1 <- (confmatrix1[1,1]+confmatrix1[2,2])/sum(confmatrix1)  
accuracy1

## [1] 0.9319372

# calculating the sensitivity of pruned tree  
sensitivity1 <- (confmatrix1[2,2]/(confmatrix1[2,2]+confmatrix1[2,1]))  
sensitivity1

## [1] NaN

##############################under sampled treee#####################################  
  
# creating the classification tree  
tree.project <- tree(spam ~ CATEGORY+PRICE+CONTENT\_RATING+DOWNLOAD\_MAX+DOWNLOAD\_MIN+TOTAL\_REVIEWS+AVERAGE\_RATING+X5RATING+X4RATING+X3RATING+X2RATING+X1RATING,data = train\_under)  
  
summary(tree.project)

##   
## Classification tree:  
## tree(formula = spam ~ CATEGORY + PRICE + CONTENT\_RATING + DOWNLOAD\_MAX +   
## DOWNLOAD\_MIN + TOTAL\_REVIEWS + AVERAGE\_RATING + X5RATING +   
## X4RATING + X3RATING + X2RATING + X1RATING, data = train\_under)  
## Variables actually used in tree construction:  
## [1] "X5RATING" "CATEGORY" "CONTENT\_RATING" "X2RATING"   
## [5] "AVERAGE\_RATING"  
## Number of terminal nodes: 10   
## Residual mean deviance: 1.028 = 801.6 / 780   
## Misclassification error rate: 0.2494 = 197 / 790

#plotting the tree  
plot(tree.project)  
text(tree.project, pretty=6)

![](data:image/png;base64,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)

# Creating confusion matrix of pridcted values in test data set   
tree.predict <- predict(tree.project, project\_Validation, type = "class")  
confmatrix <- table (project\_Validation$spam,tree.predict)  
confmatrix

## tree.predict  
## 0 1  
## 0 1302 834  
## 1 42 114

#calculating the accuracy  
accuracy <- (confmatrix[1,1]+confmatrix[2,2])/sum(confmatrix)  
accuracy

## [1] 0.617801

# calculating the sensitivity  
sensitivity <- (confmatrix[2,2]/(confmatrix[2,2]+confmatrix[2,1]))  
sensitivity

## [1] 0.7307692

# Cross validation technique to find the best tree  
set.seed(123)  
cv.credit <- cv.tree(tree.project,FUN =prune.misclass, K=10)  
names(cv.credit)

## [1] "size" "dev" "k" "method"

cv.credit

## $size  
## [1] 10 8 7 5 4 2 1  
##   
## $dev  
## [1] 241 238 244 245 239 264 436  
##   
## $k  
## [1] -Inf 0.0 3.0 3.5 10.0 19.5 139.0  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

#pruning the tree with best no. of terminal nodes  
prune.credit <- prune.misclass(tree.project, best =8)  
plot(prune.credit)  
text(prune.credit, pretty=0)
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summary(prune.credit)

##   
## Classification tree:  
## snip.tree(tree = tree.project, nodes = c(6L, 9L))  
## Variables actually used in tree construction:  
## [1] "X5RATING" "CATEGORY" "CONTENT\_RATING" "AVERAGE\_RATING"  
## Number of terminal nodes: 8   
## Residual mean deviance: 1.059 = 828.1 / 782   
## Misclassification error rate: 0.2494 = 197 / 790

# Creating confusion matrix of pridcted values in test data set with pruned tree  
tree.predict1 <- predict(prune.credit, project\_Validation, type = "class")  
confmatrix1 <- table (tree.predict1, project\_Validation$spam)  
confmatrix1

##   
## tree.predict1 0 1  
## 0 1302 42  
## 1 834 114

#calculating accuracy of pruned tree  
accuracy1 <- (confmatrix1[1,1]+confmatrix1[2,2])/sum(confmatrix1)  
accuracy1

## [1] 0.617801

# calculating the sensitivity of pruned tree  
sensitivity1 <- (confmatrix1[2,2]/(confmatrix1[2,2]+confmatrix1[2,1]))  
sensitivity1

## [1] 0.1202532

###################################tree on over sampled data ###########################################  
  
#oversampling the data  
train\_over <- project\_training[project\_training$spam==1,]  
train\_1 <- train\_over  
for (i in seq(from=1, to=6, by=1)){  
 train\_over <- rbind(train\_over, train\_1)  
}  
  
train\_oversampling <- rbind(project\_training, train\_over)  
# running classification tree on oversampled data  
tree.project <- tree(spam ~ CATEGORY+PRICE+CONTENT\_RATING+DOWNLOAD\_MAX+DOWNLOAD\_MIN+TOTAL\_REVIEWS+AVERAGE\_RATING+X5RATING+X4RATING+X3RATING+X2RATING+X1RATING,data = train\_oversampling)  
summary(tree.project)

##   
## Classification tree:  
## tree(formula = spam ~ CATEGORY + PRICE + CONTENT\_RATING + DOWNLOAD\_MAX +   
## DOWNLOAD\_MIN + TOTAL\_REVIEWS + AVERAGE\_RATING + X5RATING +   
## X4RATING + X3RATING + X2RATING + X1RATING, data = train\_oversampling)  
## Variables actually used in tree construction:  
## [1] "TOTAL\_REVIEWS" "CATEGORY" "CONTENT\_RATING" "X2RATING"   
## Number of terminal nodes: 6   
## Residual mean deviance: 1.118 = 9060 / 8107   
## Misclassification error rate: 0.2966 = 2406 / 8113

#plotting the tree  
plot(tree.project)  
text(tree.project, pretty=6)
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# Creating confusion matrix   
tree.predict <- predict(tree.project, project\_Validation, type = "class")  
confmatrix <- table (tree.predict, project\_Validation$spam)  
confmatrix

##   
## tree.predict 0 1  
## 0 1489 57  
## 1 647 99

# calculating accuracy  
accuracy <- (confmatrix[1,1]+confmatrix[2,2])/sum(confmatrix)  
accuracy

## [1] 0.6928447

# calculating the sensitivity  
sensitivity <- (confmatrix[2,2]/(confmatrix[2,2]+confmatrix[2,1]))  
sensitivity

## [1] 0.1327078

#running cross validation technique to fnd best tree  
set.seed(12345)  
cv.credit <- cv.tree(tree.project,FUN =prune.misclass, K=10)  
names(cv.credit)

## [1] "size" "dev" "k" "method"

cv.credit

## $size  
## [1] 6 4 3 1  
##   
## $dev  
## [1] 2644 2644 2850 3160  
##   
## $k  
## [1] -Inf 0 164 295  
##   
## $method  
## [1] "misclass"  
##   
## attr(,"class")  
## [1] "prune" "tree.sequence"

#pruning the tree  
prune.credit <- prune.misclass(tree.project, best =4)  
plot(prune.credit)  
text(prune.credit, pretty=0)
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summary(prune.credit)

##   
## Classification tree:  
## snip.tree(tree = tree.project, nodes = 3L)  
## Variables actually used in tree construction:  
## [1] "TOTAL\_REVIEWS" "CATEGORY" "CONTENT\_RATING"  
## Number of terminal nodes: 4   
## Residual mean deviance: 1.165 = 9446 / 8109   
## Misclassification error rate: 0.2966 = 2406 / 8113

# calcuate confusion matrix  
tree.predict1 <- predict(prune.credit, project\_Validation, type = "class")  
confmatrix1 <- table (tree.predict1, project\_Validation$spam)  
confmatrix1

##   
## tree.predict1 0 1  
## 0 1489 57  
## 1 647 99

# calculating accuracy of pruned tree  
accuracy1 <- (confmatrix1[1,1]+confmatrix1[2,2])/sum(confmatrix1)  
accuracy1

## [1] 0.6928447

# calculating the sensitivity of pruned tree  
sensitivity <- (confmatrix[2,2]/(confmatrix[2,2]+confmatrix[2,1]))  
sensitivity

## [1] 0.1327078

knitr::opts\_chunk$set(echo = TRUE)