**Explain inheritance**. -- Inheritance is a mechanism wherein a new class is derived from an existing class. In Java, classes may inherit or acquire the properties and methods of other classes.

A class derived from another class is called a subclass, whereas the class from which a subclass is derived is called a superclass. A subclass can have only one superclass, whereas a superclass may have one or more subclasses.

**Explain polymorphism with example -- -** Polymorphism is one of the [OOPs](https://beginnersbook.com/2013/04/oops-concepts/) feature that allows us to perform a single action in different ways. For example, lets say we have a class Animal that has a method sound(). Since this is a generic class so we can’t give it a implementation like: Roar, Meow, Oink etc. We had to give a generic message

public class Animal{

...

public void sound(){

System.out.println("Animal is making a sound");

}

}

Now lets say we two subclasses of Animal class: Horse and Cat that extends (see [Inheritance](https://beginnersbook.com/2013/03/inheritance-in-java/)) Animal class. We can provide the implementation to the same method like this:

public class Horse extends Animal{

...

@Override

public void sound(){

System.out.println("Neigh");

}

}

and

public class Cat extends Animal{

...

@Override

public void sound(){

System.out.println("Meow");

}

}

As you can see that although we had the common action for all subclasses sound() but there were different ways to do the same action. This is a perfect example of polymorphism (feature that allows us to perform a single action in different ways). It would not make any sense to just call the generic sound() method as each Animal has a different sound. Thus we can say that the action this method performs is based on the type of object.

*-🡪🡪 Polymorphism is the capability of a method to do different things based on the object that it is acting upon. In other words, polymorphism allows you define one interface and have multiple implementations.*

**Types of polymorphism in java- Runtime and Compile time polymorphism**

1. **Static Polymorphism** also known as compile time polymorphism  
   2) **Dynamic Polymorphism** also known as runtime polymorphism

## Compile time Polymorphism (or Static polymorphism)

Polymorphism that is resolved during compiler time is known as static polymorphism. Method overloading is an example of compile time polymorphism.

## Runtime Polymorphism (or Dynamic polymorphism)

It is also known as Dynamic Method Dispatch. Dynamic polymorphism is a process in which a call to an overridden method is resolved at runtime, that’s why it is called runtime polymorphism.

What is an Exception?

An exception is an unwanted or unexpected event, which occurs during the execution of a program i.e at run time, that disrupts the normal flow of the program’s instructions.

**Error vs Exception**

**Error:**An Error indicates serious problem that a reasonable application should not try to catch.  
**Exception:**Exception indicates conditions that a reasonable application might try to catch.

# Types of Exception in Java with Examples
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Built-in exceptions are the exceptions which are available in Java libraries.

**Arithmetic Exception**

**ArrayIndexOutOfBoundException**

**ClassNotFoundException**

**NullPointerException**

**User-Defined Exceptions**

Sometimes, the built-in exceptions in Java are not able to describe a certain situation. In such cases, user can also create exceptions which are called ‘user-defined Exceptions’.

Exception can handle RUNTIME EXCEPTION AS WELL.