**Q.** Consider an online shopping site named "shoppee.com".   
Customers are supposed to fill a form for ordering the items.   
What relationship exists between form and fields available in the form?

**1)**. Is - A relationship

**2)**. **Has - A relationship**

**3)**. Realization

**4)**. Generalization

**Solution** :  
option [2] is correct

**Attempted** :  
option [2] is attempted

**Q.** Which access Modifier ensures encapsulation of data?

**1)**. public

**2)**. protected

**3)**. **private**

**4)**. protected internal

**Solution** :  
option [3] is correct

**Attempted** :  
option [3] is attempted

**Q.** Which of the following is not a true UML diagram?

**1)**. Activity Diagram

**2)**. Object Diagram

**3)**. **Deployment Diagram**

**4)**. **Data Flow Diagram**

**5)**. Class Diagram

**Solution** :  
option [4] is correct

**Attempted** :  
option [3] is attempted

**Q.**When two or more classes serve as base class for a derived class the situation is known as \_\_\_\_\_\_\_\_.

**1)**. **Multiple inheritance**

**2)**. Polymorphism

**3)**. Encapsulation

**4)**. Hierarchical inheritance

**Solution** :  
option [1] is correct

**Attempted** :  
option [1] is attempted

**Q.** What will be true as per below diagram?  
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**1)**. NetProfit attribute is accessible in all classes.

**2)**. Discount attribute is accessible only within the component.

**3)**. **NetProfit attribute is accessible only within the component.**

**4)**. **CustomerCode attribute is not accessible in other class.**

**Solution** :  
option [3,4] are correct

**Attempted** :  
option [3] is attempted

**Q.** Match the following notations with relevant diagrams:  
  
1. Swim lanes              a. Sequence Diagram  
2. Lifeline                      b. Usecase Diagram  
3. Stick figure               c. Object Diagram  
4. Links                           d. Activity Diagram

**1)**. **1. d  
2. c  
3. b  
4. a**

**2)**. 1. b  
2. c  
3.d  
4. a

**3)**. **1. d  
2. a  
3. b  
4. c**

**4)**. 1. b  
2. d  
3. c  
4. a

**Solution** :  
option [3] is correct

**Attempted** :  
option [1] is attempted

**Q.**Which of the following exception will thrown when a SELECT INTO statement in a PL/SQL block   
returns zero row?

**1)**. invalid\_cursor

**2)**. **no\_data\_found**

**3)**. value\_error

**4)**. too\_many\_rows

**Solution** :  
option [2] is correct

**Attempted** :  
option [2] is attempted

**Q.** Identify the true statement(s) about cursors:  
  
1. PLSQL implicitly declares cursors for all DML statements.  
2. You cannot fetch from a closed cursor.  
3. Fetch statement should be followed by an EXIT condition to avoid infinite looping

**1)**. Only statement 1 is true

**2)**. Only statement 2 is true

**3)**. Only statement 3 is true

**4)**. **All the statements are true**

**Solution** :  
option [4] is correct

**Attempted** :  
option [4] is attempted

**Q.** Consider the below code snippet:  
  
  1  CREATE OR REPLACE PROCEDURE spAddNumber  
  2  (num1 IN NUMBER DEFAULT 10,  
  3  num2 IN NUMBER)  
  4  IS  
  5  total NUMBER;  
  6  BEGIN  
  7     total:=num1+num2;  
  8     DBMS\_OUTPUT.PUT\_LINE('Total: '||total);  
  9  END spAddNumber;  
  
Which statement is valid to be used for executing procedure to generate the below output?  
  
Total: 50

**1)**. **exec spAddNumber(20,30);**

**2)**. exec spAddNumber(num2=>30);

**3)**. **exec spAddNumber(num2=>30,num1=>20);**

**4)**. exec spAddNumber(num2=>30,20);

**Solution** :  
option [1,3] are correct

**Attempted** :  
option [1] is attempted

**Q.** Examine the structure of EMP table:  
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Parvathy wants to view the sorted employee details based on JOB in ascending order.   
If multiple employees are working with same JOB role, then sort the details again with salary   
in descending order. Which of the following statement will match for the requirement?

**1)**. SELECT \* FROM emp ORDERBY salary,job;

**2)**. SELECT \* FROM emp ORDERBY job,salary;

**3)**. **SELECT empno,job,salary FROM emp ORDER BY 2,3 DESC;**

**4)**. **SELECT \* FROM emp ORDERBY job ,salary DESC;**

**Solution** :  
option [3] is correct

**Attempted** :  
option [4] is attempted

**Q.** Consider the below code snippet:  
  
  1  DECLARE  
  2     -- Declaration of Cursor  
  3     CURSOR cname IS SELECT dname FROM dept;  
  4     v\_dname dept.dname%TYPE;  
  5  BEGIN  
  6     FOR rec IN cname  
  7     LOOP  
  8        v\_dname:=rec.dname;  
  9        DBMS\_OUTPUT.PUT\_LINE(v\_dname);  
 10     END LOOP;  
 11     CLOSE cname;  
 12  END;  
  
What will be the output generated if the above procedure gets executed?

**1)**. **Error in Line 11**

**2)**. Error in Line 6

**3)**. "No Data Found" exception occurs if data not exists in dept table.

**4)**. **Displays all the department exists in dept table.**

**Solution** :  
option [1] is correct

**Attempted** :  
option [4] is attempted

**Q.** What will be the output of the following code ?   
  
DECLARE  
row1 emp%ROWTYPE;  
BEGIN  
SELECT \* INTO row1 FROM emp WHERE deptno=99;  
END;

**1)**. **No data found if deptno 99 does not exist**

**2)**. **exact fetch returns more than requested number of rows if there are many employees in dept no 99**

**3)**. **exact fetch returns more than requested number of rows if there is only one employee in dept no 99**

**4)**. compilation error

**Solution** :  
option [1,2] are correct

**Attempted** :  
option [1,3] are attempted

**Q.** Assuming there are no employees in deptno 70.  
What does the following code give as output?  
  
DECLARE  
cntr NUMBER;  
myexcep EXCEPTION;  
BEGIN  
SELECT count(\*) INTO cntr FROM emp WHERE deptno=70;  
IF(cntr=0) THEN  
      RAISE myexcep;  
END IF;  
EXCEPTION  
       WHEN NO\_DATA\_FOUND THEN  
              DBMS\_OUTPUT.PUT\_LINE(' no data found');  
       WHEN myexcep THEN  
              DBMS\_OUTPUT.PUT\_LINE(' myexception');  
END;

**1)**. compilation error as myexcep not declared

**2)**. no data found gets printed

**3)**. **myexception gets printed**

**4)**. no output

**Solution** :  
option [3] is correct

**Attempted** :  
option [3] is attempted

**Q.** Consider the following code and predict the output:  
  
DECLARE   
num1 NUMBER;  
BEGIN  
     DBMS\_OUTPUT.PUT\_LINE('Value in num1 is'||num1);  
END;  
/

**1)**. **Value in num1 is**

**2)**. Value in num1 is 0

**3)**. Compilation error as variable num1 is not assigned a value

**4)**. **Value in num1 is some garbage value**

**Solution** :  
option [1] is correct

**Attempted** :  
option [4] is attempted

**Q.** Index is used to:

**1)**. **They are commonly used as read only objects**

**2)**. Increase the row retrieval time.

**3)**. **Reduce disk I/O by locating the data quickly.**

**4)**. Increase the speed of Updates.

**Solution** :  
option [1,3] are correct

**Attempted** :  
option [1,3] are attempted

**Q.** If a Procedure is created with the following signature  
Proc1(Emp\_num NUMBER, Emp\_name VARCHAR2 DEFAULT 'Emp name', deptno NUMBER DEFAULT 10)  
then, which of the following option cannot be used to call the above procedure?

**1)**. Proc1(101,'Name1',20)

**2)**. **Proc1(101)**

**3)**. Proc1(101,'Name1')

**4)**. **Proc1**

**Solution** :  
option [4] is correct

**Attempted** :  
option [2] is attempted

**Q.** Which of the following statements are false with respect to XML?  
  
i)   XML document can contain more than one root element.  
ii)  XML tags are case sensitive.  
iii) XML document can contain empty elements.

**1)**. **only i**

**2)**. i & ii

**3)**. iii & iv

**4)**. ii & iii

**Solution** :  
option [1] is correct

**Attempted** :  
No options are Attempted

**.** Consider the below form to Book a Rail Ticket.  
  
![https://icompass.fs.capgemini.com/ckeditorimages/1499674816925_Practice%20S1%20Q5.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXYAAAEeCAIAAAARm6kFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB7ESURBVHhe7d15XE35H8fxEyoqlfa0qSQqkrFEFLKWse/LGMzYt2ZkrGX4Zd9mxpgZZBhryL4kpQhpUdpIq6Qd7dtdur9zb19cBpPq3LrO+/nX3HPOvd15fD+9fO+9CXUAAIAxlAAAgDFIDAAwCIkBAAYhMQDAICQGABiExAAAg5AYAGAQEgOfEhMTEwZsFR8fT+agDpAY+BRzc3MK2Mre3p7MQR0gMfAppqamZNyAfezs7Mgc1AESA5+CXQybYRcDjENi2AyJAcaJJ0ZGRqYZfOnoVSbrjcSABIgnplu3brHwpRN/9w2JAcaJJ8bR0ZEchS+XlZUVWW9pSUxBwjWPSf372tvZ9hCaueNyWiU5BY2feGL69u1LjsKXy8LCgqy3tCQmN/QXR4rS6frdTk+hS/cTC/jkFDR+SAzbSF9i8h78PlRWqd/i6xxyQCAoiTy4ZpH70WO7J0+bMumPOIGAmxe4ZfxI56FDnYdP8jgZWUJfUxl7xH3x2n+unfaYM27YyEkLV12Ozbu2cZjz8NHzNh2MK6t+IGAcEsM20psY37eJeXFuipFcMz2tQSPW7NpxPfHlnS3Durdpab9k/frFI2zM9O3WX0mo4NxZYKHQtHWfJW4b1s7ur0xR5gOnL167ePG4jorybRcdji0ljwXMQmLYRhoTs2+MRjNt8/6TZtAW7b32pKwoYEEnLUrB5rfHwguyLsxtRamN2BQlvBGz37kV1WrUnifZoW72+lTzvp7JVQLOndkGcrKqA//JFQieHByqQnWc7JkivBoYh8SwjbQmRqfDgKnf05b+dT2hvPDm/E7azXpviS+nzxcGrv6K0rVe6S98eSTIDXQdoET1Wn4n9vbP/QyoNgv9c3mCqtgNPdQMLX+OFQiqUi7NaU+1H7cnRng1MA6JYRspfqHEJQfoF0qXv+uoLTv8l2fCt1Ty/Vd2pnQ7rbheKDp1m05M80HrI5LD3B30KcM5PlkcAfeh21et9DuseiAQ8BLPzjSjLCbsjRNeDYxDYthGGhOz10lesffsM9nkgEDw8sr3dGKcd6UU0zcqk7xmKjUxnH40U3jq0QEnNcpi7qnc4ujVdq2RmAaHxLCN9CUmN2RXH4rqNOW4KCEiL85PNpSn7DcliTYuJRlXXazNDW1n79u/f8NMx44Gg7f5PBPwbi/ooEApT72UQSfmgasZpdTaJYROTPzJCVqUnvOuaNEjAdOQGLaRvsQUJFxc7fS1y67br8gBgaAoZNfs8UPWeGeRj4X4OSH7pjrY2dra9uw9wcPrEY8+Vvbwj0UTB07ZHfaSK+AlH54/atKsgwn0pRl3tn87cNb/Lj6tviswDIlhG+lLDEg1JIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAoJIZtkBiQKCSGbZAYkCgkhm2QGJAo8cQ4OjqSo/DlsrKyIuuNxIAEiCdGQ0NjJHzpWrZsSdYbiQEJEE8MsA0SA4xDYtgMiQHGITFshsQA4zQ1Ncm4Aft06tSJzEEdIDHwKRs2bFgEbLV7924yB3WAxAAAg5AYAGAQEgMADEJiAIBBSAwAMAiJAQAGITEAwCAkBgAYhMQAAIOQGABgEBIDAAxCYgCAQUgMADAIiQEABiExAMAgJAYAGITEAACDkBgAYBASAwAMQmIAgEFIDAAwCIkBAAYhMfBhCQkJYcBicXFxZBTqBomBDxs8eDD5B7uAlTp27EhGoW6QGPiwAQMGkFkDVurQoQMZhbpBYuDDsIthOexigFlIDMshMcAs8cTIyMg0AxagF5osORIDTBNPjL6+flRUVCx86aytrcmSIzHANPHEtG3blhyFL1rv3r3JkiMxwDTxxJiYmPB4PHICvlw9e/YkS47EANOQGBZCYkBykBgWQmJAcpAYFkJiQHKQGBZCYkBykBgWQmJAcpAYFkJiQHKQGBZCYkBykBgWQmJAcpAYFkJiQHKQGBZCYkBykBgWQmJAcpAYFkJiQHKQGBZCYkBykBgWQmJAcpAYFkJiQHKQGBZCYkBykBgWQmJAcpAYFkJiQHKQGBaSjsRU8XjuU6cOGDBw6Nejx40dM3zowAEDBs/zOJtSRS4AqYDEsJCUJIbP9/7zz80ebtO6NqcoWZtJazZv3nroYlguOQ/SAYlhISl7oRS8zobSsVoZ8Hb38vS654pZ06dOnTpz7ma/53xyFBolJIaFpCoxnFc+yztSWh2WXsgT3eY+u/v3VHOjdt1HzV8w115Hs9fY/93OqMCLp0YLiWEhaU4MJ/XADAtK1eG3sHL6VsyWAa0o+XF/P0ZjGi0khoWkOTGZvkt6y1MOP93KEt4q81vZTlfWaoVvEea2sUJiWEiaE5N2ZV6PJpTD8oAM4S3enfXt9eV7/+9+Cd6QaayQGBaS5sSUxu4YbUCZTL+YLryVvG+UVlPl+RcyOMJb0BghMSwkXYl5eXlxG6q5/pwz1Z9Wlz08tMhS0WLk6gPnz3st7mneudsy35wy0SlojJAYFpKqxHAL7/06oevAsTtu5ZMjgrSz677pat2JfurWnV3OPy0mh6FRQmJYSKoS8xFVfD6Px+fjg6RGD4lhoS8hMSAtkBgWQmJAcpAYFkJiQHKQGBZCYkByxBNjampKjsIXrVevXmTJkRhg2nu7mKoqvEX/5UNiQHLEEyMvL9+9e/ce8KVTUlIiS47EANPEEwMshMQAs5AYlkNigFlIDMshMcAsW1tbMmvASvr6+mQU6gaJgQ/z8vLaDCzm6elJRqFukBgAYBASAwAMQmIAgEFIDAAwCIkBAAYhMQDAICQGABiExAAAg5AYAGAQEgMADEJiAIBBSAwAMAiJAQAGITEAwCAkBgAYhMQAAIOQGABgEBIDAAxCYgCAQUgMvBUeHr4d4LWTJ0+SyagDJAbe8vDwIL9+HoCirK2tyWTUARIDb+3cuZMMFwBF2dvbk8moAyQG3kJiQBwSA/UMiQFxSAzUs/cS06FDh67AMs2bNyfLj8RAvXsvMaGhoeQEsIaFhQVZfiQG6t17iYmIiCAngDUsLS3J8iMxUO+wiwHsYoBBSAwgMcAgJAaQGGAQEgNIDDAIiQEkBhiExAASAwxCYgCJAQYhMYDEAIOQGEBigEFIDCAxwCAkBpAYYBASA19GYl5FX/E+djYkq4JPDtQj7suIc/v37P7d63p8CTn0AbxXsVcOHb0YkFBMDrxVVZR4w+vEieuxBQw8u0YOiQHJJ6bqZULI9bPe3t4h6SVc4QHOy1i/i9f8H+WLTtdKhLulBqUz+0ZuJTlQX3jliVfd++k0Ne46wmXbzRf0kaoX0X5nPffv9zx8/PQZ71PHDh04sP+o943A66vbUJRW792J1XcUw0/4s3fzps26e8RxyJGPqeLmP7p56apv7EtyQOohMSD5xPCDNg1rLfxyHZb5JFfR31cFQS6mTTXMVtwnF9RC1MYexi3Nltz5xDajlkouLdSXa+d4WlgXEf6TYyun2dnadjFRFf5PaJh17WHrNHnlyTvn1oz5ZvkO/1xy3VtVSZ6DtVqp9dsWLyrqp/Dj3DvKq7VZ+ZDclnpIDDRAYu5tH9tWQfj1TMd5pvIEgrKQn6xaGlqvixTwijPig0NinuYL/7gvynj84F5oUl4Zt+JFwsOI+MzclFA/X//A0EepBSUlySHXbwTcjk57IdoZPNzU01Sl/Y9ng/38fG/cCo3Oe/PNXJ4VE+R33cfH1z/kaSH9xQSC0uz4hxGPn6fH+PkHhaSKv64pTY8P9r/h43Pd/1ZUjvAReJkPTq35Wkdez2rpgTsPn+bTQXzj1cVFZuqUzZrA8urbnIK0mKj4lBcVwhv8/LSYW36+Pj43YrNLuSlHnLRbqQ/YncDhv0q8G3Q/POml8CVTVXH6w1s36Od242b481L6QOXTu39Naauorjd+l09AWHJRVVXxs6jb/vTDhCTkkS8jZZAYaIjEbB1l2tHUWl9buUnfnXH5vIqI1Z1UjLpsTBAUBm8dRin2+OGKcCtwe5Nza0ppxpG4/LRTY4y1uk53Xz3axqS1iprl4J9+PfjjSDMj9RZmw1b7Z9Hf1DFb7dopG4ycN9u2s7mRmqaR65lMekPDL39xa8csOz399hYWptqG49wvpZfzBIn7nIzUOk8c76zf3WmKZ0L1kxJUleY+2D26p5GOsYVFex2F9gsPhueWlVxe3cVATa6JnIKu2dDFnhGiRBG55xeaaVBdVvsXi8JTnHhyknoL65EH0+is5QW6O3XR0G9rYWE82v1a0sNjIww0dIf+8Sg16AdbijIe8nsIh1eSc33DxO6tDenn1kbDZPqOwExOrteiHrrNm8rKa7Sx6Dtrb3ji3d2jOrY0MLeyGDjvUEhWuXjhpAQSAw2RmC3DjMzHbNg4q4t+885Lrma+DHfr0ookZoszpdD9dWKcWlOKdGIK008PV2supzHqVEpe/PnlZhQl33Hi0eTM0O1jtGT0ZnpG8wSpO3sat5BTXXwx/WVO6CobOU2rWb6Vgswbbt2a6YzZdKdSIMg6/a2VSqe1fs/KMo4Nbkk1UWvvcaukksMj37b87PPLByjLWy07HVdeke81w0JdwdItqIBXnu01z1ixrd3eSPrad96tzT67gE6MzaobhaIdU1HCifEqclYj/nkpKPdfM0RZ1m6dz7OKirh9bsfuXN7uZKqv33f5wXVOsvKmQ9fd4FTxEk8vtWpmOH2vMFspB0e1U7XdHJZXXhnp9lUrPXPXwIpKTtmTAzNNKcNhnnEcQeT5i0H308QLJyWQGGiAxNzdMszAdKRnlN/OQRaqLcZ7Rt9Y3VXDWJSY+9uGyyj3XHZVmJigLV8bUCqzjj4SJkZHVbXP5iSBoCLl5HiV5pbD/8ygNw433fq0pAauCywUPN3Vy0S57Vw/4dukxZeWtGvexu5gzKt7m4dQLWzm/fMg/fnzZ/6buuhQDh5BWY+9hmqpagzanii+Kci75eqoSvX64Wam8FbmiW9bq8r13hopqCy8vLStYjt7zyeiy8S8nxjhLkbBeoJXET/Ww0lDpsdiP/op0q+1KjiVT/4e3kZdzsSkjYyCSbeNkcKv+/zCst5US7sVZ6Lp55Z2ZZW5mozTntjC8qSNtmoGHVYJvxH5qSeX2jSh2n6753ZOZm5hWaU0fh6FxECDJMZZz9h5f3R+xd2N7XU17ZbvXGqjYdp1kzAxW7+mlHu5Xsujr7u7bbjhm8TotlLrvzNVIChL9prcSsFm7KEcgaDwpntfVWqge0BBdWLau94tpO9X7PuTpYxB183nws+59qRkW2obtTWlGRtqqqtM2hueHXd8iJ6m/vzzojdNXks8860NJTNg7Z0s4S3eLXdTPSW7TQ/4ZS/OLzZVNOuzL050mZgPJqbL5DPPCwIWfEVpjdn0oEh0He3pkZGtlWVk5eUoOWPbjcLfXlses2dmJ0pORVf03NoaG2ioq8w8/CS/+PH67mr67VcGC+9WVRhxZI6tmpa2jo5235VeMXihBNKooRLj9GdEkaAqddcIEy0158EOyqa2W0S7mK8ppR7Lrgk/vwnc6KQnnph+25MFgtKkkxNbKXQec5BOQYG/m4MqNWhdYHViWprO839F36/w4mLz5qYOR+6lnlrQgTIauPVKUnJKSsrTZxmZma9KOBWP/uqvq6m/8HzlO7uYwB/7q1B2rreyhbcyT8wwUG8x7USOoDL/3CKTz0pMen7Akm6UjN2P/qINEY/D5SR4OuvpaHZb8PMcy2aqluOOpAiq4n+ZbES1G7nHL4l+aqLnlpFfyuUWR7h9parXvvrDtSpeRfGrvMxnvlsH6FHKI3dESeFH2UgMNEBi7mwaqmM4+PcwYQ8K7m6xV2wuK0/pd9kUL+DFey0wpNSd19/hlN1bNkS/CaUx73hcYfqpYVrKKvZbhYlJPDFeWb7jKE9hYvzW9G5JObrRu5i0XbaG8s1UXC6n56RfmNZSyaDrz48quJEHpuvJG0z7JUz80xju4732mmq6885WiCeGn33OxUFR3nFbUBaHk39ylpWW4uCDT7mCqhdn5hk1N+n1Vyy58I1s73kmrahOK3zfvBczQVW+4+hjr/jpR2bROxQHjxvPOZz4A+uO3728dZCBto7zjqCQbfYUpWv/cyS/InjXWM3mZvMOxYru/Vp55r6xyupG407ncLnPgw797r4vhv7/9J1l27zpoPVh//48vNFDYqBBEjNE22DwnlDRj5pws/ZNFP5LTjodN0QKBJUv7mwY1U5e1dDSYdbSeaOsDc1mHIwufOblrKnUss/WJGFijo9TkrUaeaA6MXaKVH+3gHzRLsZmxOwlY+07mem0aGHkeuYl/a1bWZh83OVrMxW99pbVvj8am1fxzLOvRiudud7vJEZQVZrl49q3k6ZhO0vL9totHH8+F1NEX1CZdWquoZxxzz//nZgzc41VqY4/vUnM8fHKspbDPZ8J+EUZvisG22jqm1la9lm45276o8NOWiqqA3Y/K3t2RbjDMZ38x8PK/JS/v3M0VjfsQJ7bglOJhYIq/tMLiyybtGht3u/7PT53LrkN72RpadFGpfPojddSyt6pkXRAYkDyiakqTI8LCYvNLCY/61qYdj8oKCgk4pnoR1S4r9KiAvx8LvtFpaU/fRQZ8SS7hFeRFxcSHBz9nN6M8Mtz44PvRjzKrqQvzU+LDg6KSSvgCioyosPj0vLSIgJ8rl4PCI3Mef1ztNyXqaF+PlcuV7ufWlDB5+TEhNwPTXrxr3dPeS+SIvx8rl6+fOX6zfiC6mP8yryksHvhUVnCn1t5B+dFUvj9oIin+dUfSvHKqp9YVpnobH7qQ3/hQwUmvqqkn8Sj+8HBMZl0Ijgv4m8F3glPEO7gKnMSg2+8eW5haUWiJ12eE3Xr5vUrfiHJBZyyrGh/+un4+Ec8LZbCj5NoSAxIPjHAIkgMIDHAICQGkBhgEBIDSAwwCIkBJAYYhMQAEgMMQmIAiQEGITGAxACDkBhAYoBBSAwgMcAgJAaQGGAQEgNIDDAIiQEkBhj0XmKioqLICWANKysrsvxIDNS79xLj6+ubByxjbm5Olh+JgXr3XmLU1NS0gWWaNWtGlh+JgXr3XmKA5ZAYqGdIDIhDYqCe7dixgwwXAEX16dOHTEYdIDHw1ubNm8lwAVBUt27dyGTUARIDbyUlJZ0DeC0oKIhMRh0gMQDAICQGABiExAAAg5AYAGAQEgMADEJiAIBBSAwAMAiJAQAGITEAwCAkBgAYhMQAAIOQGABgEBIDAAxCYgCAQUgMADAIiamlsWPHdgapdfjwYbKQwDAk5lMSExN7fwT5vWAgnXR1dclCipkyZQpZeKg/SMz7Fi1aNOS1bt26kZEEdiAL/9rly5fJWEBtITGEp6fnOBEZGRkybsB65ubm1VORnp5OBgU+E9sTEx4ePkuE3jmTsQL4l0GDBtFDQu9wydxAjbE3MdnZ2S4uLnZ2dmSIPtOPP/64E6RWjx49yEJ+pjlz5mzbto3MENQASxNTVlY2YcIEMjWfpKmpue5DuFwueSyQQnfv3iULKWb+/Plk1T+padOmhw4dIg8E/4WliVm4cCGZlw+ZMWMGvUmphmFiD/qPDbLqIjY2NmQg/kVFRcXb25vcDT6JdYkpLS318PAgkyKG3jl/LzJ37lwej0euBhYLCAioHolWrVqRKRHj4OBAroNPYl1iMjIyyIy81qZNG/pFU2hoKLkC4F27d++mJ2TcuHFkYkSsra2Dg4PJFfBxrEtMVlaWgoICGROKMjQ09PLyIucAPumbb76Rk5Mjo0NRo0ePJifg49iYGEVFRTIjFLVgwQJyAuC/VFZWamhokNGhqMmTJ5MT8HFsT8zcuXPJCYD/UlRUpK6uTkaHovAXDmqC7YmZM2cOOQHwXwoKCpCYz4XEIDFQU0hMLSAx9ZMYXmVpQV5udmZGevrzzOz88nc+9eYU5mSm055nZOYWlPLJ0Wrl+bkZz4UnM7JyX5VXiY5VcSuKX+a9KCipFF5bVVH0KifrRREHn6Q3NCSmFpCYekkMJ8l381BtXT1DY1NTY4PWjitPRJXyRb3gV2SH/OpkSh83NTVpo2/Rb96JJ5Vc0akqbnmuz7LB3YxEJ40MTb9ae7VYWBXuk0trbLXNJqz3K6Yf+t7urztr6Y3/NS4PjWlgSEwtIDH1k5h478XGlJrDyrOxsVd/6mui0Hry0Zh8+kTqsTkdTLR0puyJiY2NvX9upZOavJr9j0dj6FPc8P1TemkqdF/odZs+F33SpSulaNTX5VKpgP/41Hx9Sq6vqx9XkLp/ihVFtZ1/8mFJdZig4SAxtYDE1E9inpxzMaNMJh1Ipv/78oJespTFmhvP+ILHW21ay1JD96aWVV/39OrKbhTVacaRLEFl4E8DlSmDmcejq1858TIuzTKhWprPC+JVJZ1bakapjfDwve+/urt8M4dl3mkc9KXhITG1gMTUV2J+aEcZj//rsUCQeXBSxyaGk7ziKwRP9lirKyoO2/eCXCYof3KW7oi83bJb4Xfch2hTJjOvpFSQc5XZ+0fKNNXovP5BTuoFFwvKxNZpolN/FbMhK29mc8g10KCQmFpAYuopMRdXd6Xk1dp06tHDSk+pmeXcf57S24776/S0FVt871X6+m9lV2UEuTnKUp2/u3r94g+OqpSNS+DT1+c4Bddc21FqZi43UlMvrviKUpCTbUpRrafvi8Tf6W4kkJhaQGLqKTEXlnekNLpOcfP0POQ2ubuVeU9X79hXt3aYtlZq8d3JN4nhpvi6dGui2M81NDTIpZ/KO4mpeOk1W02uteX2mNKUC8ssqFa97Qf37G5q3GuVX0oJuQYaFBJTC0hMfb4XM/lgIn2De8vDVplSn3Y4IfRvRx3lFhbrol5npCjmyFgVymj0L6kF8RuG6lGqTp6Rr19FVSZvt6dU9IecLhIkn1/altKatO7K2WPjW1NKPd2v51WSq6ABITG1gMTUY2JMp/ydILwV+j87Fcra9UpWfureofTXMl5+t3obUha40YGOj/PW+2WCklvr+ytTcn223K3uT77/KvMWlPrI/c8FVU/OLmlLKQ9xu19cGOLeQ4PS7rc3/NW7P08DDQCJqQUkpn4S8+j0IiOKUu/sNGvWrHG9dNp2HXso8iVPIMgJ/n3xEHUlS2fh7wee7Nyjg67z6hO3nwnf4i1L8dv/fVdV0y4jp9HnZgy1UuowbcvBMHpTw4k+NkuNonrMP0+XKe3ED8YylKrjppDc128MQwNBYmoBiamXxPDy4v3+Wr1i2eL5wl9qtfCHv26++aBIUPrwxGqXecJfbTRn3qpfvVLFP33OC97nsXjubPrc7AUrNtzOqT7Ky4m5vGP1+r994kvpWxUJp/74+Ye1x6KRmIaGxNQCElMviQFWQGJqAYlBYqCmkJhaQGKQGKgpJKYWkBgkBmoKiakFJAaJgZpCYmoBiUFioKaQmFpAYpAYqCkkphaQGCQGagqJqQUkBomBmkJiagGJQWKgppCYWkBikBioKSSmFpAYJAZqCompBSQGiYGaQmJqAYlBYqCmkJhaQGKQGKgpJKYWkBgkBmoKiakFJAaJgZpCYmoBiUFioKaQmFpge2KWLFlCTgDUgKamJhkdJKZmWJeYjIwMMiAi9vb2+/btS05OJqcBPuL8+fO//PKL+J9Pw4cPJ+fg41iXmPz8/NGjR5MZeW3s2LEnRSoq8Cu44R2RkZHVs6GqqkrGRURXV/e3334jF8HHsS4xtPT0dDIm/+Lh4XHlyhVfX19yKbBSYWEhPQbVevXqRYbjXX379iVXwyexMTHPnz+3trYmk/IhMjIyFy9evCUmLS2N3Bm+RGFhYWSlRdauXUtG4SOaNGni6upK7gyfxMbE0BISErp06WJgYEBG5r+MGTPmwX+hy0UeHRolsk7/QvdFS0uLrHQNdO7cecaMGeRB4b+wNDHVfHx82rdvr6KiQmanboYPH/4YGqszZ86QdaoDExMTBweHykr8A+OfgdWJodHjsmvXLkORpk2bklGqLTlorJo1a0YW6fOpqanR40H3JSUlhcPhkNGBmmF7YmhcLrdQZOLEiRoi4j9eBexEJ6l6GGje3t7VE0ImBj4HEvMWPUPZIomJifr6+kpiZGVlyejBF0pBQYEstsjs2bOrh4HG5/PJiMDnQ2I+LC0tjd4Vv7Fhwwb6j7VPk5GRIdMKjQn9+pes0MepqKiEhYWRxRYpKCggowB1g8TUSElJSex/2bhxIxlqaDTk5eUDAgLICn3co0ePyEpDfUNi6g2dofvQyNB7E7I80ECQGABgEBIDAAxCYgCAQUgMADAIiQEABiExAMAgJAYAGITEAACDkBgAYBASAwAMou4BADDk3r3/AylDeqtjHKv/AAAAAElFTkSuQmCC)  
  
The user can book only ten tickets with a transaction. Choose the valid equivalence partitioning for Number of Tickets field in the given scenarion.

**1)**. 100 tickets is Valid.

**2)**. **0 and less than zero is Invalid.**

**3)**. **10 is Valid.**

**4)**. **11 is Invalid.**

**Solution** :  
option [2,3,4] are correct

**Attempted** :  
No options are Attempted

**.** Which of the following are advantages of modular programming?

**1)**. **Modification in any module will not affect our main module.**

**2)**. **The changes made in an appropriate function will affect only that module other modules will   
remain unaffected.**

**3)**. The main module becomes independent of the sub modules and coupling is zeroed.

**4)**. The modules introduce defensive programming technique by minimizing testing effort.

**Solution** :  
option [1,2] are correct

**Attempted** :  
No options are Attempted

**Q.** Select the valid statements w.r.t software testing:

**1)**. Software testing is in a way a destructive process

**2)**. Software testing is a process used to help identify the correctness, completeness and   
quality of a developed computer software

**3)**. Software testing is Verifying and Validating if the Software is working as it is intended   
to be working

**4)**. **Software testing is the process of executing a program with the intent of finding the errors**

**Solution** :  
option [4] is correct

**Attempted** :  
No options are Attempted

**Q.** Consider the below pseudocode:  
                   
BEGIN         
        content[30]= "Pseudocode"  
         FOR i=0 to content[i] not equal to end of character  
               If (content[i]>=97 AND content[i]<=122) Then  
                      content[i]=content[i]-32;  
               END IF   
         END FOR  
END  
  
Which of the good programming practices have been followed in the above code?

**1)**. **Layout**

**2)**. Naming Conventions

**3)**. Modularity

**4)**. Maintainability

**Solution** :  
option [1] is correct

**Attempted** :  
No options are Attempted

**Q.** Match the following:  
  
A. version  
B. artifactId  
C. groupId  
  
  
1. This is an Id of project's group. This is generally unique amongst an organization or a project.   
For example, a banking group com.company.bank has all bank related projects.  
  
2. This is an Id of the project .This is generally name of the project. For example, consumer-banking.   
Along with the groupId, the artifactId defines the artifact's location within the repository.   
  
3. This is the version of the project.Along with the groupId, It is used within an artifact's repository   
to separate versions from each other.

**1)**. A-1, B-2, C-3

**2)**. **A-3, B-2, C-1**

**3)**. A-2, B-3, C-1

**4)**. A-2, B-1, C-3

**Solution** :  
option [2] is correct

**Attempted** :  
option [2] is attempted

##### Q. \_\_\_\_  is used to create a simple java application in Maven.

### Attempted

1. maven-archetype-java

### Solution

1. maven-archetype-quickstart

2. maven-archetype-jee

3. maven-archetype-mojo

4. maven-archetype-java

**Q.** PMD helps to identify \_\_\_\_\_\_\_\_ and \_\_\_\_\_\_\_\_.

**1)**. **Empty try/catch/finally**

**2)**. **Unnecessary Object creation**

**3)**. Logical Error

**4)**. **Solution to program bugs.**

**Solution** :  
option [1,2] are correct

**Attempted** :  
option [2,4] are attempted

**Q.** PMD helps to identify \_\_\_\_\_\_\_\_ and \_\_\_\_\_\_\_\_.

**1)**. **Empty try/catch/finally**

**2)**. **Unnecessary Object creation**

**3)**. Logical Error

**4)**. **Solution to program bugs.**

**Solution** :  
option [1,2] are correct

**Attempted** :  
option [2,4] are attempted

**Servlet**

**Q.** Consider the below code snippet exists in pom.xml file  
  
<project>  
  <modelVersion>4.0.0</modelVersion>  
  <groupId>com.cg.bank</groupId>  
  <artifactId>bankapp</artifactId>  
  <version>1.0</version>  
</project>  
  
What type of packaged artifacts will get created when the above mentioned artifacts is packaged   
using "mvn package" command?

**1)**. EAR

**2)**. **WAR**

**3)**. **JAR**

**4)**. SAR

**Solution** :  
option [3] is correct

**Attempted** :  
option [2] is attempted

**Q.** Assumption:  
  
5 web applications are deployed under Jboss application server and each of them   
consists of 2 servlets. How many instances of type ServletContext will be created   
when the server gets started?

**1)**. 10

**2)**. **5**

**3)**. **1**

**4)**. 25

**Solution** :  
option [2] is correct

**Attempted** :  
option [3] is attempted

**Q.**Select the correct statement about the attribute fileSizeThreshold of the annotation @MultipartConfig:

**1)**. Default size is 10 bytes which means files will be immediately written without caching.

**2)**. The fileSizeThreshold is a byte limit above which the file will be saved to cached in RAM.

**3)**. **The file size in bytes after which the file will be temporarily stored on disk. The default size is 0 bytes.**

**4)**. Unless we intend to save all the uploads to the hard drive, you may wish to set this larger than   
the  default to avoid using slower disk -based access when reading the file contents.

**Solution** :  
option [3] is correct

**Attempted** :  
No options are Attempted

**Q.** @WebServlet("/FileUploadServlet")  
@MultipartConfig(fileSizeThreshold=1024\*1024\*10,    // 10 MB   
                 maxFileSize=1024\*1024\*50,          // 50 MB  
                 maxRequestSize=1024\*1024\*100)      // 100 MB  
public class FileUploadServlet extends HttpServlet {  
  
   protected void doGet(HttpServletRequest request,  
            HttpServletResponse response) throws ServletException, IOException {  
  
             }  
}  
  
Which exception above servlet will generate if we upload the file of size 150MB?

**1)**. FileSizeException

**2)**. FileNotFoundException

**3)**. All of these

**4)**. **IOException**

**Solution** :  
option [4] is correct

**Attempted** :  
option [4] is attempted

**Q.** We have following methods declared in our servlet:  
  
public void service(HttpServletRequest request, HttpServletResponse response)   
{ System.out.println("Service Method"); }  
  
public void doGet(HttpServletRequest request, HttpServletResponse response)   
{ System.out.println("Get Method"); }  
  
public void doPost(HttpServletRequest request, HttpServletResponse response)   
{ System.out.println("Post Method"); }  
This servlet is invoked by an HTML in which we have specified method="post"   
  
What output will it show on the console?

**1)**. **Service Method   
Get Method  
Post Method**

**2)**. Service Method  
Post Method

**3)**. **Service Method**

**4)**. Post Method

**Solution** :  
option [3] is correct

**Attempted** :  
option [1] is attempted

**Q.**In the deployment descriptor, if we have following entries for our servlet "MyServlet"  
  
<servlet>  
 <servlet-name> MyServlet1 </servlet-name>  
 <servlet-class> MyServlet </servlet-class>  
</servlet>  
<servlet-mapping>  
 <servlet-name> MyServlet1 </servlet-name>  
 <url-pattern>/1 </url-pattern>  
 <url-pattern>/2 </url-pattern>  
</servlet-mapping>  
  
Which of the following statements are correct?

**1)**. **It will create one servlet object**

**2)**. It will create two servlet objects

**3)**. **Above entries in deployment descriptor are valid**

**4)**. **Above entries in deployment descriptor are invalid as we can not have multiple   
<url-pattern> tags in <servlet-mapping>**

**Solution** :  
option [1,3] are correct

**Attempted** :  
option [4] is attempted

**Q.**Following is the code for doGet() method of TestServlet. Which of the given statements   
about it are correct?  
  
public void doGet(HttpServletRequest req, HttpServletResponse res)  
{  
    try  
    {  
        RequestDispatcher rd = this.getServletContext().getRequestDispatcher("Login.jsp"); // 1  
        rd.forward(req, res); // 2  
    }  
    catch(Exception e)  
    {  
        e.printStackTrace();  
    }  
}

**1)**. This will not compile.

**2)**. **This will compile but will give runtime error.**

**3)**. This will compile and work properly.

**4)**. **This will compile. However, it will work properly only if //1 is replaced with:  
RequestDispatcher rd = req.getRequestDispatcher("Login.jsp");**

**Solution** :  
option [2,4] are correct

**Attempted** :  
option [4] is attempted

 Which of the following statements are TRUE for the code given below?  
  
int MAX\_AGE;   
Cookie cookie = new Cookie("user", user);   
cookie.setMaxAge(MAX\_AGE);   
response.addCookie(cookie);

**1)**. **If MAX\_AGE = 10 the cookie will expire after 10 seconds.**

**2)**. **If MAX\_AGE = 10 the cookie will expire after 600 seconds.**

**3)**. **If MAX\_AGE = 0 the cookie will be deleted.**

**Solution** :  
option [1,3] are correct

**Attempted** :  
option [1,2] are attempted

**Q.** @WebServlet("/my-address")  
public class MyServlet extends HttpServlet { ... }  
  
Choose the correct URL.

**1)**. **http://hostname/appname/my-address**

**2)**. **http://hostname/my-address**

**3)**. http://appname/my-address

**4)**. http://hostname/appname

**Solution** :  
option [1] is correct

**Attempted** :  
option [2] is attempted

**Q.** @MultipartConfig defines \_\_\_\_\_\_\_\_\_\_.

**1)**. security constraints

**2)**. Listener

**3)**. **file upload properties**

**4)**. **Servlet**

**Solution** :  
option [3] is correct

**Attempted** :  
option [4] is attempted

**Mod2**

**Q.** Given:  
  
1. class Crivitch {  
2. public static void main(String [] args) {  
3. int x = 0;  
4. // insert code here  
5. do { } while (x++ < y);  
6. System.out.println(x);  
7. }  
8. }  
  
Which statement, inserted at line 4, produces the output 12?

**1)**. int y = 10;

**2)**. **int y = 11;**

**3)**. **int y = 12;**

**4)**. int y = 13;

**Solution** :  
option [2] is correct

**Attempted** :  
option [3] is attempted

What Happens If a JUnit Test Method Is Declared as "private"?

**1)**. Compilation Error

**2)**. **No Error during compliation**

**3)**. **Run Time Error**

**4)**. None of the above

What will be the output of the following code :  
  
class Base  
{  
public void amethod()throws FileNotFoundException{}  
}  
public class ExcepDemo extends Base  
{  
   public static void main(String argv[])  
      {  
         ExcepDemo e = new ExcepDemo();  
      }  
   public void amethod(){}   
   protected ExcepDemo()  
   {  
      try  
       {  
          DataInputStream din = new    
             DataInputStream(System.in);   
          System.out.println("Pausing");   
          din.readByte();  
          System.out.println("Continuing");   
          this.amethod();  
       }  
       catch(IOException ioe) {}  
   }  
}

**1)**. **Compile time error caused by protected constructor**

**2)**. **Compile and run with output of "Pausing" and "Continuing" after a key is hit**

**3)**. Compile time error caused by amethod not declaring Exception

**4)**. Runtime error caused by amethod not declaring Exception

Which relationship enables factoring out infrequent behavior or error conditions?

**1)**. Include

**2)**. **exclude**

**3)**. **extend**

**4)**. intend

@FunctionalInterface  
public interface MyInterface {  
 void checkName();  
 void checkSalary();  
}  
  
Smith has created the above interface, but he is getting some compilation error.  
  
Which of the following options can be used to correct the error?    

**1)**. **Functional Interface should not contain more than one method so one method should be remove   
to resolve compilation error**

**2)**. **Functional Interface should not contain more than one method so if Smith does not want to use this interface   
for Lambda Expression then FunctionalInterface annotation should be removed to resolve the compilation error**

**3)**. Functional Interface should not contain method with void return type so method type should be changed   
to resolve the compilation error

**4)**. Functional Interface must contain a default static method so default static method should be included   
to resolve the compilation error

The Junit framework automatically invokes the \_\_\_\_\_\_\_\_\_\_\_\_ annotated method   
after each test is run.

**1)**. @assertEquals

**2)**. @tearDown

**3)**. **@After**

**4)**. @Before

 Given:  
  
class A {.......}  
class B extends A {.......}  
class C extends A {.......}  
  
What will be the output of the following code fragment'?  
  
A a1 = new B();//Line 1  
A a2 = new C();//Line 2  
B b1 = (B)a1;// Line 3  
B b2 = (B)a2;//Line 4

**1)**. Compile Time Error at Line 1

**2)**. Compile Time Error at Line 3

**3)**. Runtime Exception at Line 3

**4)**. **Runtime Exception at Line 4**

Given:  
  
class A {.......}  
class B extends A {.......}  
class C extends A {.......}  
  
What will be the output of the following code fragment'?  
  
A a1 = new B();//Line 1  
A a2 = new C();//Line 2  
B b1 = (B)a1;// Line 3  
B b2 = (B)a2;//Line 4

**1)**. Compile Time Error at Line 1

**2)**. Compile Time Error at Line 3

**3)**. Runtime Exception at Line 3

**4)**. **Runtime Exception at Line 4**

Which annotation can be used to carry out cleanup activities and to execute the method   
after all tests have finished ?

**1)**. **@After**

**2)**. @Before

**3)**. **@AfterClass**

**4)**. @BeforeClass

Suppose you want to test object response for not null.   
Which of the following code would you use in a test to verify than an object is not null?

**1)**. **assertNotNull("Response is null", response)**

**2)**. **assertNotNull(response)**

**3)**. if(response = = null) {throw newExcpetion("The response is null");}

**4)**. assertNull("Response is null", response)

Which of the following line of code is suitable to start a thread ?  
  
class X implements Runnable   
{   
    public static void main(String args[])   
    {  
        /\* Missing code? \*/  
    }   
    public void run() {}   
}

**1)**. Thread thread = new Thread(MyThread);

**2)**. Thread t = new Thread(MyThread);  
t.start();

**3)**. **MyThread run = new MyThread(); Thread t = new Thread(run); t.start();**

**4)**. **Thread thread = new Thread();   
thread.run();**

Select the false statement about Lambda Expressions:

**1)**. **Increases the Lines of code**

**2)**. Provides sequential and parallel execution support

**3)**. Allows to pass behaviors into methods

**4)**. Higher efficiency with laziness

Assuming a method contains code which may raise an Exception (but not a RuntimeException),   
What is the correct way for a method to indicate that it expects the caller to handle that exception:

**1)**. throw Exception

**2)**. **throws Exception**

**3)**. new Exception

**4)**. No need to specify anything

When testing an error flow, what test would you write?

**1)**. **public void testErrorCase() throws Exception  
     {  
     methodToTest();   
     // Asserts here }**

**2)**. public void testErrorCase(){ try{   
     methodToTest();   
     }  
     catch (Exception expected)  
     {   
     // Asserts her   
     }   
     }

**3)**. **public void testErrorCase(){   
     try{   
     methodToTest();    
     fail("Should not reach this point")  
     catch (Exception expected)  
     {    
     // Asserts here   
     }   
     }**

What is the result of trying to compile and run the following program?  
  
 class  Phone implements Cloneable{  
public static void main(String[] args) {  
  Phone p= new Phone();  
  if (p instanceof Object)  
     System.out.println("Object");  
if (p instanceof Cloneable)  
     System.out.println("Cloneable");  
}  
}

**1)**. The program does not compile

**2)**. The program compiles and runs and writes Object to the standard ouput

**3)**. **The program compiles and runs and writes both Object and Cloneable to the standard ouput.**

**4)**. The program compiles and runs and writes Cloneable to the standard ouput.

class ArrayTest {  
    public static void main(String args[]) {  
      int arr[] = new int[2];  
      System.out.println(arr[0]);  
    }  
}  
  
What will be the result of compiling and executing the above code?

**1)**. The program does not compile because arr[0] is being read before being initialized.

**2)**. The program generates a runtime exception because arr[0] is being read before being initialized.

**3)**. **The program compiles and prints 0 when executed**

**4)**. The program compiles and prints 1 when executed.

**5)**. The program compiles and runs but the results are not predictable because of un-initialized   
memory being read

Consider the below code of an anonymous class:  
  
Comparator<Integer> intComparator = new Comparator<Integer>() {  
       @Override  
       public int compare(Integer o1, Integer o2) {  
              return o1.compareTo(o2);  
       }  
};  
Which of the following are valid lambda expressions to replace this anonymous class?

**1)**. **(o1,o2) -> o1.compareTo(o2)**

**2)**. **(o1,o2)->return o1.compareTo(o2)**

**3)**. **(Integer o1, Integer o2)->o1.compareTo(o2)**

**4)**. **(int o1, int o2)->o1.compareTo(o2)**

What is the output of the following program?  
  
class A {  
  private void print() {   
    System.out.println("Inside A's print method.");   
  }     
  public void test() {   
    this.print();   
  }   
}   
class B extends A {   
  private void print() {   
    System.out.println("Inside B's print method.");   
  }             
  public static void main(String args[]) {   
    A a = new B();   
    a.test();   
  }   
}

**1)**. **Inside A's print method.**

**2)**. Inside B's print method.

**3)**. Inside A's print method.   
     Inside B's print method.

**4)**. **Compilation error**

Read the following example. Which of the following options relates to this example?  
  
"Customer needs to know what is the interest he is earning; and may not need to know how the bank is calculating this interest."

**1)**. Encapsulation

**2)**. Inheritance

**3)**. Polymorphism

**4)**. **Abstraction**

 Given:  
  
class CardBoard {  
Short story = 5;  
CardBoard go(CardBoard cb) {  
cb = null;  
return cb;  
}  
public static void main(String[] args) {  
CardBoard c1 = new CardBoard();  
CardBoard c2 = new CardBoard();  
CardBoard c3 = c1.go(c2);  
c1 = null;  
// do Stuff  
} }  
  
When // doStuff is reached, how many CardBoard objects are eligible for GC?

**1)**. 0

**2)**. **1**

**3)**. **2**

**4)**. None of the above

 public class MethodOverriding  
{  
  private void add(int operand1, int operand2)  
  {  
     System.out.println(operand1 + operand2);  
  }  
}  
public class Overridden extends MethodOverriding  
{  
  public void show()  
  {  
     add(10, 12);  
  }  
   public static void main(String args[])  
   {  
      Overridden ob = new Overridden();  
      ob.show();  
   }  
}  
  
What will be the output of above code when compiled and executed?

**1)**. **Compile time error**

**2)**. Runtime error as add method is not defined in MethodOverriding class

**3)**. Will compile and display 32

**4)**. Will compile and dislay 1012

##### Saratha is involved in the development of a Car sales purchase application.  She created different packages named as com.carsales.service, com.carsales.dao, com.carsales.dto  and com.carsales.mainclass. She created a class named "CarSales" in a package " com.carsales.dto"  which consists of attributes such as carId, carName, and price and appropriate setters and getters.  She also created a class named "CarSalesDAO" in a package " com.carsales.dao".  Implementation of which statement allows to access attributes of "CarSales"  class from a  "com.carsales.dto" package in a "CarSalesDAO" class available in a  "com.carsales.dao" package?

**1)**. Assigning attributes and a class with public.

**2)**. Assigning private modifier to attributes and public modifier to class and also inheriting  CarSales class in   
CarSalesDAO class will helpful for performing this task.

**3)**. Assigning public modifier only to attributes.

**4)**. **Assigning public modifier to class and private modifier to attributes and also importing CarSales class   
in CarSalesDAO class will helpful for performing this task.**

 Consider the following entries in the log4j property file:  
  
log4j.appender.testAppender=org.apache.log4j.ConsoleAppender  
log4j.appender.testAppender.layout=org.apache.log4j.PatternLayout  
log4j.appender.testAppender.layout.conversionPattern=%m%n  
  
Which of the following statements is true about the above entries?

**1)**. **set the appender named testAppender to be a console appender**

**2)**. **set the name of Appender to ConsoleAppender**

**3)**. **the layout of ConsoleAppender is set to PatternLayout**

**4)**. **set the layout for the appender testAppender to PatternLayout**

Choose the correct lambda code to check the given value is divisible by 5.

**1)**. Predicate<Integer> divisble=(number)->number / 5 == 0;  
 System.out.println(divisble.test(11));

**2)**. Predicate<int> divisble=(number)->number / 5 == 0;  
 System.out.println(divisble.test(11));

**3)**. **Predicate<Integer> divisble=(number)->number % 5 == 0;  
 System.out.println(divisble.test(11));**

**4)**. Predicate<int> divisble=(number)->number % 5 == 0;  
 System.out.println(divisble.test(11));

Integer i = new Integer(10);  
int i2 = 10;  
System.out.println( i == i2 );  
  
What will be the output of the above code fragment?

**1)**. **Will print true**

**2)**. **Compilation Error**

**3)**. CastException

**4)**. Runtime Exception

**5)**. Will print false

What will be the output of the following code fragment?  
  
Vector v1 = new Vector(7, 3);  
 for(int num = 1;num<=15;num++)  
  v1.add(num);  
 System.out.println(v1.capacity());

**1)**. 21

**2)**. **15**

**3)**. 18

**4)**. **16**

If Single files are to be read one after the other simultaneously, the appropriate class to be used is:

**1)**. **SequenceInputStream**

**2)**. RandomAccessFile

**3)**. FileReader

**4)**. **FileInputStream**

**5)**. DataInputStream

Given:  
  
class Alpha{  
   Alpha doStuff(char c){  
     return new Alpha();  
   }  
}  
  
class Beta extends Alpha{  
  Beta doStuff(char c){  
    return new Beta();  
  }  
}  
  
Is it a valid overriding?

**1)**. **True**

**2)**. **False**

Here is log4j.properties file:  
  
1. log4j.rootLogger=ERROR, CA  
2. log4j.appender.CA = org.apache.log4j.ConsoleAppender  
3. log4j.appender.CA.layout=org.apache.log4j.HTMLLayout  
  
What will be the result of attempting to compile and run the following program ?  
  
public static void main(String[] args) {  
  PropertyConfigurator.configure("log4j.properties");  
logger.debug("Here goes the debug message");  
logger.error("Here goes the error message");  
logger.fatal("Here goes the fatal message");  
logger.info("Here goes the info message");  
logger.warn("Here goes the warn message");  
   }  
}

**1)**. Here goes the debug message  
Here goes the error message  
Here goes the fatal message  
Here goes the info message  
Here goes the warn message

**2)**. **Here goes the debug message  
Here goes the error message  
Here goes the fatal message**

**3)**. Here goes the error message  
Here goes the fatal message  
Here goes the info message

**4)**. **Here goes the error message  
Here goes the fatal message**

**5)**. Here goes the info message  
Here goes the error message  
Here goes the fatal message

**6)**. Here goes the info message  
Here goes the warn message  
Here goes the error message  
Here goes the fatal message

A system integrator needs to know the scalability of the system. Which UML building block will be helpful   
for examining the same?

**1)**. Structural view

**2)**. **Behavioral View**

**3)**. Implementation View

**4)**. **Environment View**

import java.util.TreeSet;  
public class Employee {  
  private int empno;  
  private String name;  
  
  public static void main(String args[]) {  
    TreeSet empset = new TreeSet();  
    empset.add(new Employee());  
    empset.add(new Employee());  
    System.out.println("Size: " + empset.size());  
  }  
}

**1)**. Compilation Error

**2)**. **Runtime Exception**

**3)**. Size: 1

**4)**. **Size: 2**

"Books has pages" is an example of \_\_\_\_\_\_\_\_\_\_.

**1)**. Generalization

**2)**. **composition**

**3)**. aggregation

**4)**. None of the above

 "Library contains books" is an example of \_\_\_\_\_\_\_\_\_\_\_\_.

**1)**. **Generalization**

**2)**. composition

**3)**. **aggregation**

**4)**. None of the above

What will be the output of the following code fragment?  
  
HashMap map = new HashMap();  
  map.put("obj1", null);  
  map.put("obj2", null);  
  map.put(null, null);  
  map.put("obj3", "obj3");  
  System.out.println(map.size());

**1)**. 3

**2)**. 1

**3)**. **4**

**4)**. 2

Given:  
  
class Mixer {  
Mixer() { }  
Mixer(Mixer m) { m1 = m; }  
Mixer m1;  
public static void main(String[] args) {  
Mixer m2 = new Mixer();  
Mixer m3 = new Mixer(m2); m3.go();  
Mixer m4 = m3.m1; m4.go();  
Mixer m5 = m2.m1; m5.go();  
}  
void go() { System.out.print("hi "); }  
}  
  
What is the result?

**1)**. hi hi

**2)**. hi hi hi

**3)**. **Compilation fails**

**4)**. **hi hi, followed by an exception**

**Q.**Consider the following code which is used to print a list of integers stored in "numbers" list.   
  
numbers.forEach((Integer value) -> System.out.println(value));  
  
Which one of the following built-in interface referenced by above lambda expression?

**1)**. Function<Integer>

**2)**. **Consumer<Integer>**

**3)**. Supplier<Integer>

**4)**. **Predicate<Integer>**

A setUp() and tearDown() code can be run once for all of the tests by:

**1)**. **Adding a @BeforeClass annotation to a method to be run before all tests in a class**

**2)**. **Adding a @AfterClass annotation to a method to be run after all tests in a class**

**3)**. This can not be done

**4)**. setUp() and tearDown() will be called only once for all the tests

 Given:  
  
public interface SuperInterface {....................}  
public interface SubInterface extends SuperInterface {...........}  
public class MyClass implements SuperInterface {.............}  
MyClass obj = new MyClass();  
  
With how many types, reference obj is compatible with including the default type "Object"?

**1)**. 0

**2)**. 1

**3)**. 2

**4)**. **3**

**Q.**Which method puts the current thread on wait until the thread on which it's called is dead?

**1)**. sleep()

**2)**. **join()**

**3)**. start()

**4)**. stop()

**Q.**Which diagrams define the static architecture of a model. They are used to model the “things”   
that make up a model. They are used to model the relationships and dependencies?

**1)**. **Structural view**

**2)**. Behavioral view

**3)**. Implementation view

**4)**. Environment view

**Q.**\_\_\_\_\_\_ is the relationship between an “interface” and the “class” that provides the interface's services.

**1)**. Visualization

**2)**. **Realization**

**3)**. association

**4)**. composite