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import javax.swing.\*;

import java.awt.\*;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

public class ColorGUI implements ActionListener {

public static JButton btn1;

public static JLabel txt1;

public static JButton btn2;

public static JLabel txt2;

public static JButton btn3;

public static JLabel txt3;

public static JButton btn4;

public static JLabel txt4;

public static JButton btn5;

public static JLabel txt5;

public static JButton btn6;

public static void main(String[] args) {

JFrame frame = new JFrame();

frame.setSize(700, 500);

JPanel panel = new JPanel();

panel.setLayout(null);

btn1 = new JButton("All The Best");

btn1.setBounds(50, 20, 150, 25);

btn1.setForeground(Color.RED);

btn1.addActionListener(new ColorGUI());

panel.add(btn1);

txt1 = new JLabel("All The Best");

txt1.setBounds(100, 100, 150, 25);

txt1.setForeground(Color.RED);

panel.add(txt1);

btn2 = new JButton("All The Best");

btn2.setBounds(200, 20, 150, 25);

btn2.setForeground(Color.pink);

btn2.addActionListener(new ColorGUI());

txt2 = new JLabel("All The Best");

txt2.setBounds(200, 150, 150, 25);

txt2.setForeground(Color.pink);

panel.add(txt2);

panel.add(btn2);

btn3 = new JButton("All The Best");

btn3.setBounds(350, 20, 150, 25);

btn3.setForeground(Color.blue);

btn3.addActionListener(new ColorGUI());

txt3 = new JLabel("All The Best");

txt3.setBounds(300, 200, 150, 25);

txt3.setForeground(Color.blue);

panel.add(txt3);

panel.add(btn3);

btn4 = new JButton("All The Best");

btn4.setBounds(500, 20, 150, 25);

btn4.setForeground(Color.green);

btn4.addActionListener(new ColorGUI());

txt4 = new JLabel("All The Best");

txt4.setBounds(400, 250, 150, 25);

txt4.setForeground(Color.green);

panel.add(txt4);

panel.add(btn4);

btn5 = new JButton("All The Best");

btn5.setBounds(275, 50, 150, 25);

btn5.setForeground(Color.cyan);

btn5.addActionListener(new ColorGUI());

txt5 = new JLabel("All The Best");

txt5.setBounds(500, 300, 150, 25);

txt5.setForeground(Color.cyan);

panel.add(btn5);

panel.add(txt5);

btn6 = new JButton("Clear");

btn6.setBounds(600, 400, 100, 25);

btn6.setForeground(Color.black);

btn6.addActionListener(new ColorGUI());

panel.add(btn6);

txt1.setVisible(false);

txt2.setVisible(false);

txt3.setVisible(false);

txt4.setVisible(false);

txt5.setVisible(false);

frame.add(panel);

frame.setResizable(false);

frame.setVisible(true);

}

@Override

public void actionPerformed(ActionEvent e) {

if(e.getSource() == btn6){

txt1.setVisible(false);

txt2.setVisible(false);

txt3.setVisible(false);

txt4.setVisible(false);

txt5.setVisible(false);

}

JButton[] btns = { btn1, btn2, btn3, btn4, btn5 };

JLabel[] txts = { txt1, txt2, txt3, txt4, txt5 };

for (int i = 0; i < 5; i++) {

if (e.getSource() == btns[i]) {

txts[i].setVisible(true);

}

}

}

}

/\*

Sure! Here's a line-by-line explanation of the code:

1. The code starts with importing necessary classes from the `javax.swing` and `java.awt` packages.

3. The class `ColorGUI` is declared. It implements the `ActionListener` interface, which allows it to handle action events.

5. The `main` method is defined as the entry point of the program.

7. An instance of `JFrame` is created to represent the main window of the GUI.

8. The size of the frame is set to 700 pixels wide and 500 pixels tall.

10. A new `JPanel` instance called `panel` is created. The layout is set to `null` (absolute positioning).

13. The first button, `btn1`, is created with the label "All The Best" and positioned using the `setBounds` method.

14. The text color of `btn1` is set to red using `setForeground` method.

15. An `ActionListener` is added to `btn1` using `addActionListener`, and the `ColorGUI` instance itself is used as the listener.

16. `btn1` is added to the `panel`.

19. A `JLabel` called `txt1` is created with the text "All The Best" and positioned using `setBounds`.

20. The text color of `txt1` is set to red.

21. `txt1` is added to the `panel`.

23. The same process is repeated for `btn2` and `txt2`, with the only difference being the position and color.

26. The same process is repeated for `btn3` and `txt3`, with the only difference being the position and color.

29. The same process is repeated for `btn4` and `txt4`, with the only difference being the position and color.

32. The same process is repeated for `btn5` and `txt5`, with the only difference being the position and color.

35. `btn6` is created with the label "Clear" and positioned using `setBounds`.

36. The text color of `btn6` is set to black.

37. An `ActionListener` is added to `btn6` using `addActionListener`, and the `ColorGUI` instance itself is used as the listener.

38. `btn6` is added to the `panel`.

41. The visibility of `txt1`, `txt2`, `txt3`, `txt4`, and `txt5` is initially set to `false`.

43. The `panel` is added to the `frame`.

44. The frame is set to not be resizable.

45. The frame is set to be visible.

49. The `actionPerformed` method is overridden from the `ActionListener` interface.

50. It checks if the source of the action event is `btn6`, indicating that the "Clear" button was clicked.

51. If `btn6` was clicked, the visibility of `txt1`, `txt2`, `txt3`, `txt4`, and `txt5` is set to `false`.

54. An array of `JButton` objects, `btns`, is created containing `btn1`, `btn2`, `btn3`, `btn4`, and `btn5`.

55. An array of `JLabel` objects, `txts`, is created containing `txt1`, `txt2`, `txt3`, `txt4`, and `txt5`.

56. A loop is used to iterate over the buttons and labels.

57. If the source of the action event matches the current button, the corresponding label is set to visible.

60. The line-by-line explanation of the code

The ColorGUI class extends the Frame class, which represents a top-level window with a title bar and border. It contains several Label components that display the text "All The Best" in different colors.

In the constructor of the ColorGUI class, the labels (lbl1, lbl2, lbl3, lbl4, lbl5) are initialized and configured with different foreground colors using the setForeground() method from the java.awt.Color class. These labels are then added to the frame using the add() method.

The setVisible(true) method is called to make the frame visible, and the setSize() method is used to set the size of the frame to 400 pixels by 300 pixels. The setLayout() method sets the layout manager for the frame to FlowLayout, which arranges the components in a horizontal flow.

The paint() method is overridden to draw text using the Graphics object. The setColor() method from the java.awt.Graphics class is used to set the color, and the drawString() method is used to display the text "All The Best" at different positions on the frame.

Finally, the main() method creates an instance of the ColorGUI class, which initializes and displays the GUI window.

The getSource() method is a method defined in the ActionEvent class, which is a subclass of EventObject. In the context of the ActionListener interface, the getSource() method is used to determine the source of the event that triggered the action.

In the ColorGUI class, the getSource() method is used in the actionPerformed() method to identify which button triggered the action event. It compares the source of the event (e.getSource()) with each button (btn1, btn2, btn3, btn4, btn5) using a loop.

\*/

24. Create a class Student with attributes roll no, name, age and course. Initialize values through parameterized constructor. If age of student is not in between 15 and 21 then generate user-defined exception "AgeNotWithinRangeException". If name contains numbers or special symbols raise exception "NameNotValidException". Define the two exception classes.

class AgeNotWithinRangeException extends Exception {

public AgeNotWithinRangeException(String message) {

super(message);

}

}

class NameNotValidException extends Exception {

public NameNotValidException(String message) {

super(message);

}

}

class Student {

private int rollNo;

private String name;

private int age;

private String course;

public Student(int rollNo, String name, int age, String course) throws AgeNotWithinRangeException, NameNotValidException {

this.rollNo = rollNo;

if (age < 15 || age > 21) {

throw new AgeNotWithinRangeException("Age is not within the range of 15 to 21.");

}

this.age = age;

if (!isChar(name)) {

throw new NameNotValidException("Name is not valid. It should only contain alphabets and spaces.");

}

this.name = name;

this.course = course;

}

public static boolean isChar(String str) {

for (int i = 0; i < str.length(); i++) {

if (!Character.isLetter(str.charAt(i)) || !Character.isAlphabetic(str.charAt(i))) {

return false;

}

}

return true;

}

public int getRollNo() {

return rollNo;

}

public String getName() {

return name;

}

public int getAge() {

return age;

}

public String getCourse() {

return course;

}

}

public class StudentAgeNameException {

public static void main(String[] args) {

try {

Student student1 = new Student(1, "John Doe", 18, "Computer Science");

System.out.println("Student 1:");

System.out.println("Roll No: " + student1.getRollNo());

System.out.println("Name: " + student1.getName());

System.out.println("Age: " + student1.getAge());

System.out.println("Course: " + student1.getCourse());

System.out.println();

Student student2 = new Student(2, "Jane Smith", 14, "Electrical Engineering");

System.out.println("Student 2:");

System.out.println("Roll No: " + student2.getRollNo());

System.out.println("Name: " + student2.getName());

System.out.println("Age: " + student2.getAge());

System.out.println("Course: " + student2.getCourse());

System.out.println();

} catch (AgeNotWithinRangeException e) {

System.out.println("Exception: " + e.getMessage());

} catch (NameNotValidException e) {

System.out.println("Exception: " + e.getMessage());

}

}

}

/\*

Certainly! Here's a line-by-line explanation of the code:

1. The code defines a custom exception class `AgeNotWithinRangeException` that extends the `Exception` class.

3. The `AgeNotWithinRangeException` class has a constructor that takes a `String` parameter `message` and passes it to the superclass (`Exception`) constructor using `super(message)`.

7. The code defines another custom exception class `NameNotValidException` that extends the `Exception` class.

9. The `NameNotValidException` class has a constructor that takes a `String` parameter `message` and passes it to the superclass (`Exception`) constructor using `super(message)`.

13. The `Student` class is defined. It encapsulates the properties of a student: `rollNo`, `name`, `age`, and `course`.

15. The `Student` class constructor is defined. It takes `rollNo`, `name`, `age`, and `course` as parameters. It also declares that it throws `AgeNotWithinRangeException` and `NameNotValidException`, which means the caller of this constructor must handle these exceptions.

17. The `rollNo` is initialized with the value passed as an argument.

18. The `age` is validated using an `if` statement. If the age is not within the range of 15 to 21, an `AgeNotWithinRangeException` is thrown with an appropriate message.

22. The `age` is assigned the value passed as an argument after it passes the validation.

23. The `name` is validated using a helper method `isChar()`. If the name contains any character that is not a letter or alphabetic, a `NameNotValidException` is thrown with an appropriate message.

28. The `name` is assigned the value passed as an argument after it passes the validation.

30. The `course` is assigned the value passed as an argument.

34. The `isChar()` method is defined. It takes a `String` parameter `str` and checks if each character in the string is a letter or alphabetic. It returns `true` if all characters pass the test; otherwise, it returns `false`.

39. The `getRollNo()` method is defined. It returns the `rollNo` of the student.

43. The `getName()` method is defined. It returns the `name` of the student.

47. The `getAge()` method is defined. It returns the `age` of the student.

51. The `getCourse()` method is defined. It returns the `course` of the student.

55. The `StudentAgeNameException` class is defined. It contains the `main` method, which serves as the entry point of the program.

57. Inside the `main` method, two `Student` objects (`student1` and `student2`) are created using the `Student` constructor.

58-62. The properties of `student1` and `student2` are printed to the console using `System.out.println()` statements.

65-66. The code includes exception handling using `try-catch` blocks.

68-71. If an `AgeNotWithinRangeException` is thrown during the creation of `student1` or `student2`, the corresponding exception message is printed to the console.

73-76. If a `NameNotValidException` is thrown during the creation of `student1` or `student2`, the corresponding exception message is printed to the console.

By using custom exceptions, the `Student` class can validate the age and name of the student objects during their creation and handle any invalid input accordingly in the `main` method.

The main aim of this program is to demonstrate exception handling and validation in Java. The program focuses on creating a `Student` object with specific properties (`rollNo`, `name`, `age`, and `course`), but it enforces certain rules and constraints on the input values.

The program utilizes custom exception classes, `AgeNotWithinRangeException` and `NameNotValidException`, to handle cases where the age is not within the range of 15 to 21 or the name contains characters other than letters and spaces.

By throwing and catching these custom exceptions, the program ensures that the `Student` objects are created with valid data. If any input violates the specified constraints, an appropriate exception is thrown and caught, allowing the program to handle the exceptional condition gracefully and provide meaningful error messages.

The program aims to showcase the usage of custom exceptions, exception propagation, and how to handle exceptions using `try-catch` blocks.

The code defines two custom exception classes: AgeNotWithinRangeException and NameNotValidException, which both extend the Exception class. These exceptions are used to handle specific error conditions that can occur when creating a Student object.

The Student class represents a student with attributes such as rollNo, name, age, and course. The constructor of the Student class throws the AgeNotWithinRangeException and NameNotValidException if the provided age or name does not meet certain criteria.

In the Student class, the isNameValid method is used to validate the name by checking if it contains only alphabets and spaces using a regular expression ([a-zA-Z ]+).

The Main class contains the main method, which demonstrates the usage of the Student class. It creates two Student objects, passing the required information to the constructor. If any exception is thrown during the creation of a Student object, it is caught and the corresponding error message is displayed.

\*/

23. Write a Java program to find the length of the longest consecutive elements sequence from an unsorted array of integers.  
Sample array: [49, 1, 3, 200, 2, 4, 70, 5]  
The longest consecutive elements sequence is [1, 2, 3, 4, 5], therefore the program will return its length 5.

import java.util.Scanner;

public class ConsecutiveNumbers {

public static int longestConsecutive(int[] nums) {

int maxLength = 0;

for (int num : nums) {

int currentNum = num;

int currentLength = 1;

// Check for consecutive elements by incrementing the current number

while (contains(nums, currentNum + 1)) {

currentNum++;

currentLength++;

}

maxLength = Math.max(maxLength, currentLength);

}

return maxLength;

}

// Helper method to check if the array contains a specific number

public static boolean contains(int[] nums, int target) {

for (int num : nums) {

if (num == target) {

return true;

}

}

return false;

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements: ");

int n = scanner.nextInt();

int[] nums = new int[n];

System.out.println("Enter the elements:");

for (int i = 0; i < n; i++) {

nums[i] = scanner.nextInt();

}

int length = longestConsecutive(nums);

System.out.println("The length of the longest consecutive elements sequence is: " + length);

scanner.close();

}

}

/\*

The longestConsecutive method takes an array of integers (nums) as input and returns an integer representing the length of the longest consecutive sequence. It uses a HashSet called numSet to store the numbers from the input array for efficient lookup.

Here's a step-by-step explanation of how the code works:

Create a HashSet called numSet to store the numbers.

Initialize maxLength to 0, which will keep track of the maximum length of a consecutive sequence.

Iterate over the nums array and add each number to the numSet.

Iterate over the nums array again.

For each number num, check if num - 1 is not present in numSet. If true, it means num is the start of a new consecutive sequence.

Initialize currentNum as num and currentLength as 1.

While numSet contains currentNum + 1, increment currentNum and currentLength.

Compare maxLength with currentLength and update maxLength with the maximum value.

Repeat steps 5-8 for each number in the nums array.

Return the value of maxLength.

In the main method, an example array nums is defined. The longestConsecutive method is called with this array, and the returned length is printed to the console.

import java.util.Scanner;: Imports the Scanner class from the java.util package to allow user input.

public class ConsecutiveNumbers {: Defines the ConsecutiveNumbers class.

public static int longestConsecutive(int[] nums) {: Defines the longestConsecutive method that takes an array of integers (nums) as a parameter and returns an integer. This method calculates the length of the longest consecutive elements sequence in the array.

int maxLength = 0;: Initializes the maxLength variable to 0, which will store the maximum length of consecutive elements.

for (int num : nums) {: Iterates over each element num in the nums array.

int currentNum = num;: Initializes the currentNum variable to the current element being iterated.

int currentLength = 1;: Initializes the currentLength variable to 1, as the current element itself is considered part of the consecutive sequence.

while (contains(nums, currentNum + 1)) {: Enters a loop that checks if the next consecutive number exists in the array by calling the contains method.

currentNum++;: Increments the currentNum variable to check the next number.

currentLength++;: Increments the currentLength variable to track the length of the consecutive sequence.

maxLength = Math.max(maxLength, currentLength);: Updates the maxLength variable with the maximum length encountered so far.

return maxLength;: Returns the final maximum length of the consecutive sequence.

public static boolean contains(int[] nums, int target) {: Defines the contains method that takes an array of integers (nums) and a target number (target) as parameters and returns a boolean value. This method checks if the target number exists in the array.

for (int num : nums) {: Iterates over each element num in the nums array.

if (num == target) {: Checks if the current element is equal to the target number.

return true;: Returns true if the target number is found in the array.

`return false

\*/

22. Write a Java program to create a class known as Person with methods called getFirstName() and getLastName(). Create a subclass called Employee that adds a new method named getEmployeeId() and overrides the getLastName() method to include the employee's job title.

import java.util.Scanner;

class Person {

private String firstName;

private String lastName;

public Person(String firstName, String lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

public String getFirstName() {

return firstName;

}

public String getLastName() {

return lastName;

}

}

class Employee extends Person {

private int employeeId;

private String jobTitle;

public Employee(String firstName, String lastName, int employeeId, String jobTitle) {

super(firstName, lastName);

this.employeeId = employeeId;

this.jobTitle = jobTitle;

}

public int getEmployeeId() {

return employeeId;

}

public String getLastName() {

return super.getLastName() + ", " + jobTitle;

}

}

public class EmployeeName {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter person's first name: ");

String firstName = scanner.nextLine();

System.out.print("Enter person's last name: ");

String lastName = scanner.nextLine();

Person person = new Person(firstName, lastName);

System.out.println("Person: " + person.getFirstName() + " " + person.getLastName());

System.out.print("Enter employee's first name: ");

firstName = scanner.nextLine();

System.out.print("Enter employee's last name: ");

lastName = scanner.nextLine();

System.out.print("Enter employee ID: ");

int employeeId = scanner.nextInt();

scanner.nextLine(); // Consume the remaining newline character

System.out.print("Enter employee's job title: ");

String jobTitle = scanner.nextLine();

Employee employee = new Employee(firstName, lastName, employeeId, jobTitle);

System.out.println("Employee: " + employee.getFirstName() + " " + employee.getLastName());

System.out.println("Employee ID: " + employee.getEmployeeId());

scanner.close();

}

}

/\*

Sure! Here's the line-by-line explanation of the code:

```java

import java.util.Scanner;

class Person {

private String firstName;

private String lastName;

public Person(String firstName, String lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

public String getFirstName() {

return firstName;

}

public String getLastName() {

return lastName;

}

}

```

- The `Person` class represents a person and has private fields `firstName` and `lastName`.

- The constructor `Person(String firstName, String lastName)` initializes the `firstName` and `lastName` fields.

- The `getFirstName()` and `getLastName()` methods provide access to the `firstName` and `lastName` fields, respectively.

```java

class Employee extends Person {

private int employeeId;

private String jobTitle;

public Employee(String firstName, String lastName, int employeeId, String jobTitle) {

super(firstName, lastName);

this.employeeId = employeeId;

this.jobTitle = jobTitle;

}

public int getEmployeeId() {

return employeeId;

}

public String getLastName() {

return super.getLastName() + ", " + jobTitle;

}

}

```

- The `Employee` class extends the `Person` class and adds additional fields `employeeId` and `jobTitle`.

- The constructor `Employee(String firstName, String lastName, int employeeId, String jobTitle)` initializes the `firstName`, `lastName`, `employeeId`, and `jobTitle` fields.

- The `getEmployeeId()` method returns the employee ID.

- The `getLastName()` method overrides the `getLastName()` method of the `Person` class to include the employee's job title in the last name.

```java

public class EmployeeName {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter person's first name: ");

String firstName = scanner.nextLine();

System.out.print("Enter person's last name: ");

String lastName = scanner.nextLine();

Person person = new Person(firstName, lastName);

System.out.println("Person: " + person.getFirstName() + " " + person.getLastName());

```

- The `main()` method is the entry point of the program.

- A `Scanner` object `scanner` is created to read user input.

- The user is prompted to enter the person's first name and last name, which are stored in the variables `firstName` and `lastName`.

- An instance of the `Person` class called `person` is created using the provided first name and last name.

- The person's information is printed using `person.getFirstName()` and `person.getLastName()`.

```java

System.out.print("Enter employee's first name: ");

firstName = scanner.nextLine();

System.out.print("Enter employee's last name: ");

lastName = scanner.nextLine();

System.out.print("Enter employee ID: ");

int employeeId = scanner.nextInt();

scanner.nextLine(); // Consume the remaining newline character

System.out.print("Enter employee's job title: ");

String jobTitle = scanner.nextLine();

Employee employee = new Employee(firstName, lastName, employeeId, jobTitle);

System.out.println("Employee: " + employee.getFirstName() + " " + employee.getLastName());

System.out.println("Employee ID: " + employee.getEmployeeId());

scanner.close();

}

}

/\*

Sure! Here's the line-by-line explanation of the code:

```java

import java.util.Scanner;

class Person {

private String firstName;

private String lastName;

public Person(String firstName, String lastName) {

this.firstName = firstName;

this.lastName = lastName;

}

public String getFirstName() {

return firstName;

}

public String getLastName() {

return lastName;

}

}

```

- The `Person` class represents a person and has private fields `firstName` and `lastName`.

- The constructor `Person(String firstName, String lastName)` initializes the `firstName` and `lastName` fields.

- The `getFirstName()` and `getLastName()` methods provide access to the `firstName` and `lastName` fields, respectively.

```java

class Employee extends Person {

private int employeeId;

private String jobTitle;

public Employee(String firstName, String lastName, int employeeId, String jobTitle) {

super(firstName, lastName);

this.employeeId = employeeId;

this.jobTitle = jobTitle;

}

public int getEmployeeId() {

return employeeId;

}

public String getLastName() {

return super.getLastName() + ", " + jobTitle;

}

}

```

- The `Employee` class extends the `Person` class and adds additional fields `employeeId` and `jobTitle`.

- The constructor `Employee(String firstName, String lastName, int employeeId, String jobTitle)` initializes the `firstName`, `lastName`, `employeeId`, and `jobTitle` fields.

- The `getEmployeeId()` method returns the employee ID.

- The `getLastName()` method overrides the `getLastName()` method of the `Person` class to include the employee's job title in the last name.

```java

public class EmployeeName {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter person's first name: ");

String firstName = scanner.nextLine();

System.out.print("Enter person's last name: ");

String lastName = scanner.nextLine();

Person person = new Person(firstName, lastName);

System.out.println("Person: " + person.getFirstName() + " " + person.getLastName());

```

- The `main()` method is the entry point of the program.

- A `Scanner` object `scanner` is created to read user input.

- The user is prompted to enter the person's first name and last name, which are stored in the variables `firstName` and `lastName`.

- An instance of the `Person` class called `person` is created using the provided first name and last name.

- The person's information is printed using `person.getFirstName()` and `person.getLastName()`.

```java

System.out.print("Enter employee's first name: ");

firstName = scanner.nextLine();

System.out.print("Enter employee's last name: ");

lastName = scanner.nextLine();

System.out.print("Enter employee ID: ");

int employeeId = scanner.nextInt();

scanner.nextLine(); // Consume the remaining newline character

System.out.print("Enter employee's job title: ");

String jobTitle = scanner.nextLine();

Employee employee = new Employee(firstName, lastName, employeeId, jobTitle);

System.out.println("Employee: " + employee.getFirstName() + " " + employee.getLastName());

System.out.println("Employee ID: " + employee.getEmployeeId());

scanner.close();

}

}

```

- The user is prompted to enter the employee's first name, last name, employee ID, and job title, which are stored in the respective variables.

- An instance of the `Employee` class called `employee` is created using the provided information

\*/

21. Write a Java program to create a class called "Student" with a name, grade, and courses attributes, and methods to add and remove courses.

import java.util.ArrayList;

import java.util.List;

import java.util.Scanner;

class Student {

private String name;

private int grade;

private List<String> courses;

public Student(String name, int grade) {

this.name = name;

this.grade = grade;

this.courses = new ArrayList<>();

}

public String getName() {

return name;

}

public int getGrade() {

return grade;

}

public List<String> getCourses() {

return courses;

}

public void addCourse(String course) {

courses.add(course);

}

public void removeCourse(String course) {

if (courses.contains(course)) {

courses.remove(course);

System.out.println("Course '" + course + "' removed.");

} else {

System.out.println("Course '" + course + "' is not present.");

}

}

}

class StudentCourseManagement {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter student's name: ");

String name = scanner.nextLine();

System.out.print("Enter student's grade: ");

int grade = scanner.nextInt();

scanner.nextLine(); // Consume the remaining newline character

Student student = new Student(name, grade);

System.out.println("Student details:");

System.out.println("Name: " + student.getName());

System.out.println("Grade: " + student.getGrade());

while (true) {

System.out.print("Enter 'add' to add a course, 'remove' to remove a course, or 'quit' to exit: ");

String input = scanner.nextLine();

if (input.equals("add")) {

System.out.print("Enter course name to add: ");

String course = scanner.nextLine();

student.addCourse(course);

System.out.println("Course '" + course + "' added.");

} else if (input.equals("remove")) {

System.out.print("Enter course name to remove: ");

String course = scanner.nextLine();

student.removeCourse(course);

} else if (input.equals("quit")) {

break;

} else {

System.out.println("Invalid input. Try again.");

}

}

System.out.println("Final student details:");

System.out.println("Name: " + student.getName());

System.out.println("Grade: " + student.getGrade());

System.out.println("Courses: " + student.getCourses());

scanner.close();

}

}

/\*

The given Java code represents a student course management system.

The `Student` class encapsulates the information and behavior related to a student. It has private attributes such as `name`, `grade`, and `courses`, where `name` stores the student's name, `grade` stores the student's grade level, and `courses` stores a list of courses the student is enrolled in. The constructor initializes the student object with the provided name and grade, and initializes the `courses` list as an empty `ArrayList`.

The class provides getter methods (`getName`, `getGrade`, `getCourses`) to access the student's information. It also provides methods `addCourse` and `removeCourse` to add and remove courses from the student's course list. The `addCourse` method takes a course name as input and adds it to the `courses` list. The `removeCourse` method also takes a course name as input, checks if the course is present in the `courses` list, and removes it if found. If the course is not present, it displays a message indicating that the course is not present in the list.

The `StudentCourseManagement` class contains the `main` method, which serves as the entry point of the program. It creates a `Scanner` object to read user input. It prompts the user to enter the student's name and grade, and creates a `Student` object using the provided information.

After creating the student object, it displays the student's details including the name and grade. It then enters a loop where it prompts the user to enter options such as 'add' to add a course, 'remove' to remove a course, or 'quit' to exit the program. Based on the user's input, it calls the appropriate methods of the `Student` object to perform the corresponding actions. If the user chooses to add a course, it prompts for the course name and adds it to the student's course list. If the user chooses to remove a course, it prompts for the course name and removes it from the student's course list using the `removeCourse` method.

The loop continues until the user chooses to quit by entering 'quit'. After exiting the loop, it displays the final details of the student, including the name, grade, and the list of courses the student is enrolled in.

Overall, this code provides a basic student course management system that allows the user to add and remove courses for a student and displays the final details after the user is done managing the courses.

\*/

20. Write a program, to implement the following hierarchy. Displays information of each class the rectangle represents the classes. The classes Movie and MusicVideo inherits all the members of the class VideoTape.  
"

![](data:image/png;base64,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)

class VideoTape {

protected String title;

protected int duration;

public VideoTape(String title, int duration) {

this.title = title;

this.duration = duration;

}

public void play() {

System.out.println("Playing " + title + " (Duration: " + duration + " minutes)");

}

}

class Movie extends VideoTape {

private String director;

public Movie(String title, int duration, String director) {

super(title, duration);

this.director = director;

}

public void displayInfo() {

System.out.println("Movie Title: " + title);

System.out.println("Duration: " + duration + " minutes");

System.out.println("Director: " + director);

}

}

class MusicVideo extends VideoTape {

private String artist;

public MusicVideo(String title, int duration, String artist) {

super(title, duration);

this.artist = artist;

}

public void showDetails() {

System.out.println("Music Video Title: " + title);

System.out.println("Duration: " + duration + " minutes");

System.out.println("Artist: " + artist);

}

}

class VideoHierarchy {

public static void main(String[] args) {

Movie movie = new Movie("The Shawshank Redemption", 142, "Frank Darabont");

movie.displayInfo();

movie.play();

System.out.println();

MusicVideo musicVideo = new MusicVideo("Shape of You", 235, "Ed Sheeran");

musicVideo.showDetails();

musicVideo.play();

}

}

/\*

The given Java code defines a hierarchy of classes related to video tapes.

The `VideoTape` class serves as the base class and contains the `title` and `duration` attributes, representing the title of the video tape and its duration in minutes, respectively. It also has a `play` method, which simply displays a message indicating that the video tape is being played, including the title and duration.

The `Movie` class is a subclass of `VideoTape` and adds an additional attribute called `director`. It inherits the `title` and `duration` attributes from the base class using the `super` keyword in its constructor. It also introduces a new method called `displayInfo`, which displays detailed information about the movie, including the title, duration, and director.

The `MusicVideo` class is another subclass of `VideoTape` and introduces the `artist` attribute. Similar to the `Movie` class, it inherits the `title` and `duration` attributes from the base class and introduces a method called `showDetails`, which displays information about the music video, including the title, duration, and artist.

The `VideoHierarchy` class contains the `main` method, which serves as the entry point of the program. Inside the `main` method, it creates instances of both `Movie` and `MusicVideo` classes, passing the relevant information such as the title, duration, and director/artist to their respective constructors. It then calls the appropriate methods (`displayInfo`, `showDetails`, and `play`) on these objects to demonstrate their functionalities.

When executed, the program outputs information about the movie "The Shawshank Redemption" with its director and plays it. Then, it displays information about the music video "Shape of You" with its artist and plays it as well.

Overall, this code showcases the concept of inheritance and method overriding in object-oriented programming, where subclasses inherit attributes and behaviors from a base class and can introduce their own unique features or override existing methods.

\*/

17. Write a program to read 10 string from console and then print the sorted strings on console (Use String Class).2) combine two string 3) reverse first string nd dispaly it .

import java.util.Arrays;

import java.util.Scanner;

public class StringOperations {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

String[] strings = new String[10];

// Read 10 strings from console

System.out.println("Enter 10 strings:");

for (int i = 0; i < 10; i++) {

strings[i] = scanner.nextLine();

}

// Sort the strings

Arrays.sort(strings);

System.out.println("Sorted strings:");

for (String str : strings) {

System.out.println(str);

}

// Combine two strings

System.out.println("Combine two strings:");

String combined = strings[0] + strings[1];

System.out.println(combined);

// Reverse the first string

System.out.println("Reverse first string:");

String reversed = reverseString(strings[0]);

System.out.println(reversed);

scanner.close();

}

public static String reverseString(String str) {

StringBuilder reversed = new StringBuilder(str);

return reversed.reverse().toString();

}

}

/\*

The given Java code represents a program that performs various operations on strings.

The `StringOperations` class contains the `main` method, which serves as the entry point of the program. It creates a `Scanner` object to read user input and initializes a string array `strings` with a size of 10.

The program then prompts the user to enter 10 strings one by one. It uses a loop to read each string from the console and stores them in the `strings` array.

After reading the strings, the program sorts the strings using the `Arrays.sort` method. This arranges the strings in lexicographical order.

Next, it prints the sorted strings by iterating over the `strings` array and displaying each string on a separate line.

The program then combines the first two strings from the sorted array using the `+` operator and stores the result in the `combined` variable. It prints the combined string.

Next, the program calls the `reverseString` method, passing the first string from the sorted array as an argument. The `reverseString` method takes a string and uses a `StringBuilder` to reverse the characters in the string. The reversed string is then returned and stored in the `reversed` variable.

Finally, the program prints the reversed string.

In summary, this program reads 10 strings from the user, sorts them, combines the first two strings, and reverses the characters in the first string. It then displays the sorted strings, the combined string, and the reversed string.\*/

16. Write a Java Program to count the number of words in a string using HashMap.Output:  
Input: Enter String: "This this is is done by Saket Saket";  
{Saket=2, by=1, this=1, This=1, is=2, done=1}

import java.util.\*;

import java.util.HashMap;

public class FinalCountWords {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the string: ");

String str = scanner.nextLine();

String[] split = str.split(" ");

HashMap<String, Integer> map = new HashMap<String, Integer>();

for (int i = 0; i < split.length; i++) {

if (map.containsKey(split[i])) {

int count = map.get(split[i]);

map.put(split[i], count + 1);

} else {

map.put(split[i], 1);

}

}

System.out.println(map);

scanner.close();

}

}

/\*

The provided Java code implements a program that counts the occurrences of words in a given string. Here's a paragraph explanation of the code:

The program starts by creating a `Scanner` object to read input from the console. It prompts the user to enter a string and stores it in the `str` variable. The input string is then split into individual words using the `split` method, which splits the string based on spaces.

Next, a `HashMap` named `map` is created. This map will store the words as keys and their corresponding counts as values. The key-value pairs will represent the word and the number of times it appears in the string.

The program enters a loop that iterates through each word in the `split` array. For each word, it checks if the `map` already contains the word as a key using the `containsKey` method. If the word is present, it retrieves the current count value associated with that word using `get`, increments it by 1, and updates the entry in the map using `put`. If the word is not present in the map, it adds a new entry with the word as the key and an initial count of 1.

Once the loop finishes processing all the words, the program prints the contents of the `map`, which displays each unique word along with its corresponding count.

Finally, the `Scanner` is closed to release system resources.

In summary, this program takes a string input, counts the occurrences of each word in the string using a `HashMap`, and prints the word count.

\*/

15. Write a Java Program to iterate ArrayList using for-loop, iterator, and advance for-loop. Insert 3 Array List.Input 20 30 40Output:  
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import java.util.ArrayList;

import java.util.Iterator;

import java.util.Scanner;

public class ArrayListIterationExample {

public static void main(String[] args) {

// Create an ArrayList

ArrayList<Integer> numbers = new ArrayList<>();

// Get user input

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements: ");

int count = scanner.nextInt();

System.out.println("Enter the elements:");

for (int i = 0; i < count; i++) {

int element = scanner.nextInt();

numbers.add(element);

}

// Iterate using iterator loop

System.out.println("Iterator Loop:");

Iterator<Integer> iterator = numbers.iterator();

while (iterator.hasNext()) {

System.out.println(iterator.next());

}

// Iterate using advanced for loop

System.out.println("Advanced For Loop:");

for (int number : numbers) {

System.out.println(number);

}

// Iterate using regular for loop

System.out.println("For Loop:");

for (int i = 0; i < numbers.size(); i++) {

System.out.println(numbers.get(i));

}

scanner.close();

}

}

/\*

The provided Java code demonstrates different ways to iterate over an `ArrayList` of integers. Here's a paragraph explanation of the code, along with an explanation of the differences between the iterator loop, advanced for loop, and regular for loop:

The program begins by creating an `ArrayList` called `numbers` to store integers. It then prompts the user to enter the number of elements they want to add to the list. After receiving the count, the program proceeds to read the elements from the user and adds them to the `numbers` list.

Next, the program demonstrates three different methods of iterating over the `ArrayList`.

1. Iterator Loop:

This loop uses an `Iterator` object obtained from the `numbers` list using the `iterator()` method. The loop condition checks if there is a next element available using the `hasNext()` method. Inside the loop, the `next()` method is called to retrieve and print the next element from the `Iterator`. This loop allows iterating over the elements in a forward-only manner.

2. Advanced For Loop (Enhanced For Loop):

The advanced for loop is a simplified syntax introduced in Java 5 for iterating over collections and arrays. In this loop, the loop variable (`number` in this case) represents each element of the `numbers` list in successive iterations. The loop automatically iterates through all the elements of the collection without the need for an explicit index or iterator. It provides a concise and readable way to iterate over the elements.

3. Regular For Loop:

The regular for loop is a traditional loop structure that uses an index variable to access elements. In this case, the loop variable `i` serves as the index. The loop iterates from 0 to `numbers.size() - 1` (the index range of the list) and uses `numbers.get(i)` to retrieve each element at the corresponding index. This loop allows more control over the iteration process, such as accessing elements by index or iterating in reverse order.

After demonstrating the three iteration methods, the program closes the `Scanner` to release system resources.

In summary, the iterator loop, advanced for loop, and regular for loop are different ways to iterate over an `ArrayList`. The iterator loop uses an iterator object to traverse the elements, the advanced for loop simplifies the syntax for iterating over collections, and the regular for loop provides more control over the iteration process by using an index variable.

\*/
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import java.awt.BorderLayout;

import java.awt.GridBagConstraints;

import java.awt.GridBagLayout;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import javax.swing.JButton;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.JTextField;

public class SwingCalculator implements ActionListener {

private static JTextField inputBox;

SwingCalculator(){}

public static void main(String[] args) {

createWindow();

}

private static void createWindow() {

JFrame frame = new JFrame("Calculator");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

createUI(frame);

frame.setSize(200, 200);

frame.setLocationRelativeTo(null);

frame.setVisible(true);

}

private static void createUI(JFrame frame) {

JPanel panel = new JPanel();

SwingCalculator calculator = new SwingCalculator();

GridBagLayout layout = new GridBagLayout();

GridBagConstraints gbc = new GridBagConstraints();

panel.setLayout(layout);

inputBox = new JTextField(10);

inputBox.setEditable(false);

JButton button0 = new JButton("0");JButton button1 = new JButton("1");

JButton button2 = new JButton("2");JButton button3 = new JButton("3");

JButton button4 = new JButton("4");JButton button5 = new JButton("5");

JButton button6 = new JButton("6");JButton button7 = new JButton("7");

JButton button8 = new JButton("8");JButton button9 = new JButton("9");

JButton buttonPlus = new JButton("+");JButton buttonMinus = new JButton("-");

JButton buttonDivide = new JButton("/");JButton buttonMultiply = new JButton("x");

JButton buttonClear = new JButton("C");JButton buttonDot = new JButton(".");

JButton buttonEquals = new JButton("=");

button1.addActionListener(calculator);button2.addActionListener(calculator);

button3.addActionListener(calculator);button4.addActionListener(calculator);

button5.addActionListener(calculator);button6.addActionListener(calculator);

button7.addActionListener(calculator);button8.addActionListener(calculator);

button9.addActionListener(calculator);button0.addActionListener(calculator);

buttonPlus.addActionListener(calculator);buttonMinus.addActionListener(calculator);

buttonDivide.addActionListener(calculator);buttonMultiply.addActionListener(calculator);

buttonClear.addActionListener(calculator);buttonDot.addActionListener(calculator);

buttonEquals.addActionListener(calculator);

gbc.fill = GridBagConstraints.HORIZONTAL;

gbc.gridx = 0; gbc.gridy = 0; panel.add(button1, gbc);

gbc.gridx = 1; gbc.gridy = 0; panel.add(button2, gbc);

gbc.gridx = 2; gbc.gridy = 0; panel.add(button3, gbc);

gbc.gridx = 3; gbc.gridy = 0; panel.add(buttonPlus, gbc);

gbc.gridx = 0; gbc.gridy = 1; panel.add(button4, gbc);

gbc.gridx = 1; gbc.gridy = 1; panel.add(button5, gbc);

gbc.gridx = 2; gbc.gridy = 1; panel.add(button6, gbc);

gbc.gridx = 3; gbc.gridy = 1; panel.add(buttonMinus, gbc);

gbc.gridx = 0; gbc.gridy = 2; panel.add(button7, gbc);

gbc.gridx = 1; gbc.gridy = 2; panel.add(button8, gbc);

gbc.gridx = 2; gbc.gridy = 2; panel.add(button9, gbc);

gbc.gridx = 3; gbc.gridy = 2; panel.add(buttonDivide, gbc);

gbc.gridx = 0; gbc.gridy = 3; panel.add(buttonDot, gbc);

gbc.gridx = 1; gbc.gridy = 3; panel.add(button0, gbc);

gbc.gridx = 2; gbc.gridy = 3; panel.add(buttonClear, gbc);

gbc.gridx = 3; gbc.gridy = 3; panel.add(buttonMultiply, gbc);

gbc.gridwidth = 3;

gbc.gridx = 0; gbc.gridy = 4; panel.add(inputBox, gbc);

gbc.gridx = 3; gbc.gridy = 4; panel.add(buttonEquals, gbc);

frame.getContentPane().add(panel, BorderLayout.CENTER);

}

public void actionPerformed(ActionEvent e) {

String command = e.getActionCommand();

if (command.charAt(0) == 'C') {

inputBox.setText("");

}else if (command.charAt(0) == '=') {

inputBox.setText(evaluate(inputBox.getText()));

}else {

inputBox.setText(inputBox.getText() + command);

}

}

public static String evaluate(String expression) {

char[] arr = expression.toCharArray();

String operand1 = "";String operand2 = "";String operator = "";

double result = 0;

for (int i = 0; i < arr.length; i++) {

if (arr[i] >= '0' && arr[i] <= '9' || arr[i] == '.') {

if(operator.isEmpty()){

operand1 += arr[i];

}else{

operand2 += arr[i];

}

}

if(arr[i] == '+' || arr[i] == '-' || arr[i] == '/' || arr[i] == '\*') {

operator += arr[i];

}

}

if (operator.equals("+"))

result = (Double.parseDouble(operand1) + Double.parseDouble(operand2));

else if (operator.equals("-"))

result = (Double.parseDouble(operand1) - Double.parseDouble(operand2));

else if (operator.equals("/"))

result = (Double.parseDouble(operand1) / Double.parseDouble(operand2));

else

result = (Double.parseDouble(operand1) \* Double.parseDouble(operand2));

return operand1 + operator + operand2 + "=" +result;

}

}

/\*

The provided Java code implements a basic calculator using Swing, a graphical user interface (GUI) toolkit for Java. Here's a paragraph explanation of the code:

The `SwingCalculator` class represents the main class that contains the `main` method. It also implements the `ActionListener` interface, which allows it to handle events triggered by user actions.

The program starts by creating a window using the `JFrame` class. The `createWindow` method is responsible for setting up the window with the appropriate title and size.

The `createUI` method sets up the user interface components within the window. It creates a `JPanel` to hold the calculator buttons and text field. It also creates an instance of `SwingCalculator` to serve as the event listener for the calculator buttons.

The method then creates all the necessary buttons (digits, operators, clear, dot, and equals) using the `JButton` class. Each button is assigned an action command and added to the panel.

The `GridBagLayout` is used to arrange the buttons in a grid-like manner using the `GridBagConstraints` class. The `gbc` object specifies the grid positions for each button, and the buttons are added to the panel accordingly.

The `inputBox` field, which is an instance of `JTextField`, is used to display the calculator input and output. It is set to non-editable to prevent user input directly into the text field.

The `actionPerformed` method handles button click events. It checks the action command of the clicked button and performs the appropriate action based on the command. If the command is "C", it clears the input text field. If the command is "=", it evaluates the expression entered in the text field using the `evaluate` method. Otherwise, it appends the clicked button's text to the input text field.

The `evaluate` method takes an expression as input and evaluates it. It iterates over the characters of the expression and extracts the operands and operator. It then performs the corresponding mathematical operation and returns the evaluated result as a string.

In summary, the code sets up a basic calculator GUI using Swing. It allows the user to enter numeric expressions and performs basic arithmetic operations.

\*/

13.1 Write Java Program to find the transpose of a given matrix.

public class MatrixTransposeExample {

public static void main(String args[]) {

// Creating a matrix

int original[][] = {{1, 3, 4}, {2, 4, 3}, {3, 4, 5}};

// Creating another matrix to store transpose of a matrix

int transpose[][] = new int[3][3]; // 3 rows and 3 columns

// Code to transpose a matrix

for (int i = 0; i < 3; i++) {

for (int j = 0; j < 3; j++) {

transpose[i][j] = original[j][i];

}

}

System.out.println("Printing Matrix without transpose:");

for (int i = 0; i < 3; i++) {

for (int j = 0; j < 3; j++) {

System.out.print(original[i][j] + " ");

}

System.out.println(); // new line

}

System.out.println("Printing Matrix After Transpose:");

for (int i = 0; i < 3; i++) {

for (int j = 0; j < 3; j++) {

System.out.print(transpose[i][j] + " ");

}

System.out.println(); // new line

}

}

}

/\*

The provided Java code demonstrates how to transpose a matrix. Here's a paragraph explanation of the code:

The `MatrixTransposeExample` class contains the `main` method, which serves as the entry point of the program.

The program begins by creating an original matrix using a 2D integer array. The original matrix is a 3x3 matrix initialized with specific values.

Next, a new matrix called `transpose` is created using another 2D integer array. This matrix will store the transpose of the original matrix.

To calculate the transpose, a nested loop is used. The outer loop iterates over the rows of the original matrix, and the inner loop iterates over the columns. During each iteration, the value at position `(i, j)` in the original matrix is assigned to position `(j, i)` in the transpose matrix. This effectively swaps the rows and columns of the original matrix.

After the transpose operation, the program prints the original matrix and the transpose matrix to the console. The first loop prints the values of the original matrix row by row, while the second loop prints the values of the transpose matrix row by row.

In summary, the code creates a 3x3 matrix, performs the transpose operation by swapping rows and columns, and then displays both the original matrix and the transpose matrix on the console. The transpose of a matrix is obtained by interchanging its rows and columns.

In linear algebra, the transpose of a matrix is an operation that flips the matrix over its diagonal, reflecting its elements along the main diagonal. The transpose of an m x n matrix is an n x m matrix.

To obtain the transpose of a matrix, you swap its rows with columns. The element at row i, column j in the original matrix becomes the element at row j, column i in the transpose matrix. The transpose operation effectively changes the orientation of the matrix.

For example, consider the following matrix:

Original Matrix:

1 2 3

4 5 6

Transposed Matrix:

1 4

2 5

3 6

As you can see, the rows of the original matrix become the columns of the transposed matrix, and the columns of the original matrix become the rows of the transposed matrix.

The transpose operation is useful in various mathematical operations, such as solving systems of linear equations, matrix multiplication, and matrix transformations. It allows for easier manipulation and analysis of matrices in certain applications.

\*/

13.2 Write Java Program to find the number of the words in the given text file.

import java.io.BufferedReader;

import java.io.FileReader;

public class CountWordFile {

public static void main(String[] args) throws Exception {

String line;

int count = 0;

// Opens a file in read mode

FileReader file = new FileReader("C://Users//dell//Java Programs//Question 13//data.txt");

BufferedReader br = new BufferedReader(file);

// Gets each line till end of file is reached

while ((line = br.readLine()) != null) {

// Splits each line into words

String words[] = line.split(" ");

// Counts each word

count = count + words.length;

}

System.out.println("Number of words present in given file: " + count);

br.close();

}

}

/\*

The code you provided is a Java program that reads a file, counts the number of words in the file, and outputs the count.

Here's a paragraph explanation of the code:

1. The program starts by declaring variables `line` and `count`. `line` is used to store each line of the file, and `count` keeps track of the total word count.

2. A `FileReader` object named `file` is created to read the file. The file path specified is "C://Users//dell//Java Programs//Question 13//data.txt". This path should be modified according to the actual file path on your system.

3. A `BufferedReader` object named `br` is created, which takes the `FileReader` object `file` as an argument. `BufferedReader` is a class that reads text from a character-input stream with efficient buffering of characters, providing better performance compared to reading directly from a `FileReader`.

4. Inside the `while` loop, the program reads each line from the file using the `readLine()` method of `BufferedReader`. If there is no more line to read (reached the end of the file), the loop terminates.

5. For each line read, it is split into words using the `split()` method with a space (" ") as the delimiter. The resulting array of words is stored in the `words[]` array.

6. The length of the `words[]` array is added to the `count` variable to keep track of the total word count.

7. After the loop finishes, the program outputs the total number of words in the given file using `System.out.println()`.

8. Finally, the `BufferedReader` is closed using the `close()` method to release system resources.

Explanation of `BufferedReader` and `FileReader`:

- `FileReader` is a class in Java that is used to read characters from a file. It reads data from a file in a character-by-character manner.

- `BufferedReader` is a class that wraps around a `Reader` (in this case, a `FileReader`) to provide buffering capabilities, which improves the efficiency of reading characters from a stream. It reads characters from the input stream and stores them in an internal buffer, so that subsequent reads from the buffer are faster.

- In this code, `FileReader` is used to open the file, and `BufferedReader` is used to read the contents of the file line by line. The `readLine()` method of `BufferedReader` reads a line of text from the input stream and returns it as a `String`. This allows the program to process the file content line by line and perform word counting operations.

\*/

12. Write a Java program to display the pattern like a diamond.  
Input number of rows (half of the diamond) :7 Expected Output :  
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import java.util.Scanner;

public class DiamondPattern {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Input number of rows (half of the diamond): ");

int numRows = scanner.nextInt();

// Print upper half of the diamond

for (int i = 1; i <= numRows; i++) {

for (int k = 1; k <= 2 \* i - 1; k++) {

System.out.print("\*");

}

System.out.println();

}

// Print lower half of the diamond

for (int i = numRows - 1; i >= 1; i--) {

for (int k = 1; k <= 2 \* i - 1; k++) {

System.out.print("\*");

}

System.out.println();

}

scanner.close();

}

}

11.1 Write a Java program that takes a number as input and prints its multiplication table up to 10. Test Data:  
Input a number: 8  
Expected Output:  
8 x 1 = 8  
8 x 2 = 16  
8 x 3 = 24  
...  
8 x 10 = 80

import java.util.Scanner;

public class MultiplicationTable {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Input a number: ");

int number = scanner.nextInt();

System.out.println("Multiplication table of " + number + ":");

for (int i = 1; i <= 10; i++) {

int result = number \* i;

System.out.println(number + " x " + i + " = " + result);

}

scanner.close();

}

}

11.2 Write a java program to check that given number is prime or not.

import java.util.Scanner;

public class PrimeNumberChecker {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter a number: ");

int number = scanner.nextInt();

boolean isPrime = checkPrime(number);

if (isPrime) {

System.out.println(number + " is a prime number.");

} else {

System.out.println(number + " is not a prime number.");

}

scanner.close();

}

public static boolean checkPrime(int number) {

if (number <= 1) {

return false;

}

for (int i = 2; i <= Math.sqrt(number); i++) {

if (number % i == 0) {

return false;

}

}

return true;

}

}
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import javax.swing.\*;

import java.awt.\*;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

public class NumberAdditionGUI {

private JFrame frame;

private JLabel titleLabel, firstNumLabel, secondNumLabel, resultLabel;

private JTextField firstNumTextField, secondNumTextField, resultTextField;

private JButton addButton, clearButton, exitButton;

public NumberAdditionGUI() {

createAndShowGUI();

}

private void createAndShowGUI() {

frame = new JFrame("Number Addition");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setLayout(new BorderLayout());

// Top panel for the title label

JPanel topPanel = new JPanel();

topPanel.setBackground(Color.BLUE);

titleLabel = new JLabel("Number Addition");

titleLabel.setForeground(Color.WHITE);

topPanel.add(titleLabel);

// Center panel for the input fields

JPanel centerPanel = new JPanel(new GridLayout(3, 2, 10, 10));

firstNumLabel = new JLabel("First Number:");

firstNumTextField = new JTextField();

secondNumLabel = new JLabel("Second Number:");

secondNumTextField = new JTextField();

resultLabel = new JLabel("Result:");

resultTextField = new JTextField();

resultTextField.setEditable(false);

centerPanel.add(firstNumLabel);

centerPanel.add(firstNumTextField);

centerPanel.add(secondNumLabel);

centerPanel.add(secondNumTextField);

centerPanel.add(resultLabel);

centerPanel.add(resultTextField);

// Bottom panel for the buttons

JPanel bottomPanel = new JPanel(new FlowLayout(FlowLayout.CENTER, 10, 10));

addButton = new JButton("Add");

clearButton = new JButton("Clear");

exitButton = new JButton("Exit");

bottomPanel.add(addButton);

bottomPanel.add(clearButton);

bottomPanel.add(exitButton);

// Add action listeners to buttons

addButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

performAddition();

}

});

clearButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

clearFields();

}

});

exitButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

System.exit(0);

}

});

// Add panels to the frame

frame.add(topPanel, BorderLayout.NORTH);

frame.add(centerPanel, BorderLayout.CENTER);

frame.add(bottomPanel, BorderLayout.SOUTH);

frame.pack();

frame.setVisible(true);

}

private void performAddition() {

try {

int firstNum = Integer.parseInt(firstNumTextField.getText());

int secondNum = Integer.parseInt(secondNumTextField.getText());

int result = firstNum + secondNum;

resultTextField.setText(String.valueOf(result));

} catch (NumberFormatException e) {

JOptionPane.showMessageDialog(frame, "Invalid input. Please enter valid numbers.");

}

}

private void clearFields() {

firstNumTextField.setText("");

secondNumTextField.setText("");

resultTextField.setText("");

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

public void run() {

new NumberAdditionGUI();

}

});

}

}

/\*

The code you provided is a Java program that creates a simple GUI application for adding two numbers. It uses Swing components to create the graphical interface.

Here's a paragraph explanation of the code:

1. The `NumberAdditionGUI` class is defined. It has instance variables representing the GUI components such as `JFrame`, `JLabel`, `JTextField`, and `JButton`.

2. The constructor `NumberAdditionGUI()` is called to create and show the GUI.

3. The `createAndShowGUI()` method is defined. It sets up the main frame, layout, panels, labels, text fields, and buttons.

4. Inside the `createAndShowGUI()` method, various Swing components are created and added to panels using different layout managers (`BorderLayout`, `FlowLayout`, `GridLayout`).

5. Action listeners are added to the buttons (`addButton`, `clearButton`, `exitButton`) using anonymous inner classes implementing the `ActionListener` interface. These listeners define the actions to be performed when the buttons are clicked.

6. The `performAddition()` method is called when the "Add" button is clicked. It retrieves the numbers entered in the text fields, performs the addition, and displays the result in the `resultTextField`. If invalid input is detected (e.g., non-numeric values), a message dialog is shown.

7. The `clearFields()` method is called when the "Clear" button is clicked. It clears the input text fields and the result field.

8. The `main()` method is the entry point of the program. It schedules the creation of the GUI on the event dispatch thread using `SwingUtilities.invokeLater()`.

9. When the program runs, the GUI is displayed with the specified components and their respective functionalities.

The code provides a basic example of creating a GUI application using Swing components and handling user interactions through action listeners.

\*/
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import javax.swing.\*;

import java.awt.\*;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

class GUI {

public static void main(String[] args) {

// Creating the Frame

JFrame frame = new JFrame("Chat Frame");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(400, 400);

// Creating the MenuBar and adding components

JMenuBar mb = new JMenuBar();

JMenu m1 = new JMenu("FILE");

JMenu m2 = new JMenu("Help");

mb.add(m1);

mb.add(m2);

JMenuItem m11 = new JMenuItem("Open");

JMenuItem m22 = new JMenuItem("Save as");

m1.add(m11);

m1.add(m22);

// Creating the panel at bottom and adding components

JPanel panel = new JPanel(); // the panel is not visible in output

JLabel label = new JLabel("Enter Text");

JTextField tf = new JTextField(10); // accepts up to 10 characters

JButton send = new JButton("Send");

JButton reset = new JButton("Reset");

panel.add(label); // Components Added using Flow Layout

panel.add(tf);

panel.add(send);

panel.add(reset);

// Text Area at the Center

JTextArea ta = new JTextArea();

// Action Listener for Send button

send.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

String text = tf.getText();

ta.append(text + "\n");

tf.setText(""); // Clear the text field after appending to the text area

}

});

// Action Listener for Reset button

reset.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

ta.setText(""); // Clear the text area

}

});

// Adding Components to the frame

frame.getContentPane().add(BorderLayout.SOUTH, panel);

frame.getContentPane().add(BorderLayout.NORTH, mb);

frame.getContentPane().add(BorderLayout.CENTER, ta);

frame.setVisible(true);

}

}

/\*

The code you provided creates a basic chat application GUI using Swing components. Here's an explanation of the code:

1. The `GUI` class is defined, which contains the `main()` method. This is the entry point of the program.

2. Inside the `main()` method, a `JFrame` named "Chat Frame" is created. It sets the title, default close operation, and size of the frame.

3. A `JMenuBar` named `mb` is created. It will contain two menus: "FILE" and "Help".

4. Two `JMenu` objects, `m1` and `m2`, are created for the "FILE" and "Help" menus, respectively. These menus are added to the menu bar.

5. `JMenuItem` objects, `m11` and `m22`, are created for the "Open" and "Save as" options, respectively. These menu items are added to the "FILE" menu.

6. A `JPanel` named `panel` is created at the bottom of the frame. It contains a `JLabel` ("Enter Text"), a `JTextField` (`tf`) for user input, and two `JButton` objects (`send` and `reset`). The panel uses the default `FlowLayout` for arranging components.

7. A `JTextArea` named `ta` is created to display the chat messages. It will be placed at the center of the frame.

8. An `ActionListener` is added to the `send` button. When the button is clicked, the listener appends the text from the `tf` text field to the `ta` text area. It also clears the `tf` text field after appending.

9. Another `ActionListener` is added to the `reset` button. When the button is clicked, the listener clears the `ta` text area.

10. Finally, the components (`panel`, `mb`, `ta`) are added to the frame's content pane using the `BorderLayout`. The panel is placed at the south, the menu bar at the north, and the text area at the center. The frame is then set to visible to display the GUI.

In summary, the code creates a simple chat interface with a text area for displaying messages, a text field for entering text, and buttons for sending and resetting the chat. The `JMenuBar` provides a basic menu structure. \*/

8. You are given a phone book that consists of people's names and their phone number. After that you will be given some person's name as query. For each query, print the phone number of that person. Use HashMap to implement it.The first line will have an integer denoting the number of entries in the phone book. Each entry consists of two lines: a name and the corresponding phone number.  
After these, there will be some queries. Each query will contain a person's name. Read the queries until end-of-file.  
Constraints:  
A person's name consists of only lower-case English letters and it may be in the format 'first-name last-name' or in the format 'first-name'. Each phone number has exactly 8 digits without any leading zeros.For each case, print "Not found" if the person has no entry in the phone book. Otherwise, print the person's name and phone number.

import javax.swing.\*;

import java.awt.\*;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

class GUI {

public static void main(String[] args) {

// Creating the Frame

JFrame frame = new JFrame("Chat Frame");

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

frame.setSize(400, 400);

// Creating the MenuBar and adding components

JMenuBar mb = new JMenuBar();

JMenu m1 = new JMenu("FILE");

JMenu m2 = new JMenu("Help");

mb.add(m1);

mb.add(m2);

JMenuItem m11 = new JMenuItem("Open");

JMenuItem m22 = new JMenuItem("Save as");

m1.add(m11);

m1.add(m22);

// Creating the panel at bottom and adding components

JPanel panel = new JPanel(); // the panel is not visible in output

JLabel label = new JLabel("Enter Text");

JTextField tf = new JTextField(10); // accepts up to 10 characters

JButton send = new JButton("Send");

JButton reset = new JButton("Reset");

panel.add(label); // Components Added using Flow Layout

panel.add(tf);

panel.add(send);

panel.add(reset);

// Text Area at the Center

JTextArea ta = new JTextArea();

// Action Listener for Send button

send.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

String text = tf.getText();

ta.append(text + "\n");

tf.setText(""); // Clear the text field after appending to the text area

}

});

// Action Listener for Reset button

reset.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

ta.setText(""); // Clear the text area

}

});

// Adding Components to the frame

frame.getContentPane().add(BorderLayout.SOUTH, panel);

frame.getContentPane().add(BorderLayout.NORTH, mb);

frame.getContentPane().add(BorderLayout.CENTER, ta);

frame.setVisible(true);

}

}

/\*

The code you provided creates a basic chat application GUI using Swing components. Here's an explanation of the code:

1. The `GUI` class is defined, which contains the `main()` method. This is the entry point of the program.

2. Inside the `main()` method, a `JFrame` named "Chat Frame" is created. It sets the title, default close operation, and size of the frame.

3. A `JMenuBar` named `mb` is created. It will contain two menus: "FILE" and "Help".

4. Two `JMenu` objects, `m1` and `m2`, are created for the "FILE" and "Help" menus, respectively. These menus are added to the menu bar.

5. `JMenuItem` objects, `m11` and `m22`, are created for the "Open" and "Save as" options, respectively. These menu items are added to the "FILE" menu.

6. A `JPanel` named `panel` is created at the bottom of the frame. It contains a `JLabel` ("Enter Text"), a `JTextField` (`tf`) for user input, and two `JButton` objects (`send` and `reset`). The panel uses the default `FlowLayout` for arranging components.

7. A `JTextArea` named `ta` is created to display the chat messages. It will be placed at the center of the frame.

8. An `ActionListener` is added to the `send` button. When the button is clicked, the listener appends the text from the `tf` text field to the `ta` text area. It also clears the `tf` text field after appending.

9. Another `ActionListener` is added to the `reset` button. When the button is clicked, the listener clears the `ta` text area.

10. Finally, the components (`panel`, `mb`, `ta`) are added to the frame's content pane using the `BorderLayout`. The panel is placed at the south, the menu bar at the north, and the text area at the center. The frame is then set to visible to display the GUI.

In summary, the code creates a simple chat interface with a text area for displaying messages, a text field for entering text, and buttons for sending and resetting the chat. The `JMenuBar` provides a basic menu structure.

\*/

7. You are required to compute the power of a number by implementing a calculator. Create a class My Calculator which consists of a single method long power (int, int). This method takes two integers n and p, as parameters and finds (n)p. If either or is negative, then the method must throw an exception which says " n or p should not be negative”. Also, if both and are zero, then the method must throw an exception which says "n or p should not be negative”.

class MyCalculator {

public long power(int n, int p) throws Exception {

if (n < 0 || p < 0) {

throw new Exception("n or p should not be negative");

} else if (n == 0 && p == 0) {

throw new Exception("n and p should not be zero");

} else {

return (long) Math.pow(n, p);

}

}

}

public class Main01 {

public static void main(String[] args) {

MyCalculator calculator = new MyCalculator();

try {

long result1 = calculator.power(2, 3);

System.out.println("Result 1: " + result1);

long result2 = calculator.power(-2, 3); // This will throw an exception

System.out.println("Result 2: " + result2);

long result3 = calculator.power(2, -3); // This will throw an exception

System.out.println("Result 3: " + result3);

long result4 = calculator.power(0, 0); // This will throw an exception

System.out.println("Result 4: " + result4);

} catch (Exception e) {

System.out.println(e.getMessage());

}

}

}

/\*

The code you provided demonstrates the use of a `MyCalculator` class to calculate the power of a number. Here's an explanation of the code:

1. The `MyCalculator` class is defined, which contains a `power` method. This method takes two integer parameters `n` and `p` representing the base and exponent, respectively, and returns a `long` value.

2. Inside the `power` method, there is exception handling logic. If either `n` or `p` is negative, an exception is thrown with the message "n or p should not be negative". If both `n` and `p` are zero, an exception is thrown with the message "n and p should not be zero". Otherwise, the power of `n` raised to `p` is calculated using the `Math.pow` method, and the result is cast to a `long` value before returning.

3. The `Main01` class is defined, which contains the `main` method. This is the entry point of the program.

4. Inside the `main` method, an instance of `MyCalculator` named `calculator` is created.

5. The `power` method of `calculator` is called multiple times, each with different arguments.

6. The first call, `calculator.power(2, 3)`, calculates 2 raised to the power of 3, which is 8. The result is stored in `result1` and printed.

7. The second call, `calculator.power(-2, 3)`, passes a negative value for `n`. This will throw an exception, and the corresponding error message is printed.

8. The third call, `calculator.power(2, -3)`, passes a negative value for `p`. This will also throw an exception, and the error message is printed.

9. The fourth call, `calculator.power(0, 0)`, passes zero values for both `n` and `p`. This violates the condition in the `power` method and throws an exception. The error message is printed.

10. The exceptions thrown in the above cases are caught in a `catch` block, and the error messages are printed using the `getMessage` method of the caught exception.

In summary, the code demonstrates how to handle exceptions when calculating the power of a number. It shows how to catch and handle exceptions thrown by the `power` method and print appropriate error messages.

\*/

6. Write the following code in your editor below:  
A class named Arithmetic with a method named add that takes 2 integers as parameters and returns an integer denoting their sum.  
A class named Adder that inherits from a superclass named Arithmetic. The main method in the Tester class should print the following: SAMPLE O/P:**My superclass is: Arithmetic  
42 13 20**

class Arithmetic {

Arithmetic()

{

System.out.println("Arithmetic");

}

public int add(int a, int b) {

return a + b;

}

}

class Adder extends Arithmetic {

Adder(){

super();

}

}

class Main02 {

public static void main(String[] args) {

System.out.print("My superclass is: " );

Adder adder = new Adder();

System.out.println(adder.add(42, 13));

System.out.println(adder.add(20, 0));

}

}

/\*

The code you provided demonstrates inheritance and method overriding in Java. Here's an explanation of the code:

1. The `Arithmetic` class is defined. It has a default constructor that prints "Arithmetic" when an instance of the class is created. It also has a public method `add` that takes two integers `a` and `b` as parameters and returns their sum.

2. The `Adder` class extends the `Arithmetic` class. It has a default constructor that invokes the constructor of the superclass `Arithmetic` using the `super()` statement.

3. The `Main02` class is defined, which contains the `main` method. This is the entry point of the program.

4. Inside the `main` method, the statement `System.out.print("My superclass is: ");` is used to print the text "My superclass is: " without a newline character.

5. An instance of the `Adder` class named `adder` is created. This invokes the default constructor of the `Adder` class, which, in turn, invokes the constructor of the superclass `Arithmetic` due to the `super()` statement in the `Adder` constructor. As a result, "Arithmetic" is printed.

6. The statement `System.out.println(adder.add(42, 13));` invokes the `add` method of the `Adder` class with arguments 42 and 13. Since the `Adder` class extends the `Arithmetic` class, it inherits the `add` method. The `add` method adds the two numbers and returns the sum, which is then printed.

7. The statement `System.out.println(adder.add(20, 0));` invokes the `add` method of the `Adder` class with arguments 20 and 0. The `add` method of the `Adder` class overrides the `add` method of the `Arithmetic` class. In this case, the overridden method is called, and it performs the addition and returns the sum, which is then printed.

In summary, the code demonstrates inheritance and method overriding. The `Adder` class inherits the `add` method from the `Arithmetic` class and overrides it. The `Main02` class creates an instance of the `Adder` class, invokes the `add` method, and prints the results. Additionally, it shows the use of the `super()` statement to invoke the constructor of the superclass.

\*/

5. We have to calculate the percentage of marks obtained in three subjects (each out of 100) by student A and in four subjects (each out of 100) by student B. Create an abstract class 'Marks' with an abstract method 'getPercentage'. It is inherited by two other classes 'A' and 'B' each having a method with the same name which returns the percentage of the students. The constructor of student A takes the marks in three subjects as its parameters and the marks in four subjects as its parameters for student B. Create an object for eac of the two classes and print the percentage of marks for both the students.

import java.util.Scanner;

abstract class Marks {

public abstract float getPercentage();

}

class A extends Marks {

private float marks1, marks2, marks3;

public A(float m1, float m2, float m3) {

marks1 = m1;

marks2 = m2;

marks3 = m3;

}

public float getPercentage() {

return ((marks1 + marks2 + marks3) / 300) \* 100;

}

}

class B extends Marks {

private float marks1, marks2, marks3, marks4;

public B(float m1, float m2, float m3, float m4) {

marks1 = m1;

marks2 = m2;

marks3 = m3;

marks4 = m4;

}

public float getPercentage() {

return ((marks1 + marks2 + marks3 + marks4) / 400) \* 100;

}

}

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.println("Enter marks for student A (m1, m2, m3):");

float m1 = scanner.nextFloat();

float m2 = scanner.nextFloat();

float m3 = scanner.nextFloat();

A studentA = new A(m1, m2, m3);

System.out.println("Enter marks for student B (m1, m2, m3, m4):");

float m4 = scanner.nextFloat();

B studentB = new B(m1, m2, m3, m4);

System.out.println("Percentage of marks for student A: " + studentA.getPercentage() + "%");

System.out.println("Percentage of marks for student B: " + studentB.getPercentage() + "%");

scanner.close();

}

}

4. A Company manufactures Vehicles, which could be a Helicopter, a Car, or a Train depending on the customer’s demand. Each Vehicle instance has a method called move, which prints on the console the nature of movement of the vehicle. For example, the Helicopter Flies in Air, the Car Drives on Road and the Train Runs on Track. Write a program that accepts input from the user on the kind of vehicle the user wants to order, and the system should print out nature of movement. Implement all Java coding best practices to implement this program.

import java.util.Scanner;

abstract class Vehicle {

public abstract void move();

}

class Helicopter extends Vehicle {

@Override

public void move() {

System.out.println("The Helicopter flies in the air.");

}

}

class Car extends Vehicle {

@Override

public void move() {

System.out.println("The Car drives on the road.");

}

}

class Train extends Vehicle {

@Override

public void move() {

System.out.println("The Train runs on the track.");

}

}

public class VehicleDemo {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.println("Welcome to the Vehicle Manufacturer!");

System.out.println("Please enter the type of vehicle you want to order (Helicopter/Car/Train):");

String vehicleType = scanner.nextLine();

Vehicle vehicle;

if (vehicleType.equalsIgnoreCase("Helicopter")) {

vehicle = new Helicopter();

} else if (vehicleType.equalsIgnoreCase("Car")) {

vehicle = new Car();

} else if (vehicleType.equalsIgnoreCase("Train")) {

vehicle = new Train();

} else {

System.out.println("Invalid vehicle type. Program exiting.");

scanner.close();

return;

}

System.out.println("Nature of movement of the vehicle:");

vehicle.move();

scanner.close();

}

}

/\*

The code you provided demonstrates the use of abstract classes and polymorphism in Java. Here's an explanation of the code:

1. The `Vehicle` class is defined as an abstract class. It has an abstract method `move()` that does not have an implementation. This means that any class extending `Vehicle` must provide its own implementation of the `move()` method.

2. The `Helicopter`, `Car`, and `Train` classes are defined as subclasses of `Vehicle`. Each of these classes overrides the `move()` method inherited from the `Vehicle` class and provides its own implementation of how the specific vehicle moves.

3. The `VehicleDemo` class contains the `main` method, which is the entry point of the program.

4. Inside the `main` method, a `Scanner` object is created to read input from the user.

5. The program prompts the user to enter the type of vehicle they want to order (Helicopter/Car/Train) using the `System.out.println` statement. The user's input is then stored in the `vehicleType` variable using the `nextLine()` method of the `Scanner` object.

6. A `Vehicle` object named `vehicle` is declared but not yet instantiated.

7. Using a series of conditional statements (`if`, `else if`), the program checks the value of the `vehicleType` variable. If it matches "Helicopter", "Car", or "Train" (ignoring case), a corresponding object of the respective class (`Helicopter`, `Car`, or `Train`) is created and assigned to the `vehicle` variable.

8. If the `vehicleType` does not match any of the valid options, an error message is displayed, and the program exits gracefully by closing the `Scanner` object and returning from the `main` method.

9. After determining the type of vehicle and creating the corresponding object, the program displays the message "Nature of movement of the vehicle:" using the `System.out.println` statement.

10. The `move()` method is invoked on the `vehicle` object. Since the actual object type can be `Helicopter`, `Car`, or `Train`, the appropriate implementation of the `move()` method from the corresponding class is called due to polymorphism.

11. The program then closes the `Scanner` object using the `close()` method.

12. The execution of the program ends.

Explanation of `equalsIgnoreCase`:

The `equalsIgnoreCase` method is a Java String method used to compare two strings while ignoring their case (uppercase or lowercase). It returns `true` if the two strings are equal, ignoring case, and returns `false` otherwise. In the provided code, it is used to compare the user's input (`vehicleType`) with the valid vehicle types ("Helicopter", "Car", and "Train") without considering the case. This allows the program to handle user input in a case-insensitive manner, making it more user-friendly.\*/

3.1 Java Program to Reverse a String.

import java.util.\*;

public class StringReverseExample {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the string: ");

String originalString = scanner.nextLine();

String reversedString = reverseString(originalString);

System.out.println("Original String: " + originalString);

System.out.println("Reversed String: " + reversedString);

scanner.close();

}

public static String reverseString(String str) {

StringBuilder reversed = new StringBuilder();

for (int i = str.length() - 1; i >= 0; i--) {

reversed.append(str.charAt(i));

}

return reversed.toString();

}

}

In short, `StringBuilder` is a class in Java that allows you to modify strings efficiently. It provides methods for appending, inserting, deleting, and replacing characters within a string. Unlike the `String` class, which is immutable, `StringBuilder` is mutable, meaning you can change its contents without creating a new object each time. It is useful when you need to perform multiple operations on a string and want to avoid the overhead of creating new strings.

3.2 Write a Java program to check that String is palindrome or not.

import java.util.\*;

public class PalindromeChecker {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the string: ");

String str = scanner.nextLine();

if (isPalindrome(str)) {

System.out.println(str + " is a palindrome.");

} else {

System.out.println(str + " is not a palindrome.");

}

scanner.close();

}

public static boolean isPalindrome(String str) {

int left = 0;

int right = str.length() - 1;

while (left < right) {

if (str.charAt(left) != str.charAt(right)) {

return false;

}

left++;

right--;

}

return true;

}

}

2.1 Java Program to Count Number of Duplicate Words in String

import java.util.\*;

public class CountDuplicateWords {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.println("Enter the string: ");

String string = scanner.nextLine();

int count;

//Converts the string into lowercase

string = string.toLowerCase();

//Split the string into words using built-in function

String words[] = string.split(" ");

System.out.println("Duplicate words in a given string : ");

for(int i = 0; i < words.length; i++) {

count = 1;

for(int j = i+1; j < words.length; j++) {

if(words[i].equals(words[j])) {

count++;

//Set words[j] to 0 to avoid printing visited word

words[j] = "0";

}

}

//Displays the duplicate word if count is greater than 1

if(count > 1 && words[i] != "0")

System.out.println(words[i]);

}

scanner.close();

}

}

2.2 How to Check if the String Contains 'e' in umbrella

public class StringContainsExample {

public static void main(String[] args) {

String word = "umbrella";

if (word.contains("e")) {

System.out.println("The string contains 'e'.");

} else {

System.out.println("The string does not contain 'e'.");

}

}

}

1.1) Program to remove all repeated elements from an array

import java.util.Scanner;

public class RemoveDuplicatesFromArray {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements in the array: ");

int size = scanner.nextInt();

if(size == 0) {

System.out.println("0 elements present in the array.");

} else if(size == 1) {

int[] array = new int[size];

System.out.println("Enter the elements of the array:");

for (int i = 0; i < size; i++) {

array[i] = scanner.nextInt();

}

System.out.println("No duplicates are present in the array.");

} else if(size < 0) {

System.out.println("Please enter positive size.");

} else{

int[] array = new int[size];

System.out.println("Enter the elements of the array:");

for (int i = 0; i < size; i++) {

array[i] = scanner.nextInt();

}

int[] uniqueArray = removeDuplicates(array);

System.out.println("Array with duplicates removed:");

for (int num : uniqueArray) {

System.out.print(num + " ");

}

}

scanner.close();

}

public static int[] removeDuplicates(int[] array) {

int length = array.length;

int[] uniqueArray = new int[length];

int uniqueCount = 0;

for (int i = 0; i < length; i++) {

boolean isDuplicate = false;

for (int j = 0; j < uniqueCount; j++) {

if (array[i] == uniqueArray[j]) {

isDuplicate = true;

break;

}

}

if (!isDuplicate) {

uniqueArray[uniqueCount] = array[i];

uniqueCount++;

}

}

int[] resultArray = new int[uniqueCount];

for (int i = 0; i < uniqueCount; i++) {

resultArray[i] = uniqueArray[i];

}

return resultArray;

}

}

1.2) Write a Java program to find the common elements between two arrays of integers.

import java.util.Scanner;

public class CommonElementsBetweenArrays {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of elements in the first array: ");

int size1 = scanner.nextInt();

System.out.print("Enter the number of elements in the second array: ");

int size2 = scanner.nextInt();

int[] array1 = new int[size1];

int[] array2 = new int[size2];

System.out.println("Enter the elements of the first array:");

for (int i = 0; i < size1; i++) {

array1[i] = scanner.nextInt();

}

System.out.println("Enter the elements of the second array:");

for (int i = 0; i < size2; i++) {

array2[i] = scanner.nextInt();

}

int[] commonElements = findCommonElements(array1, array2);

System.out.println("Common elements between the two arrays:");

for (int num : commonElements) {

System.out.print(num + " ");

}

scanner.close();

}

public static int[] findCommonElements(int[] array1, int[] array2) {

int length1 = array1.length;

int length2 = array2.length;

int[] commonElements = new int[Math.min(length1, length2)];

int count = 0;

for (int i = 0; i < length1; i++) {

for (int j = 0; j < length2; j++) {

if (array1[i] == array2[j]) {

commonElements[count] = array1[i];

count++;

break;

}

}

}

int[] resultArray = new int[count];

for (int i = 0; i < count; i++) {

resultArray[i] = commonElements[i];

}

return resultArray;

}

}

18. Write a program to implement following inheritance. Accept data for 5 persons and display the name of employee having salary greater than 5000.  
  
Class Name: Person  
Member variables:  
Name, age  
  
Class Name: Employee  
Member variables:  
Designation, salary

//Write a program to implement following inheritance. Accept data for 5 persons and display the name of employee having salary greater than 5000.

// Class Name: Person

// Member variables:

// Name, age

// Class Name: Employee

// Member variables:

// Designation, salary

import java.util.Scanner;

class Person {

private String name;

private int age;

public Person(String name, int age) {

this.name = name;

this.age = age;

}

public String getName() {

return name;

}

public int getAge() {

return age;

}

}

class Employee extends Person {

private String designation;

private double salary;

public Employee(String name, int age, String designation, double salary) {

super(name, age);

this.designation = designation;

this.salary = salary;

}

public String getDesignation() {

return designation;

}

public double getSalary() {

return salary;

}

}

public class EmployeeSalary {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

Employee[] employees = new Employee[5];

// Accept data for 5 persons

for (int i = 0; i < 5; i++) {

System.out.println("Enter details for Employee " + (i + 1));

System.out.print("Name: ");

String name = scanner.nextLine();

System.out.print("Age: ");

int age = scanner.nextInt();

scanner.nextLine();

System.out.print("Designation: ");

String designation = scanner.nextLine();

System.out.print("Salary: ");

double salary = scanner.nextDouble();

scanner.nextLine();

employees[i] = new Employee(name, age, designation, salary);

}

// Display the name of employees with salary greater than 5000

System.out.println("Employees with salary greater than 5000:");

for (Employee employee : employees) {

if (employee.getSalary() > 5000) {

System.out.println(employee.getName());

}

}

}

}

19. Implementing “Multiple Inheritance”. Create a two interfaces Account containing methods set() and display() And interface Person containing methods store() and disp(). Derive a class Customer from Person and Account. Accept the name, account number, balance and display all the information related to account along with the interest.

interface Account {

void set(String accountNumber, double balance);

void display();

}

interface Person {

void store(String name);

void disp();

}

class Customer implements Account, Person {

private String name;

private String accountNumber;

private double balance;

public void set(String accountNumber, double balance) {

this.accountNumber = accountNumber;

this.balance = balance;

}

public void display() {

System.out.println("Account Number: " + accountNumber);

System.out.println("Balance: " + balance);

}

public void store(String name) {

this.name = name;

}

public void disp() {

System.out.println("Name: " + name);

}

public void calculateInterest() {

double interest = balance \* 0.05; // Assuming interest rate of 5%

System.out.println("Interest: " + interest);

}

}

public class InterestCalci {

public static void main(String[] args) {

Customer customer = new Customer();

customer.store("John Doe");

customer.set("123456789", 10000.0);

customer.disp();

customer.display();

customer.calculateInterest();

}

}

/\*

Sure! Here's a line-by-line explanation of the code:

1. The code defines two interfaces: `Account` and `Person`. These interfaces declare certain methods that classes implementing these interfaces must implement.

4. The `Customer` class implements both the `Account` and `Person` interfaces. It provides implementations for the methods declared in these interfaces.

7-11. The `set` method in the `Customer` class is an implementation of the `set` method from the `Account` interface. It takes an `accountNumber` and `balance` as parameters and sets the corresponding instance variables.

14-18. The `display` method in the `Customer` class is an implementation of the `display` method from the `Account` interface. It prints the `accountNumber` and `balance` to the console.

21-24. The `store` method in the `Customer` class is an implementation of the `store` method from the `Person` interface. It takes a `name` as a parameter and sets the corresponding instance variable.

27-30. The `disp` method in the `Customer` class is an implementation of the `disp` method from the `Person` interface. It prints the `name` to the console.

33-37. The `calculateInterest` method in the `Customer` class is a custom method. It calculates the interest based on the balance (assuming an interest rate of 5%) and prints it to the console.

40-45. The `InterestCalci` class contains the `main` method where the program starts execution.

47. An instance of the `Customer` class is created.

49. The `store` method is called to store the customer's name as "John Doe".

51. The `set` method is called to set the account number as "123456789" and balance as 10000.0.

53. The `disp` method is called to display the customer's name.

55. The `display` method is called to display the account number and balance.

57. The `calculateInterest` method is called to calculate and display the interest.

Each method call in the `main` method demonstrates the functionality of the implemented interfaces and the custom method in the `Customer` class.

\*/