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The first thing I done was convert your grammar into a .jjt file the grammar will then be compiled with jjtree however it gave me allot of warnings about look ahead and left recursion detected in the grammar.

The left recursion was solved using new non-terminals. After solving left recursion the look ahead warnings were next these were solved by mixing around the grammar. By default you get a look ahead of 1 but it wasn’t too hard to change the grammar to work with only look ahead of 1 for example changing

void statement () :{}{

<ID><ASSIGN>(expression() | <STRING>)\*

|<EXLM>expression()

|<QUESTION><ID>

|<ID><LBR>arg\_list()<RBR>

|<LCBR>(statement()<SEMIC>)\*<RCBR>

|<IF>condition()<THEN>statement()

|<IF>condition()<THEN>statement()<ELSE>statement()

|<WHILE>condition()<DO>statement()

|{}

}

to

void statement () :{}{

<ID>(assignment() | <LBR>arg\_list()<RBR>)

|<EXLM>expression()

|<QUESTION><ID>

|<IF>condition()<THEN>statement() (<ELSE>statement() | {})

|<WHILE>condition()<DO>statement()

|{}

}

void assignment (): {}{

<ASSIGN>(expression() | <STRING>)

}