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## The MIT License (MIT)

Copyright © 2024 Al Lansley

Permission is hereby granted, free of charge, to any person obtaining a copy of this software and associated documentation files (the “Software”), to deal in the Software without restriction, including without limitation the rights to use, copy, modify, merge, publish, distribute, sublicense, and/or sell copies of the Software, and to permit persons to whom the Software is furnished to do so, subject to the following conditions:

The above copyright notice and this permission notice shall be included in all copies or substantial portions of the Software.

THE SOFTWARE IS PROVIDED “AS IS”, WITHOUT WARRANTY OF ANY KIND, EXPRESS OR IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES OF MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. IN NO EVENT SHALL THE AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY CLAIM, DAMAGES OR OTHER LIABILITY, WHETHER IN AN ACTION OF CONTRACT, TORT OR OTHERWISE, ARISING FROM, OUT OF OR IN CONNECTION WITH THE SOFTWARE OR THE USE OR OTHER DEALINGS IN THE SOFTWARE.

The Kotlin and IntelliJ IDEA logos are copyright JetBrains s.r.o.

## 0 - Intro / Overview / Use Case

I can code. I know Java. I need to learn Kotlin (both the basics and how it's used in Android development). And I need to learn it ***fast*** - so what are we waiting for? Let’s get our Kotlin on!

This guide will be using the free **IntelliJ IDEA Community Edition** IDE which can be found at:  
<https://www.jetbrains.com/idea/download/>

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbkAAAFLCAYAAABLDvI6AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAHxsSURBVHhe7d0HfBTV2j/wRaUkISShSFHBXihJAAFFEbv0HpQkiKDSO4Tszm6MvaBeQQFFRVGxYa/32vVa3msD7BSlCdJL6iZks+c9Z0rmzMwzs7Ml2WT3+X0+v4/v///eaxjEfN/nPGc2Dkz9jL/7dR2qMrP3VWXkbK9Oz3mzunvOUl/GdYt86dnjj3Ube4m/c+6Z/vTcE2mTiKP/CfJ/DYPBYDCY+h9ft5wJ/u7jiVmrumdXV2XmlFRl5P7ty8z9tjojZ4U/I2euLzM7y39eTj9/Zk5nf7eck/1n5rTwnzmgKXE4jpP/1hgMBoPBRDd0cvsIwi2YVmXm+qsyxpXSaXCnLyP3/6rTc5/3Z2TP8Gdc39t//g2nkM5ZzdkUyACkbSR/aQwGg8Fgai/sKJJOaCUQXOGWTn1+Cp7Pl5lTQf/nEtpDVenjtjAEfd1yX6/OzH3In5E70Z85NsPf9bq2FMFm8i8Lg8FgMJjwQ4G7DQKqrkoBrKb4VdK/Fldljt/ny8j5k/aL6oycF6vSc5f4M8blkczxWf7OOZ39Z45pQzr1b4aTIAaDwWAChh0dUlzWQfjUt8rT4GEK33Y6Cf5YnT5+bXX6uPt83XLm+rvljKtKv+5y0i37dNo0eS+IEMZpkp2HhzV3lS5yTNiGJwMYTDzHf9513SkY5RAqDa2+7uP9VRTCqvScg76M8Rvpc31RnZ6z0p+ZM72q63Uj/RnZF1Wed10Xdiwq3RLt2RghjL2kuUq6JghlZQmeSkL/ujrZWdRK/l9hMJh4y7H07DUQGLHcqgwKYbfs/XQC/LU6I/vf1Zm5i/2Z44dXdhvbw9/l2lOOdBqe6j95TIJySUb+rcI0gCQKpe0T3eW7ROCUust+ShAOniT/RzAYTDylKiN7DwRBPJVNgOJeULwgk1vJJtuq9HEHqzKzN/kycr6sTs99wZ8+/hbS5dpLyTnXnuo/Z1gy4lcPM+abhARX2Wca4ETkvP6mbu/+ZOehC+X/JAaDiYf4u2RfVJWeWwV948dqS/HzVzEEM7K99PfsaFXG9f9UdR//W2X37A+PZeasqcocf9+xjNwZx9LHX1xOp0HpdQmEsA7TKEkoeTLBXe43IKfU5S1LdpcudGStPV7+72AwmFgNcRQeRyeW/0Lf0LHmrRZ7PZ3+aHtIrRI7QWxFxvVVFd2vL6nsfv3e8h4TNlX0mPBFWeb1q7wZE+461v2GmRWZ148p6zGhZ2mvCe2kvWAWfsONQJp7SvPpxHYMxI2vq7y6mbt8ZcqcI6nyfxWDwcRi/Odc18HXLfsY9I0ca6yEmzVwx+RW9ryhphU1nUi8cilyVeU9JhaV9pi4s7zHDetKetzwVln3SbcX95hwc9H5k4YVZd7Ql/aso51vbEk6TWi2FiG0TLJwaDCd4EpB1MzqKvskxe09Tf5bYDCYWIs/c3w2O4KDvqFjtTUHTsItGOC8508k5edPElsmt/T8G0lJrxtJca+bxBb1upkc7nGz70jPm4qOnn/zVvrXbw6fP/k+nPqMSc7bfxYFqwSELEAThfLdKcKRHvLfCoPBxErY1XlfevYG6Bs6VlseOBE5iwnuGAecipweOAk5HjgJORU41qO0R3pPFnu49xRy8Pybq2ld8j9CDIuruE1TwbuPXSyBEAtY9t8TyitauI5my39HDAYTC/Gnj+/OLlFA39Sxas0nOGvgzCc4I3AlOuAYbkd7SbgpwB1iyPWeSvb3mlx1sPeU6+V/jPGdBXuSEtyln4J4BapbaqLcBKe3KtFVvhxfHMdgYiT+btke6Js6Vm3kgYOPKO0Cd7DPVHKgzzQK3ZSS/b2mDpH/UcZnCslxSZ6Sx0DArKrDTVOh3N/MXf5+wqKyk+WvgsFgGmLYS87s/S/oGztWanjATbQNHL+D44FjuIHAiZ1O/uk9Zc+eHjf3kf+Rxl2au4sXJbjLfSBkZoVgA5oglP+WIJT1lr8UBoNpaKFT3EBf9+xq6Js71go4CTceOAW3SAPHcDMDbh/tXgZdr6lbdmZMibtP8Uj2HBqU4Pbav0kJQBaoFLriZGfRMHyfDoNpgKlOz30c+uaOjSBwFDc9cAw3+8BR3HTAMdwU4PZcMEPsP72n/xFPP6W99dzt7RMEbxGIGVQAsGCa5Cq7FaHDYBpQSJus5lWZ2bugb/DxXh44Ebka4KyPKHnktBOchJxmghOR0wOnvUVZM8HR6ic4CTkZuAtmkl19Zvj/uWDGl9+cPCZB/kccs2nu+qdNM6F8j62blBSocIET6/JWN3eWve/AF8cxmIYRX3rOJF/GeLxVqav5BGcNnIQbBFyELplwwLEJjgeOdfcFs8gu1t4zn/i1c1YT+R9z7GXWwRYJ7tKPQdD0hbAKq15/M2f5+qRFJd3kXw0Gg6mv8XXN/gT6Jh/PDQ+48Hdw9oCTcAOBu3AW2X7hbP/O3rNuicnPyiwkJyS6S5eDoPGlIEUeuIqaNhW8exIWFY9yOAj+aCYMpj6GdBqe6svMOQJ9o4/XBgOcglskgWO4hQPc3xfOFruTdnvvWVXbL5h1k/yPO2aSLBTlJQjl1SBsrBSj2sSNb4KrrCrJXTLfMcvfVP7lYTCY+hJ/Zo4AfaOP15oDJ+EWDnAMNzvASZdMjMDp92+BgNtx4RyxWy+cU7bj/LlXyv/IG3zSPEWDEjzechA3VhCocAsDpzSJtrmr+AVH3oFk+ZeJwWCiHfYxXlWZOX9B3+zjscFMcLV9yUS5SQleMjEAN7PmiFIBbqcM3PYL55LtfedS6OYepNCdLv+jb7BJy9/dsalQcQDEjRUEKtzCsCllwIkVyv0J+eU/NZt/6BT5l4vBYKKZivRrz2Y/DBT6hh9vDRU4CTebwAVzyQQAjk1wRuDUHZx+glOA29Z3HtlK+2efubs3NeB36JpP3t060VO6vd7hpmui07uzhbP0avmXjcFgopXq9NyH8CcO6ICTcbMPXP24ZBIIuL/6zidb+s7zb+kzd93PXWe3lf8INJi0yjuQ3NxT9onhVQEQp3BrBE1fCDdNhbLSJFfZPMfkHxrLj4DBYOoypNvgtKpu4w9A3/TjqdAEJ+FWN8Ax3OwDJ+HGAwft4BhueuD+vIh1AdlCu7nPgjf+6Dup4eyOJpPGzYXShzW4RQk4EDSLNhfKl+EPYsVgopCqjJyroW/68VRoguNx44FTcIs0cNL+LbLAbbMCTuxCsrHvvJWfOQobxKeiJHtK5jU03PgmCqVfJQhlcfdRaxhMVFOdnrMW+sYfL4UmODtHlDxyAYETkdMDV/uXTBTgeOR44DZdvJD8ftFC/x8XLrxb/uNQb5Oaf3h4gqe8ggcu8sgZUeMLwRVUhXJ/ktv7T2J+aYb8WBgMpjbjP+v6k3yZ2XH7bhw0wdUNcCY7ONvA2d/BWQG38eI88gftrxfmVfxy8fxp8h+LepfWzv1niy9bRwk3VhCtINtcrJd9wPPR5q6yKfjiOAZTy/FljJsCffOPhwYCrgY3HXASbjaBC+YWpckRZTjAMdz0wG3SAffHxYvI7/0WkV/7Lir9+YKFV8p/NOpNUqbtSEsQyjY3xONJpQpuNRVonWVVzZ3FD7Mf7io/KgaDiWTYRzxVZ+R+DAEQ64WAk3CzA1ygF73t7eDsACft4IzAme3g9MBJO7jAwP3WL5/8SvtzP2fxz32cPeU/ItHPpAPJiULp5+wmJQxUOIVRUwphFWwNuMnAJXNNcpa/nZZf3lF+YgwGE6n4u+WcU5WZWwIhEMs1B053PEmr4BYqcEUmwEn7Nwm4A7V4yYThZhe4X/o5xW64KH/njxfMO1P+YxK9TP6hcXN38VIYqHAKo8YXAivYBsKNbwtn6WaKeab85BgMJhKpzsy5D0Igllu7wGk/qssaOGX/pgJXs3/TAccumIjAARdMeOCg/ZsZcL9DwF3iJD/T/nSJi2zol7/+j755UX21oIXr6CwYqVALg8YXwiqYSpObDjiKmBlwLYTymjZ3lZam5hUNkR8fg8GEG19mzq8QBLFaDXAAcjxwwV4yqQFORE5/RBnkz4MTgau9SybqBKdFjgH3MwWOIbeun8u/7iLnf4gjKyo/ELTloiOjEoXychirUAvDphRCK9hCwEG4sfLA1TS/tDLVdfRB9j6g/FuBwWBCif/csT2qMrK9EAaxWGiCswOchFsg4NQjSrNLJod1wJkdUfLA1UxwNoFjuOmBszqi1APHcBOnuEsEsr6/QH68xFn9Qz/nM/IfmTpLmutQ1ySn9x8YqlAKo6YUwirY2tm9qQVwo01R6iytTnaWvJm0oORE+bcEg8EEm2MZuS9BGMRiwwMuuCPKcICTjih1wFHcQODkI8pwLplYAbe+v5uso/3xYlfV9/1ct66to4kuZc621ARX2e8wVsEWRo0vBFawtY+byfRGWwOcUlcZxa74+5T8I93l3xoMBmM3fseAplXdcvZDIMRaIeAk3IzAKbiFCpzZDs4+cPAOzi5wVjs4s0smlsD195AfLvWQ7/p7/N/2c04gDkftvtOVuycp0VX6JQxWsIVRUwphFWzDPpqkBXGjTZWbsqh0f7KzdJD8O4TBYOzE33Vcf19GbhWEQizVHLi6vmRiBK5m/2brkokROGj/FhRw4v7NCBzDjQfu+0sLyHes/W7xfXuxe4D8RyjyyVp7fJqraHmiEM6rAjBofCGsgm2oF0v4GnBj5XDjm+IsOZayqGiuoz9pEB+9hsFENfT/Gj/el57zDYRCLFUDXADkeOB45OwAZ3bJhD+iNPuorr2sInDQDk6d4PiP6tJOcFrkTC+Z0FpdMjEC5yY/aJC7Rez/9S84+r+LC2rlHboWwtGZiS5vNYyX3cKwKYXACrYR3b3xBXBTmsb+ml9SnZZf+hq+OI7BBAjpnNWxKj22pzhoguOBs57gwgEO3sHBwFldMgGOKA3ABXPJxAic+QRHgaO4/UBxU4D79jKp/7uskHx9aeHm/+uTf6r8xykiae4qHpHoKi+D4bJTGDWlEFah1D5uoR9P6nHTttif6iz5NtlZdLb8W4fBYPTxp+dMgmCIlYYHnN0jyptsAxf8JRMFOAk3M+AYbvaAC3yLUgVOmt70wDHcWP+P9pvLbiVfXVb4w0c981PkP1JhJSV/f/ckwbsbxstOYdiUQlgF29rCDYJNqRa3UrEtleYXb0/DPR0GYwxxZDXxdctdD+EQC4WAk3ALEjiKmxVwDDcYuEhdMuGAk3dw4Vwy0QO3gVW8YBI8cN9cfiv5+vLbyJf9b/3kh56FifIfrZDSYt7Olgmu8l9hvKwKg8YXwirY1vXujdUSN66p+SWlqYuKpzkKcU+HwdTEnzGud1X37GoIiIZec+AieclEwQ0GTtq/hQ4cv3+LFHDiJRM9cOIEJ+HGA8dwg4GjuHHAfUX738tu9f/3stue/KHn5NBeWp6wrVmSs+RrGDGrwqgphbAKtsHgxgrhxho6bhbAOaW2Ys0v9rdcWPQo+3xP+XcVg4nvkG7jboWAaOjVABcAOSNwEnKBJzjtDk5BLrKXTObUIBfJSybSTUq7R5Ra5PQTHAPuq8tvJ19ecTv5/PLb/P+9/Ha3/McriJBGqcLRJxOdwV40gWFTCoEVbIO7WFIbuzcJN7MJrgY4sSWkZX6RPy2v6IekqXvwxXFMfIe0H5LoS8/dDCHRkAtNcDxw1hNcaMBJE5wROIZbOMDVTHA2gAvmkol94KRblHaA++8Vd4j97PLbjn3W/7ap8h8zW5FuUpYHARyMGl8IrGAbXdwsgKOg6XHj21rCbmtafvHF8m8xBhN/8XfLGVaVkeuDoGiorRvgwr9kAgIXxCUT+8Bxl0w43OwCx3ALBrgv5H52+e3Fn192+yj5j5plUvMPDA/uJiWMmlIIq2Bbn3dvWty0wDHcNM0rOtxq0aFpbFKWf7sxmPjJsfScNRAUDbXhAReJSyb2gJN2cEbgGG5a4OZG6KO6jMeTdoFTd3BG4L40Ae6LK+4kn7NeevveTy+73fIduhThSKb9m5QwakohrIJt9HdvFkeTFDQVOOPkpm0xaSO3tfPosdaLji5uM31fc/m3HYOJ/fjPmZTsy8jeA2HREAsBF9IlExvA8fu3SN6i1F4yMQeO4QYDt8gAHLR/M7tFyXCLGHBXyr3i9l3v9ipsJ/+x04T9dO9EofQ3GDS+MGp8IbCCaW3u3SDYlAaPWyDgVNxYT8xnLZK68PB/EvLKOsi//RhMbMeXMW4KhEVDrIJbNIGTLpgYgWO4hQMcw80auLwa4BhueuD0+zcJOAk3PXD6CyYScBQ3ALj/2gDusyvvEvvx5bf//VlGYar8R0/O2uMD36SEQeMLgRVsa+VoksIV7N7NgBurbdxKNLi1EXFTgWsrt03ekZ0tFxzsLP9DwGBiN7708f+FwGho1UxwAZAzAichZ+eSiZ0jynBvUdbs4AwTnBY5Bpz5z4MzHlHyyIV7ySTgBAcgx/rp5Xd+8kH6Aunjp7LWHt/CXbIq8Ed2wbAphcAKtjGze+OBo4WAY22Xf5S0WXT40Il5h3PEfxYYTCyGdBqe6kvPPQqh0ZAKHVHywFlPcHaBk3DjgWO4QTs4Hjh+grMP3FzwiFILnIRbMDs4u8Ax3PTAfR3KEaUeOKWX37VqZc/JjVOdRbOtgYNRUwphFWwjgRtruLiBwFHQVOCspze7uLWluDHglLbNO+Jtn3fwfvxBrJiYjD8jx+3LzGnQL4CHB1zol0yOABNc4B2cnVuUMHAMN36Ck4BTjigDAyceUdoETj2irAXgrrybfHL5nb6lo5563fyne8Oo8YXACqbR2L1pcWOt5d2bBW7txR4h7RcdIR1o2y06vLbN9H3gzhSDaZAhnSY0q8rI/RuCo6EUAi6YHZyImw44hlugHZw6wZlfMuEnOAU3aAcHAzfPAJy6g1MmOBU49pK3fgdn95JJ+MDdaQCOx00F7m4JONar7iYfXHUvGXHz9yShjnFjbThHk1a46XZvOuD46c0KN7WHSfuFBzecOO9QN/lbBAbTsFN57tiuDXmKU3CLJnDS/i104PQ/KkcBjuFmDziKGwBcMJdMYOCkSyaRBE7ETQaO9eOr7iHvX30fOX/WnyRBgEHjC2EVbIPBjRXCjVUPW6SOJu3iZu9o8qhYA24G4A6Tk7h2WHDw8InzD14lf5vAYBpuqjNyVvgyc/0QIPW9mglOg5wEHI+cETgOOQ444xGlvUsm5js4WuiIkpaf4GqQA44o/xKPKFXg9JdM9MCFdslEi5z1JRMJOQk4CTkROBPkNEeUGuAk5Nhf/02hO3vuLjrRwbixQmAF2/oyvZkBZ4ZcaMBppzcNchbAnSz2EOmw8KC3/YIDt+KL45gGG/+5I1r5MnIPQIDU90JHlDxw1hNc6MCZHVGGA5x0RGkPOGmCswccw80ecPAtynB3cCpuVsDdQz6S+/LApeT0+XtA6CCwgmlD3b0Fg5t+gguM25Ea2FTcJOBYT2F/zTvgOznv0Nq0/MMR+bFJGEydpip93FAIkPre8IDTXjIpNwVOws0OcGZHlGYf1aUHTj2i1AInXTLRAsdwswuceERpAziGW7SB++iqe8UuH/EU6ZB3MGK4seLuDd69GYFTcTslj/Ug6Sj35PkHvmqH79NhGlKIw9GoulvuyxAi9bkQcMHs4CDgzHZw4QDHcAsXOP0OLmjgxB1c3dyiVHDTAqe9ZCIBJ+GmB+5DpVffQ+4e8xL95l8MghVMawU3ilZUd28ibBBu5pObnaPJGtxk4BTclHZif124b2f7+XtxT4dpGPF3ufYUX2bOEQiS+tpwgRNxswkcww0CjuFmBziGGwSc2SUTCDj9S94ScBQ3HXDmtygl3HjgGG564Bhu9oGzvmRimN7sAne12g9oheveIEkUlVCmueCOJm3ixipDBjU03AIBx+FGa3Y0yeOmB46f3njcJOCMuPHTm4Jbp7wDYk9lf124v7xj3t7J7AV++VsJBlM/40vPnu3rPr4BXjiRblJWy8j5KGisCnQidhQ1pRJ0E8WKkxzFjdVLYWOVoLtRbCn343KKZeSKek0mR0XkpAnuMMVN+SSTgxQ3CbnpYvfVHFHOFCshN0tGTn/JZC7ZQYHTImd9yaQGOQrc7xQ3CTkJuF8obhJy0hHlBgqbipyH/MhNcN/X7ODUW5TiTUoZOAk5CbgvZeAk5CTgtMipwKnIGSe4TzjgVOSkI0otcvdR5FgXkxnXfyQjV2m7zcUq0KlNFqCyCQ5uiqHlFDO4aZqq2LWE6iyjmClVsWttKDueVHsiqzzFtdXU3vGkFjdggrMBnNJO8/dWn7pw3wuOrF+byN9OMJj6F19mbr37GK/eia1ImxOaRb2tLZtgu62s2hhuS00TQ2pa0E0yNLUu2wRuiybNSaPENnHa1gF7nNwmp15KYSuWcKM1w00FTo8bdDxpxO3UvP3ktIVK9/pPnb//mw7zd50if0vBYOpP/F3Gn0eRK4GgiWbPbJpM6C8Pi8UG0cbtMkl7J0WOw83u7o2f3qTJDQbuNA6402u6j3RasHdTxwV7Lqe/Dgym/qQ6fdy/IGSiXUQOiw2+jdtmkg50koOmt3CPJnncJOD21fQMsXvJGfP3HDlt3p4b6a8Fg4l+6L8Vx1VljN8IIRPtInJYbPBVkdNPbxJsoeCmPZpUJzcVNwm4MxfsJWct2EPOmLe76oz5uxe3n7w7kf6aMJjoxd8lN8OXmVMBIRPtInJYbPBlyJ2UX6Sb3oxHkzxu5sBR1AxHkwBuHHCsZy/4h5wzf7f/zAW7vz75xp0t6a8Lg4lOqtOz34CAqQ9F5LDY4MsjZ3axJPTdm/F4kuGmBU5BTuq5c3f/edbCXZn014bB1G1I56zmvszcwxAw9aGIHBYbfBlyJ1PkIOD4yU0Fzv7uzXp60+E2f7fY89hf5+7Yf9bsXRPorw+Dqbv4u2UP9GXk+iBgoln2gjf7KyKHxQZfCbmjuunNHm787o2/NclPbvzuTcVtDzlHBo7H7bz5u0hn1nm0c/4uP2/O37fj+3SYOglx9D/Bl57zjR6YaFf5FBP2PyNyWGzwZcidQpGDprdQjiY10xtwNKngpgCnx63LvL/FdmV/nbOjuvPc7W+cPvXPE+mvFYOpvfg7555ZVc8+4YT/mC5WRA6LDb4icosochxuKnCRulhifjQpAsfhJgG3k3RjnbuTpM/dQbrM3r7p3Bl/nU1/vRhM7cSXkT0ZgiaaReSw2PDbuG0G6UiRCwwctHszImcKnNnxpAG4vzXAsWawzt566NzZ24fQXzMGE9n4HQOa+tLHbYCgiVZ54NhnULLPokTksNjg20RE7oglboHfe1OnNwU4BTdlgjPgBhxPihMcxU0BTsRN7HaSOYd25l+lGXN23Ep/3RhM5HKsS/ZFvvTcKgibaFQPnFJEDosNvgy5ThS5sI4nRdhC373pcVOAy1Rwo+0+ZxvpQZs5a2tV+oytazLmbEulv34MJvxUZ2YvhrCp66q4jSc+Djj243LYTxJA5LDY4Cshdzg03MyOJjnczI4ma3CDjiZ1uCnA9ZizlfScLTVz5p//6zpz27n0GTCY0EPaD0n0ZYzbCqFTl7UCjv14HEQOiw2tDLlTKXIKcEbc9MCZvRZAYTM7mqS4KcBJuKnTmwE3GTgz3M6f/ZfYXrQ9Zm7Zmzlta3/6HBhMaKlKHzfal5kb9VuVKnIUNw1y6s+BQ+Sw2OCrRU4FTkJOwo0Hzmz3Fui9NwachNzOGuAU5BTglAnOAJyMHA9cr9l/kt6zaKf/WdFj9tY59FkwmOBT3S33ZQiduqxmggOAYz/JG5HDYkMrQ+40ipz93Zs0vSnAqbhFdvdmiZsMXJ9ZW6TO2FJ5/qyNzzsGbG5KnwmDsRf/mQNa+DJy9kDw1FU1wMm46YFD5LDY0Csil3fIGjez40kKmzK9SbjJwEVo96bgpgCn4iYBd4HYzeTCmbQz/vBfMG3TZxlTtp1KnwuDCRx/evZUX2Z2NYRPbVfBzQ5wx3reIPYMRA6LDboMudMpctDuLeh33iyOJrW4qdNbUEeT3PQm4iYD13fmJnKR2I3koml//Nlr+qZL6LNhMNbxdRv3HQRQbdcMOOWSiR64SkQOiw25EnIHjdMbh5sEnIqbdnqTYAv7aJLCZudokuGmTG88bhezzthI+s34g/Sb/lvxhdM3jnc4Co+jz4jBGEM6TUj1ZY4vhRCqzarAUdhsAqcUkcNigy9D7gyKHI+b2dGkMrkpwJnu3YI4mrS7d+OPJhluCnA8bpeI/Z30Z532a3W/ab+vcGSR4+lzYjDaVKfn3BGNW5WaCU5GjgeOR44HTkKuBfgvMRaLNW/TGuQsjicN05s6wYUDXODdW7DA/SECd+l01t/IpVN/qb5k2q9fXYA/iBXDx9/2qqSqKFw40QBnNcHpgKsQ/zoRkcNiQyhD7sy8AwFxU4GDjictcLO9e/tTmuC43VsNbibHk+LRJD+9icD9Ri6jvXz6r2KvoL1syk+/95vya2/6vBgM/VPfLasnhFBtNhzgKihwrIgcFht8GXJnLTzAAUdh0x1P2tm9pWuAU3FTgAu4e+Nwk4Azx42f3vS4KcAx3K6c9ovYq6b9TC6f8vP+S6f8nEOfGRPvqe6aswKCqDaq4GYLOA43HjgvIofFhtymbdPJ2Qv3a6Y3LW6h7d6666a32tq96XETgeNwY72a9pqpP5GrJq+vuHLqz4U9J//QmD47Jh5Dzh7Xuioj5xAEUqQbKeBE5M5H5OK1xx9/PGnTpk1E2rJlS/BrxHIZcucs3AdMbxQ23fSm4KZObzaPJrnpTcJNnd6scdsoTW8gbsDR5DTt9MZwu3raTyJwA8RuIAOmrPNfOXnDRxS6FPr8mHhLVbecMRBItVEVORg4HjkIuBrkKHCs0UauUaNGpFmzZg2i0K+/obZXr16koqIiIt20aRNJSEgAv06stga5AMeTxulNQi743ZsKnIKc2e5NnN5oVeCMx5P89MZPcCJwFDYeuIG0g6asp/3R33/abzvo82PiLdWZ2W9AIEW6tic4G8CVnz+J/nVS1JEbPXo0OXz4cL3voUOHSIcOHcBnaIjt06cPiVS2bt1KEhMTwa8Tq2XInbtgnyluGuC46U0BTsVNAi4Y3CTgjLgZL5ZoceOBY7s3s+NJHreBUxlu68ngKevof+Yn0ir/kJc+PyaeQs659tSq9JyjEEqRbKSBUxpt5MaNGyd/q6zf8fv95KSTTgKfoSEWkQuvzShy5y3YKwIXzntvEm4ycCHs3iTcwt+9qdObgps0vQ2WgbuG/r/bOw+RNFfREfr8mHiKPz17IYRSpKrgZgs4DrdAwJUhckEFkTNPvCLXecGeAEeTgXdvyuSm3b2prwWY4aY5mgRwA48mafW7NwYbfDQp4TaEdiD9n0/P20PSPMUkxX10L31+TLyE/mlv5EvP+QbCKRKNBHAibgBwpeffSP96IyJnM4iceeIVuS7z91geTQZzsSTg0STFzXA0KePGH03yF0suq5nctLhJwAG4cUeTCnBDpvxIn3M7SaXAMeRaeIq30+fHxEv85407qyo9uwwCKhJVkQsAHC0EXCDkWBE5e0HkzBO/yP1jCpyCXDgXS2qAs9i9SdOb9Xtvwe3e1su4rSNDKXA96K8pzX1UBI41WSjaQJ8fEy+pTs9ZBuEUidqe4AIBR3GDgCthyPW6CZGzGUTOPPGKXFeKHHw8qf4g09revZnhJk1wdnZvKm7K9MZwGzr5R/q1N5KW7sMUt6Ia5FJdRZ/Q58fEQ+if9EZVGTl/QkCF20gCp+CmAa4X601iT0fkbAWRM098IteNdJu/O+DFEgU4s92bvZe6pcnN7GKJYfcm46YAZ7V743FjR5MMt2GTf6D/3Z9JG9chLXC0Ke6itfT5MfEQf8a43r7MnAoIqVCr4FYXwBWLvRmRsxlEzjzxiFzCid1I+rzdWtzMjiY53PRHk8oPMpWA0+MmAxfO7g3Cjdu98UeTw2TgBtL/d1vXQRk4HXKukkfp82NiPfRPeSNfRs77EFShNhjgeNx44Mz2bxBwRRQ4VkTOXhA588QrchnzdmmmNy1uFh/JRWFTpjdpctMCp927wdObBjdueuOPJtXpTTmaNE5vytEkA244BW4w/WvHRftIyxrgOOTcR/0thKP30efHxHpIt8Fpvozx5RBWoVQFjsIWYeAYbhBwR0XkJiNyNoPImSdekcuc9zcwvVHYgjia5C+VBD6aVIHT4wYfTWpx46c3FbcfxDLgWM9Z+LcInBlyye6iW+nzY2I9/q45g32Z2dUQWKHU7gSnR87uJRMJOQU4FbmjiJztIHLmiWvkIrB7u7AGOOuXuiO3e6PIcdMb64jJ31Ow/xJvUlohl+I+sog+PyaWQxz9T/BlRO7dOLsTnB3gFNx44LQTnArckd6TyVFaRM5eEDnzxCty3efu5I4ntbjpjycV3CTgrHdvEm7yzUnN7k2d4HjcJOCC370puLH2mb2JtHIfqQFORY6/dHLU38JZMpM+PyaWQ7qOO9eXnnMMAivYhgKchFv4wB2mPdJ7CiJnM4iceeIVuR4UObvvvAWzexNxk6c3q90b/0oAfzyp4gYdT0rT2wgZuJE3f0+/zi+kjXAIAM6IXHOh+Cb6/JhYji9z3BwIrGCqHE/aAc44vZkDx3CDgZMumfDAHabAsZ7eNAX8l7iuishFp4hceE2kyPWcu0PGTXc0yeGmAGe2ezO7WMIfTQa7e4NxU3dvCm4jb/6O/uelm5QtPeoxpRVyqe4S/AGqsRz/mQOa+tJzf4PgsttIACfiBgCn7t8CA3dI7NSoI3fdddeJgATTSAT6+1q1uroakTNJvCJ3/pwdmunN3jtv0N7N+FqA1d7N7MOUDUeT3ORWM72JuH1PRlHghlLsOrgOyMBBuzgjcimLisfQ58fEaqoyrr3Ul5kT1oUTBTgROQvgYOSCvWSiAscumUjIqcCJyDWLLnKnn346mTRpku2uWbNG/tYaXqqqqkheXh74NaBOnDgxpr6RI3LhNfHErhS57YYJTgFOQs7+7g0EjpYHzu7uTZzeTHZvCnBsijsjb7eIW6sgkEsWSgfT58fEaqozxz0EwWW3dic4HjizI0oIOLMJDgLuIGufaVFHLtjOmDFD/tYaXiorK0mnTp3ArxEPReTCK0OuF0UO3r1t1gBntXu7VD6e1OzepqkTXCi7Nwk34+6NwcaAG33zt6Tb/G0ibipwEHIqcDWTnPPolfT5MbEYf9urknyZ4/+C8LLTSAKn4GYHOIYbBNwBChzraQ0MuZkzZ8rfWsMLQ+7UU08Fv0Y8FJELr0kUud5ztoW9e5Nws797qwEOwA16LUCLG+1N39Jf92bS0n1Eh5z1Pk5Crsifml98CX1+TCyGZGZn+TJyfRBgVo3EDi4c4PQ7OAW4/SJy0xE54GvEQxG58MqQ6zN7m2Z6i8buzQw3fvem4Dbmpv+R/tN/Ia2Fw6ZTXCDkkgvK+tDnx8RifOk5b0KIWTUSwIm46YBjuFkDp0xv5sDtp8CxInLw14n1InLhlSF3weytEm66o0kRN3F6Uz5vUprc+OmtBjcOOMujyRrcuB+FI+Om2btxuClHkwy3LNoh9D9zonCwBjgIORU4GLmU/NLu9PkxsRbxqDI95wAEmVUV4ETkLICDkdMCpyDHAychB0xwhh3cFBk4Fbl9FDhWRA7+OrFeRC68apDT797E6U2d4PTTm50fZqoBznL3xt2c5C6WqMB9KwI3kv71RBcDTj2mtIOcApyCXJLrUFf6/JhYiy8zZ06wtyrtTnA8cGYTnH3gJNx44MQLJgBwe0XkZiBywNeIhyJy4ZUh13fWX9zxpH56Uyc4q93bVdwEp8dNmeDM3nvT48ZfLFGOJxlwo+j/fOqif0grNzumtIucdopTkEvOKzqLPj8mlkL/RB/nSx+3AYLMrJEELtgjSrvA7b1ghlhEDv46sV5ELrwy5C6a9Se4e1OPJoHjSRk36HgylN2bhJuye5NwY7Cxjr3p/+hf/490mb9dxK21CByEXOB9XKqnRESuWX55R/r8mFiK/5zrOvjSc239xIFgdnDhAMdwg3dw0qeYaIGTblHqgdsjdiYiB3yNeCgiF16bU+QunrUF3L2Z4Wa2e9N/mLIyvYW6e2O4XUt73Y3fkPPnbhFxU2oEDkJOAg5CLnFhaTv6/JhYSnV6zh2+zFw/hBpfc+Ak3HjgFNzqAjjpkokRuH8ocKyIHPx1Yr2IXHht3qYL6TdzCzC9WR1Nan/WG4/bQBsfpsxPb1rcpOlNxO1GCbfrbvya/vp+I63dhznggpviIOSazy9uTZ8fEyshnbOaV2WM2wehxjdiwHH7NwU4df8WGnAMNwi43SJysxA54GvEQxG58MqQu2TmZs30xuPGH03qcbO/d7M+mlRwU4FjuH1DxlHghtC/B7tJqZ3iQj2qlJETiqodzqNp9PkxsZJjmdf2hVDTN5QjShU5GbiaCU5Cjp/gJOT0wBlf9FaBg5DTTnC7KXCsiBz8dWK9iFx4Zcj1n7kJPJ6UpjftzclQdm/88aQWOFr5YslYALhRFMD2wn4Km36KCxW5ErEthKM+x5wjqfT5MbGS6ozxT0Ko8Q0FuGCPKMO+ZAIAt4v1wtmIHPA14qGIXHhlyF1KkQvmYgkPnIqbcfemTm+0HG7qBAdPb9m0Y27+H+no3EPaiMCZI2e+j7NAznW00jHrYAv6/JhYCOk8qF1VevZBCDaldQGc2RElDJz5JRM9cH9T4BhypyJycVlELrwmt+lMLpuxMYzdG4dbzfSmTm4Bd2+0Cm4icJO+ItdN+pqct2C7CByMnH6Kg5CD93Eics6jXkfhvub0+TGxEF9Gbg4EG2vEdnAhAme1g7MLnNQ5FLlU8F/i+lpELjJF5MIrQ+7yGX+Y7t6MR5MqbvzRpHQsafV5k9a7N4ZbDi37a4+5WyhuhzjkQt/H6ZFLoU1yFpc4Cncn0ufHxEKqM3LeqWvg1P1bZC+ZQMDtpMCxInLw14n1InLhlSF35fTfDUeT6rGk9miSxw0+mtTiBh9NqtMbO5pkuOVO+pKMp+07+3dyogicGXIqcHaQU4HjkHOXHHYUkmb0+TENPaRzVkdf+vgic+RsfFQXB5yKnB44CTl+gpOQ0wNn9dMEIOT0wMnIXSghtxORQ+QQubDKIwdNb8bdmzVw2g9U/jbg7o0H7qrp60lb4YApcvopLjjkpKNKhlwLoWifo3AbIhcL8WXkuK2AC7iDM+BmD7jaumQCAbdD7FxEDvga8VBELrwy5K6a/lst7d443IDdWw1wE/9L/zv/Ix1c+0TgJOTC38fppzgFuWTn0V10kmtCnx/TkEP/BDfyZeZ+W7vAhXnJRMQNAM7kiBICbnvfuWIROfjrxHoRufDagiJ3NUUu3N2bFjf1YonZ7k2Z3q6nwGXR/90prj0Ut4PAFGcfOTtHleJxpat4q2MyaUyfH9OQ4z93bNeq9OwyLW72gFNwiyRwhh2cjJtd4NQdnBa4bWLnIXLA14iHInLhtUXrzmTAtF8101souzfxnbcgjiYZbhNoGXpn5+0kbUXgtMjxwJkjZ+eoUotcC6HkDzrJnUCfH9OQU51xXc27cebASbhFCziGWySAY+2EyMVlEbnwypAbOO0XCTfDR3L9yE1vgY4mjR/JpcXtqxrcJOC+EP+aOW8LB1wg5FTgwkGuuatogyNr7fH0+TENOb70nN164ETkLCa4urtkop3gJOTsXTIRgbtQOqJkuG2Vi8jBXyfWi8iF1xatz5ORA3ZvFDfD7k2c3uzt3hhw2uNJFbgbJn5OLpz9B2nr3q+Z4syQC3TpRAUOQk7dx7EmCSX/o5PccfT5MQ01/i5jM3yZuZXmE5w1cOYTnBG4EhA4kx2cbeDML5nogfur73yxiBz8dWK9iFx4TaHIDZ76s+Z4Uj+98ceTptOb/nhSg5tyPMlw+4JMpMBdPuMn0l4E7gCAnN334yDkrC+dsCa7Sj+jj96IPj+mIYb+yT3Ol5H7VuSBg48obQNntoMz/ague8D9eRHrAkQO+BrxUEQuvDLkhkz9STO9We/egnstQMLtvzW4Tbrhc/r3/Y6c5NpL2snASchpp7hII6cAJ05yrpLX6aMjcg015OxxrasycirqAjh+B8eOJ4PdwTHcgtnBmQGHyCFykUi8IjeUIgft3iTcLI4mA+zeGG410xvFbdINn9GJ7ytysmuPCJwVcrV16YQ12V2ykj47pqGGZI7PqsrM9RuBk3DjgVNwizRw0v4NAk79JBM7wDHcFOCUSyZ64LaIXYjIAV8jHorIhVeG3LApG2qmN/HDlAMcTbJKuH2jwc14NPm5PL19Rm6kzZ30X3J6/t8Ut/0ycNBRpRG5SO7jWJOEkrvos2Maanzp2d9T5Kqruo/3BwfcRBU4ipseOIabfeCk/RsPnLp/swOchBsPHMMNAm4zBY4VkYO/TqwXkQuvDLnhU9abH01S3Nj0xn4UjnKpxO7eTcHtphs+Ff/nLgu3kvYicFbIhXNUKSGnn+K0yJWSJGfJXPrsmIYa/znDko91ye17LHP8msrMnOJI3qLUXzKRgLP6eXDaCU5CTg/cTMMOrgY44BalgpwEnIzcxYgc9DXioYhceE2lyI2gyEHAsektnN0bA05EbsKnpPfcjaS9e58MXG0hF/jSCUMuWSidRJ8d09BD/wQ38mdObFORPn5IRWbOysru4w9V9Jjgj9QlE36CMwAHHlHOAICTJjg7wDHcIOA2UeA2XZyHyAFfIx6KyIVXhtzIKeuA48ngdm8MN373puB284RPyKUzfxaB46c4q32cPeTs7OOMR5Up7mJ/kqvkOvrsmFgK/dPcqPjsca19GTljK7pfv7qyx4Rd3h7XV2uOKAMAZ3ZEaRc4syNKEDiKmx446YjSCNxGChxrR0QuLovIhdfU1ueSUZN/BHdvDDc2vQXevWmnN3Y8yXCbTDtk6vfkZOEfCpx95KwuneinOBU5CbjAyBX5k51lw+izY2I5RzImpFZkXD+ysvsNb1Dsdpd1n+gLBTiGWzjAqTs4+5dM9MD9IXYRRS4N/Je4vhaRi0wRufDKkBs9+Yea3ZsCnHKxxHg0yb/Qbdy93UynN4bbFNrr2E1KClwHGTgJOQU47VGlBJwRuWCPKgMiJxRX00nuKvrsmHiJ3zGgaWmPG66h0H1Y1mPi4ZIek3wMNzvASZdMjMDp92/BAqffv1kB9zsF7vd+iBz0NeKhiFx4TaPIZd38Pbx3o7BBF0uUm5OayY2b3qZM+Jj+Zz4nHYXd8gRnF7na38e1cBf7mrmKL6LPjom30D/xjUibrObeHpMuK+o58eOinpMq7Fwy4T+qy3DJxACc8ZKJ1Ud1me3glCNKNsEx4H7vl4/IAV8jHorIhVeG3FiKXPi7N2WC+5j+vz8h5yzaJk5w0hQHHVVGD7kEoex8+uyYeA5xFB5Xkp574pGek0YU9brppSPnTyox3cEBwImXTAzAWezggrhkogfuNwocKyIHf51YLyIXXhly1978Hbh7Y7gZdm88brrpbSrtlOs/Ij3nbSInefYGQC7wPk4CDkJOv4+DkAOOKhlyQnFV4wUlXemzYzBS6L8Jx5V1n9Th8Pk35h48/+YXDva8+eD+3lP8oezg7AInHVHCwCk7OAW4X8U6ETnga8RDEbnwmtbqXDLupv+FsXuTcJtGcWPtN/sXcpJ7D8WNR045qpSQU6Y4LXLKFKdHznyKU5GzuY8TXx8ormzqPHomfXYMBk5JnxvbHuw+eeL+Pje/ub/XlP37ek+pNgIn4cYDZ7aDg4GzvmTCA/cLBY4VkYO/TqwXkQuvLVudQ3Ju+j9w9yYdTep2b/JrATXAybhNv/5DMmj6D+JFE2mKg5Czc1QZCDnzKU6PnBY4GTlPSUUzd/kp9NkxmMDZljEhdX+v6WP39pz6xd4+Uw/+02dadTDABbpFuckOcJewuhA54GvEQxG58MqQy73xG830pk5uFkeT10vTG8NtBm32TV+RU4TdInCBjyqtkAu0jzNHTgUOQq6UtJAmOa9jdklb+uwYTHDZ3X5I4p5eU4fs6Tdp1+4+FDjaiF8yAZD7mSL3MyIHfo14KCIXXhly4ylygXdvxuNJBbiJ9H9/ivsfcrJnT0DkJODsIqcCFzHk3MXlDmdRK/rsGEzw8S5oeprX2fJo+YL2pPimdLJvYBb5u+90svMC8x2cbeAobhBwP1HgWBE5+OvEehG58MqQmzDp65qbk3Z3byJw4z+g/5lPyFn522XgJOS0R5UQcsHv44JDzuTSCW1zd0mpI+9AMn12DCb4eF2pD1UKLYnUNFLhbEXK5p1MjkzsRfYOGUl2XDyDbKPI8UeUdoFjuJkB99MlAumYgMjFY3v27Cn/ToSfeESuFUVu4qSvxN0bm970uEG7Nza9zaTATaV/7bGA3aTcAyKnABcJ5CTgIOTgKc4UOaGkxDFmZwJ9dgwmuFQuSurmFdKOqsjxpeC50kjZ/JPJoev7kt1Dssi2fjPInww4WjvAMdwg4DZQ4Db0F8gpiFxctmvXrvLvRPjZsWMHSUpKAr9OrLZVq7PJJDrF2d29MdxYZ43/D7l47q8UN+mYMjBy+lcHtEeVEnCBkLMzxUnIaYHjkSs94uhJGtNnx2CCi9eVtgYGDioFb0EHcnDChWTHwFzyZ7/ZZBNFjl00kXAzAideMgGAW0+BW9/fjcgBXyMe2q1bN/l3Ivzs3LkzLpG7aeIXxqNJGTcFOAm2D8hsihvrVTPXkVM8u3XI6fdx2ikuMHK1u48Td3JC6QH62MfRZ8dg7MfvSuvqzU8pg0Gzrpe2JK8D2TfpQrLl6pspbgtE5NglEw1w4gUTI3DrKHCsiBz8dWK9ffv2lX8nws+2bdtIQkIC+HVita0pcpNv+Fw3vTHYPhInN2V6Y5ObCFzuv0nWzV+TU9y7KHIMOOXCSWDk4KNKI3K1tY+TkCveQ58bgwkuFflpn0KA2alXaEXKhDakWGhLjjg7kAMLziS7buxHNg64mSK3iPx6sXpEyW5R6ic4CTkPIgd8jXjo2LFj5d+J8PPHH3+QJk2agF8nVqsgB+7euKNJBtwcCtwNEz8lnYS/Rdwk5PRTXLDI1d2lExE5T/Eu+twYjP0cW5Dcx+tM8UKA2amKXDtyVOhADgknkwNCR7LXeTr5e146+Wvi1eT3ITeSn/svIj/1MwL3IwWOFZGDv06sd82aNfLvRPj56KOPSKNGjcCvE6tlyE294TNw98bjNpf2phs+Jme5tovHlAw4K+TgfZwVcvxRpRY5CTgIueAunbA2dxfvoM+NwdgLmeBoVu5M+R3Cy25h5DqRfcKp5B/hDLJLOIvscJ5H/pzbi/wxfjj5eehksv7SfLLuEgm4Hy5lLUDkgK8RrbI9WevWrcH/XSSbmppKdu/eLf9OhJ9ly5aBXyeW26blWWT6hE/B3RvDTQLuffq/+4CkL9xMOorAScjBR5VWyNndx0HI2ZniJOS0wOmQ8xRvpc+NwdhLRX7yUK8zrRrCy27ZTi4gcsK5ZJvQmfwldCFbhHTy+7y+5Kfrs8i6ITPID5e5ELl6hFznzp1FeNatW0fatGkD/mci1SFDhsi/C5HJggULwK8Ty2XIzZjwicn09j6ZRzubtu+8X0XcAiNn56gyEHIqcOEjpwIn1lmymT43BhM4/kJHiwpni+0QXME0OOS6ishtFLqT34We5Bd3L7Jh4SVk3YTryClJKeC/xPW1sYjciSeeSH777Tf5V0bITz/9RNq2bQv+Z8PtcccdR9577z35K0UmI0eOBL9WLJchN4tOcfz0xo4mGW7zc94j83PfI5fNXk9x26UBTntUaR85BTgz5ALt41TgIOSsjyrFukt/o8+NwQSO15VyIwXKD8EVTMNDrjfZ4O5D25ecktYM/Je4vjbWkDvhhBPI119/Tfx+v/wrk7J58+Za+fUNGzaM+Hw++atEJueccw74tWK5J1LkZovIUeDGc8BR3BZQ5IZO+5Z0cu8MgJzVUaUVcoH3ceEhV2pArrmr9Gf63BiMdcj85q0r89PCnuJYw0fuAkSuHiD39ttvk+rqavlXpQ17/+yaa64B/3uhtHnz5uSXX36R/+6RyaFDh0hKSsM6DYhEGXJzr/9QczzJJrgFOe+S8ZM+J6cJO0gnGbhgkVOACwc5CTgIOTuXTgDkhLIf6HNjMNapcKXeAoEVShG58BJt5Bo3bkyWL18ecKoqKioigiCIEx/097Fbdkz52muvGSbGcPPKK6+If2/oa8ZyGXLzxn+gmd4W5rxDbr7hY3KGsF2c4LTIKcBB+zgr5AK/H2eOnJ19HHxUqUcuSSj5hj43BmOe0rmJ7SuFlN0QWKEUkQsv0UTu+OOPFy9r2AWHTXoffPABSU9PDwmUVq1akZdfftl0Ygw17O83ePBg8GvGetu2PJMsGP+fmumNATfj+v+QLov+FHGTgIOOKiHk9Ps4q1cHzJAzn+JCQY4HjjXZVfoFfW4Mxjx0ilsJYRVqEbnwEk3kcnJyQpqoKioqyKpVq0Ts2AciB3o3jX3U1oABA8RPJIn0BMdSVlYmAgp97VgvQy4v998Ut3dJXvY7dJp7l/Sa/zs51fN3AOS0l06UKc4KOfioUkXO/lFlqMiVkQRX6Uf0uTEYOEUzHK28ztQjEFahFpELL9FCju3Y2NcONQwr1oMHD5J///vfZPLkyaRHjx7krLPOImeccQY5/fTTxY/sevLJJ8nevXtrBTclP/74oziVQs8Z65WQe5/k0QluUfbb5JI5G8SLJp1sI6ef4oJFLtBRpTlyKnAQcnrgJOSShOL36HNjMMbQfyMalTtbvO11hX+jkm+sINeiRQvSpUsXW2Xvkt15553yt9jwwqC56qqrxL8n9LWghrsX6969uwhPJMMQq6qqIseOHRPLnovt+WoTNxb2NeL1qJKVIZef8x7Jp8ANmvEdOZUCJ01xPHLw+3FWyMH7OHPkJODsIhfiUSVFLtlV+ip9bgzGmIq85HPoFBfyx3eZtYJWQq5tCMj1qjfIXXvtteI3Zrtl39AjEYaAgoKdsqPCDh06gM9gp+y/u2XLFvmrN/xs37497j6vkm87ipwr+10y7ub/ihdNTvVYIQfv47RHlVbIme/jzJGL4D6OIpfoKn6BPjcGow3JcjSpyE8N+UOYrWoHuZ0NALlx48bJ3zbrdxiKJ510EvgMgdqyZcuIX92PZtjvxX333Qc+a7y0XdoZZMqkT8npwjZymgxc4H2cFXJ2jirNkDOf4lTkJOCCR45Ocey40l22ij43BqNNSV7KZRBQkWisTHKxjhw7jv30009r/fiwLrNr165a/+ix+t6U1ueS81zb5AkuMHLwUaV95BTg7CFnPsXpkdMCZ45corv8IfrcGIwacYpzpn4LARWJ4iRXtwkFOXb7cfXq1fLfITbCfh88Hg/4vPHUJu27kdMKdstTnPaoUgLODnLwUaUEnBVyEnAScipwdpBTgYOQ0wPHIecqvYU+NwajptLZYly4H8JsVZzk6jahIrdw4UL57xAb+f777+Pup4BDDYwcvI+zjxz8ocw8cvopLjjkgrh0QpvkKptFnxuDkeKf50jwOlPXQzhFqohc3SbU40p2OeP++++P+IvY0Qi7fHPBBReAzxlvDR45BThoH2eFXOjvx0UWuZJc+twYjJQKV/Icb37LWpviWBG5uk2oyLGyj/BasWJFxG6GRitTp06Nux+OalYtcvp9nNWrAxBy+n2c1asD9pHTA6dHTgschJwEHGtzT9kI+twYDP3TP9mRWOFM/ROCKZLFnVzdJhzklD700EPi6wgNLeydOPZJK+G+JxhLVZCDL53YeT9OQk6Z4qyQM9/HQciZT3HWyBk/r7IGOaGkOlHwXkOfG4NhP0on7W4IpUgXJ7m6TSSQY83LyxOP/RpK2DHrm2++CT5LPFePHHxUaYWcfoqDjioDIacCZwc5FTgYOS1wHHLuEl9SvvdS+tyYeA+Z4GhW4Uo9CKEU6YaHXP35xJN4Q44d97FPWmGf+1jfw575qaeeituP7rKqPeTg9+PsI6d9P45Hri4vnTDkkoWyC+hzY+I59E9+owpXyqO1eaOSLyJXt4kUckrZZ0x+88034t+3Pmb//v0kKytL3CdCv/54r4qcclRphRy8j9MeVVohF86lE3iKCwa55p6SY4n5pd3pc2PiOV5nizPLnWmVEEi1UUSubhNp5FibNm1KFi1aRA4fPix/leiHHaU+/vjj9eIHytbnMuRO1SAX/KWT4Pdx9pEL7qgSQk6e4kTkSiuau4o70+fGxGtIluP4CleL1RBGtVVErm5TG8gp7datG3nnnXfEz9KMVrxeL/nPf/5DLrroIvDXiNWWR06Z4qyQg48q7SPHA2eOnJ2jSgg5PXA65Nyl5U2dR8+kz42J1xxzJvfx5resgjCqrSJydZvaRI6V7eouv/xy8t1335Hy8vI6OcZkX6OkpET82DHELbhKyP0DHlVKwNlBDj6qlIALhJwKXOSRU4FjTXKXljbLL+9InxsTr6l0prwLQVSbReTqNrWNHN+OHTuKHwdWm5dTjhw5Qu644w7SunVr8NeAtW5g5PT7OAk4+8jp93HmU5weORU4CDn9Ps7i1QEFOaG0JLGwtB19bkw8pkJIHezNT6vTKY41VpAbMmQI2bx5M9m0aVO9b9u2bcFnqI2yyS4lJYX069eP3H333eKPtgn1OJMBzabD9evXk3nz5pHMzEz8aK4w26R9ekjI2bl0Eixywe7jgkUu0V121DG/uDV9bky8RdzF5ad9DiFU240V5I477jjxAkZDKPTrr6smJCSQTp06kQEDBpBZs2aRxYsXk+eff558+eWX5I8//hB/Vh37PxbYj/RhuzV2eaSwsJBMnDiRXHjhhaRdu3Zx/fPfIl0tcvp9nNWrAxBy+n2c+asD5siFflSpR44HjjVJKDvkyCcp9Lkx8ZZKZ9q15a60YxBCtV31J4PbQ25zPUUOG17Z/5HArvkzhBli+E5b3VRBDr50Yuf9OPvIWV060U9xoSDHAwchl+gu3+9Y4E+iz42Jp5D+jhPKXSm/QgDVRVXk2iFyWGwdV48cfFRphZweOOio0oic/aNKCDk778dpgWNtLpTtcczyN6XPjYmnVAopk8rz6+bFb6iIHBYbvdpDzs4+zgq5cPZxEnL6KU6LnB44GLkkV+l2R39yAn1uTLzEn+dIrnCl1cnHd5kVkcNio9dIIKdcOKkd5OxdOrGDXKK7dBN95OPoc2PiJRX5LfLr6uO7zIrIYbHRK0Ouk4hc6JdOtMgFv49TkbOzj7NzVGncx7EmuMt/os+MiZeUu5t1qnC1PArBU5dF5LDY6DVY5BTgIomcfopTkZOAiwRyzT3lJEko/44+MyZe4s1LuQdCp66LyGGx0auE3B7wqFICzgo5632cBJwRuWCPKoNHTgucglyiu/Qr+syYeEhFXvI53vzUEgidui4ih8VGr4GR0+/jrKY4CLnIvx+nRU4PnDlyzd1ln9JnxsRDjgmpT0LgRKOIHBYbvcYXcqUf0mfGxHqOOVv0KnellELgRKOhIvcbIofFhl0tcvp9nAKcXeT0+zgFOP1RZajIhX7pRNzJecrepc+MifWUO1Peh7CJVr1CqwDInY3IYbG1VAU5ZYqzQg7ex4WHnH4fpyIX6j4OvnQiIieUvEGfGRPLOeZufrHXlVIOYROtInJYbPSqRw4+qrRCTg8cdFSpR87+FKdHTgschJwWOB65RKH0ZfrMmFjNZ/0dJ3idaesgaKJZRA6LjV7tIRfMUSWEXOT2cdbAWSOXIJQ9R58ZE6spd6X2r3DW/Y/SCVREDouNXlXk4Pfj7CCnXDixh5wKXHDI2TuqtEIuSSh7ij4zJhZzYJIj2etsuQNCJtpF5LDY6JUh1xFEzuqo0gq5QPu42kVOD1yyDJyInLvkUfrMmFhMpZB6PQRMfSgih8VGr8EipwAXCeQk4CDk4KPKUJBTgGNNFMqX0GfGxFr8C5JOrHCl1MspjhWRw2KjVwm5vTJw2n2cBJwVctb7OAm4QMjZmeIk5LTAQchpgdMjl+Tx3kefGRNrqchPy4dwqS9F5LDY6DUwcvp9nNWrAxBykdjHQcjpgTMixwMnIucqu50+MyaW4ncmt6oQUvdCuNSXQsjtF5E7DZHDYmu5WuS0l07sIAcfVRqRC7SPU4GDkLNzVKkFDkIu0VXqoc+MiaWwn/rtFVLvh3CpL0XksNjoFUZOf6syWOSCv3RSF8jRSW4OfWZMrIUUOk4od6bmlNezl8CVInJYbPSqIKccVVohB+/jrJDjjyq1yEnAQciFeukkMHKJQukk+syYWE1lXmKPSmfK716hpR/CJlpF5LDY6FWPHHxUaYVc4KNKc+RC3ccZkdMDx786oDTBVTaGPjMmlnN0nqNlubPF215Xmg8CJxpF5LDY6NUecuHt4yTkVODCR04LHIScHjjWRHfV1fSZMbEe+ie7UaUr5c4KV1oFhE5dF5HDYqNXhtwpInLw+3F2kFNuVZohVy/2cZ5Sf7P88kvoM2PiIfRPdyPvwhYDyp2pUYcOkcNio1dz5KyOKq2QC7yPCw+50tCQc5VWJwhlF9BnxsRTKpxNzi4XUn6D8KmrRgK59cJF5OSURPBfYiwWa95gkVOACwc5CTgIOTuXTkJEzl3qa5xf2Z0+MybecmSOI9XrSnm2PEp7ukgg9928AaRDUhr4LzEWizWvhNw+GTjtPk4Czgq52r50Ah9V6pHTAwddOqHIHWu8qLILfWZMPIZkOY4/lp+WR7ErhiCqzZojZ/MTT4QLyBfjp5IOia3Bf4mxWKx5GwdETr+Ps3p1wAw58ylORU4Czg5yPHAQcnrgWBPdZRVNPBVn0WfGxHOqnClXVjhT/4Ewqq2Gj1wf8sHwAkQOiw2hWuS0l07sIAcfVarIBXtUGTxyWuAg5JJoE4Tysqb53lPpM2PiPf55jpaVztTNXldanbxPFy5y6/IvJu8NWIzIYbEhFEZOf6sSOqq0Qi7QUaU5cipwEHJ64Owi5yUJ7vLihHn+k+gzYzAidAl0onvM62pZ63u6cJH7ZmoWRe4BRA6LDaEKcspRpX3klKPKhoFcM3f50SRXSVv6zBiMFLan87pSbvQ6045AOEWq4SD3s6s3+WCUi7x7zYOIHBYbQvXIwUeVVsgFOqqEkNPv4yDkQtvHgZdO2CQnlB9yzPO3pM+MwWhzLL/5JZWulN8hoCLRcJDbsOhi8u6AxbSIHBYbSu0hVzv7OBW52tvHKcjRSW6vI/9wCn1mDMYYvyupbUV+6qd0qquGoAqn4SD3/exB5B06xb2DyGGxIZUhd7KIHPx+nB3klFuV9pAzn+L0yGmBCw05dumEIZfo9u5yTN/XnD4zBgOH/hvRqNyVtpRCVwlhFWpDRs7Vk3yeO00EDpHDYkOrOXLwUaUEnBVy/D5OBc4OcipwEHJ64Owi55WQc3m3OyaQZvSZMRjz0H8rGtGJbrjX1fIoBFYoDRW5X/N7k/eH3IHIYbFhNDTktJdOIOT0U1xwyIW6j9Mip0xxInKesj8dhaQJfWYMJnAqF6ZklrtabIDQCrYQcgdsIPfj7KvJO9c8QN6mwLG2R+Sw2KArIbdfBk67j5OAs0LO/j4uEHL6KS4U5Hjg9Mg1c5X/7Mgix9NnxmDspWR2UluvM+X5cPd0oSL39aQc8vY1EnBvD/gXIofFhtDAyNXNpZPgkdMCByMnASdOcm7vN/RxG9FnxmDsh/3U8UpXyq1eV0opBJidhoLcH67u5MNRzhrgEDksNrRqkdNeOoGRC3xUaY4cPMVByGmBs4OcFjg9cgmeso/o82IwocW7qMVVFYtS90KIBWooyP2y4CLy9sB7RdzekovIYbHBF0ZOf6sSOqoMhJwKXPjI6YEzIqcHTo9couB9gz4vBhN6yhYlnOx1pa6DILNqKMj976ZryVviUaWM3EBEDosNpbWBXDQunRiBMxxXvkifF4MJL0edjrQKZ8oyCDOzBovcForcp9fO0gCHyGGxoVVBznofByEX+kd56ZHTT3G1gVyS4F1NnxeDCT9ksqOxd1HqNG9+SgmEmr7BIrcxvzt5b8gdGuDeGvgQIofFhlB7yEViH6ciZz7FSchpgYOQ0wIHI8cBR9tMKHucPi8GE7kcczXvX+5M3QzBxjdY5NbPvIYC90ANcG9S4FgROSw2+DLkThKRg9+Ps4Mcf6vSHDk7R5UQcnrgjMjpgYOQS3SXP0KfF4OJbMjCxHaVrtTPrF4zCIzcWRrkPs+eRt6UpzgFOEQOiw2t5sjBR5UScIGQU4GLPHJloSHnKn2QPi8GE/mwn2ZQ6WrxoNnPpwsKOVdX8t6wWw3AIXJYbGiVkDugOaoMjFzoL4GrwEHIRer9OCNyCYL3Lvq8GEzthEFX4UoZVe5M9YaD3MaFvcjbgxZrcHtDLiKHxQZfCDnlqFICzg5ygY4qIeTgKU6LXGnEkEv0VBTS58VgajeV8xO7e10pv4aK3P9NyhGPKvXAvTFwCSKHxYbQwMjV1aUTeIrTI6cHDkZOC5yInFDuos+LwdR+2I/tqcxPfc3rbCnu6ewit9XVhfx7RAFFzggcIofFhtbG7TM45LSXTmDklClOQs7q0okeuFCQ44GDkNMDZ4Zcs4KK+fR5MZi6CZnsaFzpTLnNm5/qtYvclrweFLcHDMC9zjoIkcNiQymMnP5WJXRUaUTO/hQXKnJa4CDkoKNK1gShbCZ9XgymblO1KOmqMmdaaYmrjd8KuZ0UuV9mXkWB+xcIHCKHxYZWBTnr9+Mg5MI5qrSDXOT2cayJzrLJ9HkxmLpP2YyEDqX5rf+wnORc55JPxs4lbwxQkNMCx9ousQ34LzEWizWvGXLao8pII2fv0okWuDCRE7w30OfFYKKTo86UtGLhxNWHnB2qIeT+WpRO3hp8Lwjca2KXInJYbAi1hxy8j7OHXO3t42DkjMCxNnNWjqPPi8FEL2xPdyS/3bxDrpNK9cj9Ousy8voA6YIJBFykkWvUqBFp2rQpNsged9xx4O8ntv6WIddBRK6uLp1IwEUCOT1wVsgluMpG0OfFYKKfI64OV+x1dty1x3WqX0HufzfkWgIXaeTOOOMMsnHjRrJ582aszW7ZsoVcccUV4O8ntv7WiJz1Pk4CzohcsEeVeuS0wEHIaYGDkDM7qmRtWuC9ij4vBlM/UuRMbrXH2enHXc7Tq3fmn0PeH1FoCtyrciOJXOfOnUlVVRXBBJfhw4eDv5/Y+lsJuYOaKS4wcpE8qoSQ0wMXPnLN3Mf60ufFYOpPPuvvOGFH/mmPb5x3gf+NQQ/WACchpwXu1UEPI3L1IIhcwyuEnHJUKQFnFzkVuOghBwPHmuip7E6fF4OpX/ms0HHCR6MXPqKd4ozAIXL1I4hcw2tg5ALv4/RTXHDIRebSidUUx9rYU9mFPi8GU//y2sCH3pNwg4F7RS4iF/0gcg2vWuTgD2XWIqdMcebI6fdxKnLwPi4U5HjgAiNX5mvirDibPi8GU7/yzBV3t3p94EP7LIEbLBWRi34QuYZXGDn9rUroqDIQcuZTnB45LXAQclrgYOQg3OS6SquaOr2n0+fFYOpXXh+wJPfVQf/yWwG3VuwjiFw9CCLX8KogZ/3qAIQcv48LDjkVOAg5PXARQa6yWX55R/q8GEz9ymsDHnzBDnCIXP0IItfwaoac9qjSHLmGsI9LdJeWO4TS9vR5MZj6k0KH47hXBz60VQvc0podnIScBBwiVz+CyDW82kPO/j6ubpDTT3HWyCW4ykocrpK29HkxmPqTly+/vzNFzmuY4HTAvSwXkYt+ELmGV4ZcexG5url0ogIXOnI8cHaQayZ4jzicRa3o82Iw9SevXPOvR+wC9/LgZYhcPQgi1/BqRM56HycBFwg5O1OchJwWOAg5LXAwcjBuShME7wHHHJJKnxeDqR9Z68g6/pUBSzZqgKO4QcC9RIFjReSiH0Su4VVC7pBmiguMnARc5JHTA2dETg+cHeSSBO8eR96BZPq8GEz9yPP9V7Z+dcDScrNLJnrgIo3cueeeS0pKSojX68UG0SFDhoC/n9j6Wwg55ahSAc4MuUD7OBU4CDk7R5Va4CDkAh1Vsia4S3c4Ju9OpM+LwdSPvDrw4WtfuWZptdUEp0FuSGSRY5+m37JlS9KqVStsEG3cuDH4+4mtv7WPXPCXTuoNcp6yPx2FpBl9Xgwm+lnrWHv8KwOXfmMXuBcpcC8OWR5R5LDYeKkWOfhDmbXIBTqqhJCzc+kk1J8EDsPGN8FV/jtFrgl9Xgwm+lk7aHG7VwYt8ZodUULAIXJYbGiFkdPfqjQeVZojF/o+To+cHrhQkWsmlG9wZJHj6fNiMNHPKwOWXBEMcC/IbYvIYbFBV0HO+tUBM+RU4CKBHA8chJweOLvIJQrer+ijHkefF4OJfl4auGRFoEsmeuAQOSw2tJohFyuXTlibucvfpc+KwUQ/z6bfn/TSgId3GCc4FTh2yQSRw2IjU3vINdxLJ6wJbu/z9FkxmOjnpQErLnhp4FJfMMA9L3YFIofFhlCGXDsRueheOtECZxc5GDV9E4XyFfRZMZjo5+VBS+aZASfhBgOHyGGxodWIXG1fOrEzxQX+vMpgkKOT3GL6rBhM1NNo7cAlH5kDJ92ihIATkUtC5LDYYCshd1gzxdlDznyKU5GTgIsEcnrggkJOKLuDPisGE908e9X9J744cOlBBpyCGw+cgpseuDVDWR9F5LDYEAohpxxVSsAZkQt2igseOS1wEHJ293GsiUK5mz4rBhPdvDzo4dxQgUPksNjQekJA5Ozu48yRU4GDkNMDF3nkktwV8+mzYjDRzcsDHn4i0A5OQo4HbgV5jgLHishhscG34SIHYGZWd9kM+qwYTPRS6Cg87qWBj/xhBZxxglOBQ+Sw2NCqRU6/jzN7dSBU5Or+0glrU8F7E31WDCZ6efbqZWe+OOiRUv6IUguchJsZcIgcFhtaFeTgSyeB34+TgIOQC3UfF9lLJ6zN3OXj6bNiMNHLSwOX3cYDp+BmB7hnxT6GyGGxIVSPHHxUGQg58ylOj5wWOAg5LXAQckHt41hd5WPps2Iw0cuawQ9/HQ5wiBwWG1oZcm0DIsfv41Tg7CCnAgchpwfOLnIAZBZNyC8bTp8Vg4lOCh39T3hh4NLDVsgpwLFblBBwiBwWG1pV5JSjyugipwdOj1zQUxxtolAxkD4rBhOdPDdgSa8XBz9yLJgdHA/cM6zDGHIngv8SY7FY8xqRs7+PCw65yFw6CQW5pq6SK+izYjBRSaPnBz+yNlzgnhm2EpHDYkOohNwRzRRnFzkJOAg5eIoLjJweuPCPKhNpm+WXX0KfFYOp+7zdc2Xi8wOXHdQDtyYI4FZT4FgROSw2+ELIKUeVEnCBkLMzxUnIaYGzg5wWuFCRO2HRsQvos2IwdZ/nrnnonDWDH/HbA07dv+mBQ+Sw2NAaGLm628fpkdMDFypyjfMru9NnxWDqPs8NeGSCATkZOLNLJhBwrCciclhs0LWLXO3v47TAQcgFu49jwLE28VScR58Vg6nbZDmyjn9h0PIvIeC0E5w1cE+LfRyRw2JDqBY5/T6On+Kgo0pz5PRTXPSQqyBNnd7T6bNiMHWb1YMfPem5QctLIgEcIofFhlYFOfjSSSjIhXbpRA8cjByMmVkV5BIW+U+mz4rB1G3WDFwxxA5wIm4WwD0lF5HDYoOvHjnzfRyEHDzFQcjpgQuMnBa40JCrkLqQtKPPisHUbZ4fvOz+QJdM7AL31PDHyVktzyItE1qG0VZi02qxqXaaqG9ry6bUclvUtE3Qbd6ipaZJLVqZNrFFa7AJYttYtlmLEwO2aYu2AdukRTvbbSy2fRDtQE4Isce3OClCPVnscVybnHkVxe2wDeRU4CKBHA+cnaPKYJFTprhEd5nPsaDkRPnbDgZTN1k6YGnT5wYv3xQJ4FZR4FYNf4JC9yR5evgq+lfWp+j/n9wRT5EnRzxd0yfkPj5itdiVI5U+Qx7j+ujIZ8WuYB3F+hxZznXZqDViH1E6eg15ePTzYpfW9AWyRO5DY1hfFPsv2gfFviT2AaVZL5P7x0pdXNO15D659459Req1r5B75N597as1vUvsa+TO69Tecd3rNb29pm+Q28ZJvXXcmzUtlHvLuLfILdlSC8S+TTxc3dnvSM15hwhyXTnv1tSZ/R5ZOPk1MsO9ikz3PEWmep4mUzyryc2eZ2mfIzd61pBJnufJDZ4XyQTPS2S852WS61lLcjyvknGe18h1ntfJWM+bYsd43iajPe+QUZ53yUjPe2SE530y3PNvMszzHzLU8wEZ4vmQDPZ8RAZ5PiYDPZ+QAZ5PyTWez8jVns/FXlXwBbmi4L/k8oIvyWUFX4u9tOAb0r/g/8glBf8j/Qq+JRcXfE8uou1b8AO5sOBHckHBOtKnYD3tBtKbtlfBT7Q/k/Npexb8IrZHwa+ke8FvtL+TTNqMgj/EphdsJN0KNpGuBZvFdinYIrZzwZ/kvIK/yLlit5JzxG4jZxdsJ2cV7BB7ZsFOcobYv8npBbvEniZ2NzlV7D9iO4ndQzqK3UtOEbtP7MkF+8WeVHBAbAexB8W2Lzgktp3Yw3SCYy+Bq8BpjypV5AJdOlGBg5CL7j4uUSg75nD6W8nfejCYuskLA5Z2f2bwskoJOR44e0eUNcjJwCl9Uu4TFDylj49gXUVWcn2Mwqf00ZGsT4tdIXc5RU/pMtZRqylkz9T0YbHPkqVcl4x+rqYPiV0j9l9yHxzzfE0fkHs/hU/pYtasF8l9XO/Neqmm94h9mdxD4btb7l0UPqV3yr2Dwqf0drGvktu43koRvJXix1oo9nWxt8gtoACyeiiASt0UPqWC2LeIi+Kn1EnhU5pPmzf+DTLD9TiZ7n6cTHU/SaZQ7G52P01ucq8mN7qfIZPcz5Ib3GvIBPfzZLz7BZLrfonk0Ga715Lr3K+Qa92vkiz367RvkNHuN8ko91tkpPttMsL9Du27ZLj7PTLU/T4Z4v43Gez+Dxnk/oD2QzLQ/REZ4P6YXOP+hFzt/pRcRXslBe8Kit3lni/IZZ7/kks9X5L+nq/IJZ6vST/PN+Riz/+Rizz/o/2W9PV8Ry70fE8u8PxA+nh+FNvbs470oj3fs552A+kp9ifSg7a752eS6fmF9leSIfY3kk7bzfM76er5Q2wXz0bSWewmcp5nMznXs0XsOZ4/ydli/yJnebaKPdOzjZwhdjs53bND7Glid5JTxf5NOtV0F+kodjc5Rew/Yk/27BF7kmev2A5i95H2YveTdjVln1Wp/bxKLXKBjioh5Ozs44xHlbWKnLuswuEkafK3HgymbvLckBV5xgku9oFTcAsVOAU3HjgFNyNwr9oCTsHNHnBvBQRuEe2cOatF4Ka7n5CRe8oCuRdl5F7mkHtNRG6MATkG3LtkWADkrqbIMeBU5L6gyP2XIvelJXIXUuQu4JDrDSInAdeDAqcgJwH3qwgcjNymgMidWYMcAy4Qcrtk5HbLyCnA2UXugIyc3c+rDBU5eIrTI6cHDkYOxsysNch5ykod+YdT5G89GEzd5JnBK96NFHAKbqECp+DGAyfiBgL3rC3gFNzsAfdiPQVOxc0ucPnZ75AFN79MZrhXisBNE5FbRSbLyDHgWCe6nxORu55OcQw5NsUx5MaJyL1KxmqQe4si9zZFTpniYOQGUuQGUOSu4ZGjwF1Jpzhr5JQpTkWujwE5Btx6zRRnhhwDDkLuPBA5Blwg5HYGjdxJMnIKcIGRU6Y4CTmrSyd64EJBjgcOQk4PXGjIMeAq2M+SO+rIO5Asf+vBYGo/T/Z9MplOcntU3DjgKG6BdnCBgHtcBG5VRIFTprfwgdNNb0ECdxcIHI+bNXASblrgCgIApxxPmgEn4SYBx44pZy16giInTXHT5KNKCTl1imPITdAgx6Y4hpx0VMmQY8ApyClHlQw4dlQ5jAI3lAI3hAI3uGaKMyIHHVVeSoHrT4G7hALXj05xgZBjUxyPnAScdFTZXTyqNEeOAacit7kGuXN0yKnAWSH3t4ycAhx0VGmF3H4ZOQU46KjSDDnzKU5FTgIueOS0wEUCOXWKqyBN3RUHHYUkUf72g8HUfp4ZumLIs4MfrVZwCx84bnoLAbjlIHDG40kz4CTctMA9GCZwEm61AZx+/yYDV4NbaMCxI8q83DfFY8qZ7sdE5NgUpyKnPaqUkHteRI4/qlSRg44qYeSUKU5FTt7HiVMcjJz+qJIBp93H/WByVKlFTtrHKcjBR5U8cufWIPcnhxw/xSnIwUeVgZGDjyrtIxf+UWVtIBfyPk5C7h+KXDPpuw8GUwdZPXD50/wRJY9cYOD0yKnAicgFOqIUkYMnuBrkOOB45CDgAk1wKnIqcDXImQAHTXASchJwKnIqcDxyEHCWR5QUNhU5PXASchBwEnJvkYU3vUTmLXiCzHGtILOERylyK2uQM146edbk0gm/j5MunVghBx1VGi6dmCAH7eOMyPFHlYGQk6a4cC6d2EVOe1RpBzmro8raQU4FDkJOD1ztI5fo8u50zPI3lb/9YDC1n2cHLf/D7g4OmuBCBs7iiLKugJMmuNCBM5/gQgcu+AnuLbLoxhfJwjlPkvn5y8k8YRmZ615G5rgpcnSKY8ixSydsitNfOlGmOP2lE+moUn/p5E3g0gmb4syR0x9VGvdx7KgSRi7Sl074KY5HTj2q5JHbJiOnP6q0Qs7OpZPg93E8chJwoSIX2j4ORg7GzKw1wNEmCGVb6CTXRP72g8HUbp64fEnb1YMfLQn1iBICTjqiDB048yPK0IEL5YiyBjgON3vAhXjJJCjg3iTOiS+T/BmrSP6iR0iesIQscC8l892PiMDNdS8ns92Pisgpl04YcPpLJzxy/KUT6ahSe+mEAWe8dAIhp0xx1sgpU5yKHL+PY1Ocfh+3TkbOeOlE2sfxyKnAwfs4Hjn+qNIcOQW4YJGL5KUTPXJ64FTkQj2qrN1LJ6zN3OW/UOROkL8FYTC1m2cHrZjN9nHR3MHZA063g+Nwq9/AUdg0OzgtcMHt4N4kruvXEtfk1URY+DBxCQ+SfPe/yCL3Q2QhBW6B+2EZueV0ipOQU/Zx6qsDEnLm+zjl0gm/j5MunUBHlQw4+NIJjBx0VAldOmHA8cjxU5zx0okEHH/phJ/iYOTM9nHml060yFnv4yTgrJCz3sdJwJkhZ3+K0yOnBQ5CTgschFxYR5WsgvcHRxY5XvoOhMHUYgodhcc9O3D5typwKm6RA07Fra6AC+2SiQ43HXChXTLRAxfKJRPanFeJ+8bnyC0LHiK3CPcSj/s+IrjvJ063Ebl58hTHjiol5Ph93CrDpRNpijNeOlGPKvlLJ2yKg5GDXh0w7uPYFGdvHychZ/fSiTrFQcjx+zgz5Ozt47RTXGDkrI8qAyNndx+nn+JU5FTgIOT0wNUycu5yf4K7/FhTofINh4M0kr4LYTC1mKW9l7Z4ZtDyMvs7OD1yT2qRC+mSiQ45DjgeuRrgaK2A4yc4FTkVuBrkNMDVv0smYie8SG6d+xC5zXUnuVW4i9zivpsUuBlyi2uQY8DlycixKY5HbpaMnLSPU5Ez38dJyMH7OHPkzN6Ps4ccm+ICISft46Qpzogcf1SpXDoxQ87upRMJOGvklKNKCbjgkVOOKiXg7CKnAhc95GDMzCohV36smbP83cYefzdHITlO/haEwdRuVg9e0fPpoY9WhbuDswVcPbhkAgOn4lYDHIdbIOAk3PTAqRNcIOC0Exz9/5vwArl95lJy56K7yJ3CbeQO9+3kNjdFjgJ3CwWOIeemyLncD3DILdEgx4CDLp0w4NRLJ9p9nPHSySsicupL4NJRpXEfx44qYeSgo0rjpRNz5PSXTnjkrPdxoV064fdx+qPKwMjp93EKcHaRs7uPCxW5yFw6CWqKc5f5E11lW5u6vDOaFZKOeESJqfOsHrpyGUXOr8UtEsDpp7fggJNw0wFnwM0cOPMjSnPgoCNKHrjQjygDA3fL+JfI7VOXk3sW3E3udd1C7nHfQu52F5K73Ay5Oyhyd5HCGuTuq0FOOapkyGn3cdJRpf7SibKPY8gp+zgGHHTphAGnXjpR93F65BhwKnL6z6s0R44/qjS+BK5McdpLJxJyoV864ac4FTl+ijNHDt7H2UdO2cdpjyqtkFOmOHPk9Ps4FTl4HxcKcjxwdpFLEMqKEtxlzzV1egc4pu9rLn+7wWDqNiuHFCZS4HbYBQ7cwYm4hQ5cKDu4kIGjqNU2cMbpTQuciJsIHP1/51LYbnqc3DfvbvKASyAPuF1ksdtD7nMXUOQKKXK3kjvpFHd7DXL3yEeV0j5OQU6Z4iDkjJdOntJcOuGnOP7SiXYfZ33pREIOunQCIceAM+7joEsn0hQX2Usn2iku0D5uuw3k9LcqoaNKK+T0tyqho0r7yOmnOD1yWuAg5LTAwcjBsCW5S33NhPINTd3eW2lPk77LYDBRzLODV3QNHzjtJRMFN9vAjQoMnIKbOXD640n4g5Z54BTczIBTcOOBuyNs4Ohfs18ht92wmjww+16yxJlPlrjzyL/cTvIgBe4BtyAid2/NFKcgx44q2T6OIXef7tKJelTJXzqZXYOc9tIJA8546YRHTvt5lcZLJ2yKs7ePY8AZ93EwctZHlTxyEnDml07Uo0oeOBi5LRxyf1kgZ31UGRg5O5dOrJDj93EQcnaOKiHk9MAZkdMDZ0DOXeqnsB1p5in7qKnLexm+FoCpV3l6yIrxwQCn4BYqcApuPHAKbqEC92BEgLPxo3KCBk66RVlw7at+z9jXqm8d90L1gzPvJStc88ly9zzyiHsBWUqBW+LOr0HufrdbnOIk5G6VjyoV5NhR5T0icOyoUuD2cQw47T5OeT+Ov3SiParkL50w4KB9HAOOv3SiTHEqcvyrA+bI6V8dMO7j2BRndx/HI8cfVapTHIRc4H0cj5x6VGkHOe1RpR3krI4qzZGLxj7OCBwt27PRUtQONXOVexxzjqTK31IwmPqVp4Y++n4oE5yEnPl7cKEcUUrI6Y4oOeTgCc76iFJCTgscj1woR5QScgBwuh3cLRJu+wuuff2WRSNePG/ZwoWZjzrnrl9BgVvunk+RWygi95CInEuDnLSPU5BjR5XqpRMFOf7SiRE5dR9nRO5pw6UTaYqDkdNfOpGQ0186MUcOej/OHnIScGbIGfdx4SNnfx9nhZydSydWyNWvSycG5Nylx5q5y//TNN97Ke7aMPU6zw9Z2frpQSsO1FfgAk1wgYCTLpkEmuCCA87OBOfJevVAwdjXVrhHv3J14YD3W8i/3WKWFU5vvswzd94jrrnFD4vILRKRU44qVeSUo0rtpRPl1QH9pRPlqJLfx7EpDrp0woDjf/IAf1Spv3TCpjj9pRMeOf6oEr50wo4qjchBR5XwpRPpqJK/dCJNcUbkpKPK2r90ogAXLHLRuHSiAhcuciX+RE/Zn83cpUKT+cXn4g1JTIPI6sErhwULXER2cDrgQtvBBX/JpLaAK7z2Ff+tWa8UFVz72hvurFcmFI587UT5t9g0D+fPzFgqLPzwISHP95BhH6cgdxt46UQ6qmSXTqSXwLX7OB45NsVJl07UD2VWjyrtXTphyCn7OAU5BpxxH6e/dKJMcSpy/KsDMHKB93HhvQSuneIg5LT7OAk4K+Ss93EScFbIReLSiZ0pTkJOCxyEnBY4CltxolD+RoKrbJRjll/zf7BhMPU+qwavXNwwL5lEHjgFNx64gDu4sa+UFYx99ftbrn3dLQxefZL822o7kydPbvwvV96cBwXnPgbcA3SKUy+dSEeV0KUTBTnlqFJ5dUB76UQ9qtRfOlGRU9+Pk6Y446UT9aiSv3QCI2d2VGm8dKJHTpnijMipU5yCHL+Ps34JnJ/ieOTs/JBU6/fjtFNcYOSs34+zQo4HLvLI6YGTkGvuLvEluUu3JHpKH2zqPHq6/McVg2lYKXQUHrdq8GM/KbjVBnAKbjxwCm6hAheZSyahAXfr2LX+28aurSq89qX9t2S98pB7zMsRuSK9eOHCdvcLwlf3u4Qq/tIJA077Erh06YQBp790ohxV8pdO2BQHXTphwOkvnShHlXb2cQw4dlSp3cexKc7ePo4BZ9zHBUYutEsn8Ed5qUeVPHJbTY8qrZBTjioV4AIjBx9VSsCZIxdoH6cCByFnfVSZ7C72J7tKvM3dxeubCqXXOHr+0Fj+44nBNMysGrzi9CeHPFbKkDN+TJcWOAm5ADs4ETkeuOB3cDxyMHDWE5yEnBY4Hrka4IL4gacScgy4l8pony/IeqNnYf+nI/6DHgsLC09YLAgj7xM8h5VLJxJyxksnyvtx5sip78dBl04k5Iwfyqwip/0hqeEhR6c4G8gx4FTkoH0cj5w0xZnv41Tk+CkuNOQU4IJFDt7HBUbO/j4uUsgluUsOJwgldzjc5afgrg0TM3l8yIq8iAFHQYs8cGvCBs44welfE7AG7vasV7y3jX3lrcIxr41xDX2hLZt+5d++WssdC9yd7nEVPnunq9CnIqe9dKIgx+/jGHD6SyfSUaXx0omyj+MvnbCjSujSCQNOf+nE7KgSvnQCIwe9HwdfOvlRRs64jzMipwIH7+Mg5LT7uEDIwfs4K+SUKU5CTntUaQe5QEeVEHKBL520EIqqmgvFHyQIZSMdzqJW8h8/DCZ28uSwx94JBTgFt1CBs3dEGRxwob0HpwfuFbF0WqugsH15+5i1CwpHvXp6XcCmD9vV3em8Let24fa/bhVu97N9HH/phAGnv3SiTHHaSyfanwSu7uOe0Vw6UV8d4C+d6PdxDDn+1QFz5PRHlcZ9HJvi7L4Ezu/j+M+rNF464ac4GDmzSyfafZz20okd5PS3KqGjSgg5/T7O/NUBc+Ts7ONk4ISi6uau4q1JzuLFSa6SdJzaMDGbtZ3XNnly2OO7rICzt4NTcQOBo6CFApyCGwzcCyEBp+AGAUdBO3bHmLW/3zbmpWW3j30to7B/Yb34xIbCwsLWtwm3P1vovqOcv3TCH1Uql0545JRLJ2yKgy6dMOCMl06ko0ojcm8Al04g5Bhw8D6OR06Z4oyXTtgUZ+/SCY+c9T4OunSiTnFmyIWyjwuMHHxUGSpy+inOFDn3UX8Ld1F5sqvos2Sh6Hq8IYmJi6wa9FifJ4aurFSBg39UTrjAKbjxwCm42QJOxo0HTsGNB07BzR5wEm53jH3Jd/vYF/dT3N64c+RrF9DflkbS7079S4HrvssKPHf/6Rbu8SuvDuj3cezVAf0+jgEHXTpRjir5fRyb4oyXTqQpTr+PY8AZ93HmyEFHlcZLJzByEnDW+zgz5HjgeOTOrZnitPs4dYoLHrngL50owEFHlUbk7B9VSshR3HwUtz0tnCWrmrqP4GdIYuIrq4Y99rTpBCciF2gHp0UulCNKHjkJOC1yof3AU/0lk5c1yLEJ7s4xL1ffPnrtj7eNfemayT1XJtLfjnqLG5/JkwsT3cLiBwT3vX4GnFP3EjgDLjBy2n2cFjk2xRkvnWjfjzNHjgGnRY5/dcAcOf6oErp0Ygc5aR+nIAcfVcLI8T8JHELO6qjSCjl4H2cfueBfAueRS3GV/J4sHB7qmLAt4hekMJh6H7ZjWjX0sU2hAxf+Ds4IXAg7OANw5hPcnWNf8N0++sX1d4556abCIc90LOz/WYP8ANmsrKzjCwru7+N0PrBxkfCg33wfJ106YcDxP3lA2sdJrw7oL50oR5X6SydmyEHvx4GXTkDkGHDGfRx06UQ9qgz0Engw+7gtNchZ/+QBGDkFuGCRg/dxVsjBR5UQcqnuw4dT3EfvTXKVdHXM2txU/iODwcRfHuj/QOsnhj1eFipwCm6hAqfgxgOn4BYqcApuPHB3jX7Rd8foF7fcOfrFOwpHv3B+bVz7j1by8u5LznM/eMtC14NFCw37OPXSiTTFGS+dKFOc9tKJ2UvgbwKXTtgUF/glcOWo0njpBEbO/j5OmuLML53An1cZ+CXwbTXIKUeVEnBWyFnv4yTgrJAL/dJJqvvIsTR30ccpzqKJFLe28h8PDCa+8+SwJ697YugT1RHfwdUKcEFeMhn9YjWd1v6+e9QLz9w56vlrCoe8zY4jYzaLhId7z3Mt/WKO85FqBpz+0gmb4rSXTrRHlfylE+moUtrH8ZdOGHD8pRNlilOR418dMEdO/+qAcR/HpjgIOWmKg5DT7+P4KQ5Gzuz9OBU5/T5OAU67j9NOcYGRs34/zh5yMm6uw9WpwpG/W7gOP9FCOHq+oz/+WBsMpiZZjqzjVw5b+ZWCW+jASbjVAMfhxgOn4MYDB+3fJOAk3HjgFNx44BTcaoAb/VL13WNePHLXqBe/vGv0y2Pv6/tmsvy4cZHCwsIm84RlebOFR47OFpb5+X0cAw66dMKA0186kY4qjZdOzI4qjZdOAORqpjhr5JQpTkWO38fxyPFHldbI8UeVPHLngsjxR5XBI6ccVSrABUYOPqqUgDMix6a4NOGIN004tC5NODrZMesg3pDEYKA8csUjregEV6EHTsGNB07Era6Ak3GzC9w9Y57330untntGv7T9ztEvTC3s/Vzc/0t/o2tJ2znCsnWzhOV+/ftx2pfA1SnOfB/3KrePY1Nc4H0cAw7ex8HIQUeVwe3j+EsngfZxPHJbuKNKLXIScApy+luV0FGlFXL6W5XQUSWEnLqPa+U+5E/zHCpv6T78ctOFR8+Q/1FjMBizPDbksQutJriVMnDqBKdFzgAcLQScBjkZOBU5/SUTPXDmn0XJcLtn9It76eTmvm/Yy+csHfA+Lti5ZNGpbprw6PXTXY8eUW5VQpdOIOTYFAdfOoGQY1NcYOSUCycqcvyrA/aQk6a40C6ddKlBzuznx0HI1e5PAtceVZohd8DfSjj8a6rrUHaLeUdbOhykkfyPGIPBWOXxoY/faR84/S1K/QQXyoct6yY4m8DdM+rFA3ePfmHFPaOev7JwAE5tgTLD+cjZU10rX5rsfLJa/xI4dOlEfXVAe+lEOao0XjqBkTN7P8546QRCjgFnvHRito8L59JJaPs4K+T0tyqho0oIOX4fd8Df2nXwSCvPgYfTCooudMzzJ8j/ODEYjJ0sHbC06WNDV/4ezg5Omd4iCZyCGw/cfaPZceTzR+4Z88IbFLcJhSOfDfjz2TDaTJ68svEUOtXd7Hxi183CKr/+h6QaL51I78fpL50oyOmPKo37ODbFwchBR5XGSycQcvw+jkdOAs7OpRN+ilOR49+P45FTpjgIOet9XGDk4H1cG9f+ytbu/d+0du2flyjsby//48NgMMHm0WGrOq8c+kRl+MCpuAUCznQHZwBOntxGP19236jnv7t31PPOO8e8HPTPZ8MYc+O8B1ve5Fq19kbnaq9y6UQ5quQvnbApDr50wqY4a+SUKU5FTv95lTBy+lcHjC+BS8AZL53wR5U8cvBHealHlRBy0lFluMgFc+mkrbCvuo37wP4TXQdebbPoUF9HYcN8bxODqVdZMWzlJO3xpP1LJubA6fZvdoCjqCnALR69xv/A6DVVD4xas2fx6BeW3DP8xVPlXy4mwrnR+dSgG4RndtP6oX2cNMVB+zgYOeioErp0woDTIqdMcVbIGY8qeeSkKc64j+OnOBg5/qgy9H2cBJwVcib7OGFvFZ3ctrYrODDdMZnE9OstGEydZ+XwJ1+xnuC0yCnA1SAX4hEljxy/g7tv1HNl945a88wDI56vlZ/PhjFm8LTn024Qnn14Qg1y2s+r1COnXDhRkeNfHTBHTn9UadzHwcixo0pr5KR9nB3k+H1cYOTUfZx95IK5dLLnWDvXgRdS8vd3dxSSJvI/DgwGE6ksHfBci5XDn9hlDlzdXDJZPOK58vtHPfvO4lHPjr5/5LMnFkbhx9jEe7Ky1h4/3vVM/+uFNZvoJOfnf34cdOlEQg76Ial65Bhw8D6OR065cKIix9+qNO7jJOCgl8D5SyfwPk5BTnvpxGwfJyGnP6qUgLNCzmQf5/7H196997d2rn+mtRQOnkRxwz/rGExt5bGhTwx4dNgTPgNwuumNB049otQDZ35EqQfugdHP+u8f9VzFgyOe/2LxqOfmLx6x+gwHwlYvMqHw6dRs5wv3jhNeLObfj9NfOjE7qjReOjFHDno/znjpJDBy/D4unEsn6hTHIwfv4xTgrPZxNci5d/vbu3cfbe/c80wbYfc1FDY8ksRg6iKPDVt1f50CN+LZSorb7w8OX71s8dDV6Wx6kH8pmHqW7Pw1l1wrvPzdtcJaP3zphE1xMHL6VwfgSydsirN+CVx7VKm9dKIeVYZ26USd4njk/uKOKlXkFOACI6c9quwg7K5sL/yzob2w5zZxasNgMHWbFSNWfV+DGwBcoM+hDATcv0Y/439w5DO+B0c8t/9fo9a8vnjIMxdmORC2hpIBs5Y2vdb9yq1jhFdLs4TX/NpLJ3rklCkOQk69dMJPcRJy+s+rDHYfx186kYCzc+lEO8XByOmPKiXk9LcqdUeV7r/9Jwl/F53k2v1Re9fufg4HHkdiMFHJksuXtF0x7Kmj+gnOegenB05CDgRuxGrfg8Of+e6+0c9d8XT/z/ACSQPOyMLXTh6d/9p6/tIJA8546QRGzuyo0njpJBTk+H2cOsVByGn3cYGQM+7jAiF3irDzwMnuPTNSpu1Iw08jwWCinGVDV85cMfxJf0SBG/Fc9ZJRz65fMvzZG+8f9WSnhvrz2TDGDJm8MnGU+/VpI11vFKnIqZdOlAsnKnL8qwPmyOmPKo37OOmo0riPk6Y4Hjn+qNLOD0lVkTPbxynImR9VnuLeWXGysOuVkwr+vqxN4b7m8m8XBoOJdpYPffI9HjgFNx446IhSwk0F7qHhT/uWjHxm45LRz95235DnehT2L8SpLYYz2PVa1+Gut9+E9nESctAPSdUjp0xx1sjx+zgz5Kz3cUbkGHCBkDO+BK5DzrW9uqN7x6ZTnH+7TvL8fZYji+ARPAZTn8Ku6K8Yvmp3aMDRiW3kav9Do1b/vWTEM888MPypa1YOWYm3xeIonbMKmwx1vzNtiPDu7mHud/xmL4ErR5XwpRMYOf1RpQSc8dKJNMVF9tKJOsWpyPFHlZ3cO46eKmx/o5OwbWT7ybvxzzwGU1/zyMDHz14x4qkK7fGkNXCPjHimesnIpw8/NOzZz5cOWz1mWf9leDQT5xm08N12Q4T33hrser9SfXUARg56dcC4j2NTHISccR/HI2fn0gn/kwe0UxyMnHJUeapn+7FTnX9tPU3YcX8H965T5EfHYDD1OcuHPbkiEHAMtqUjn/Y/PGJ19dLhq7c/PHL1lKUDluIn/WMMGeh6b8Rg17+PDBL+7dciJ09xNpBTpjgJOWgfxyMXaB+nIsdPcTxy54LIbRV7hvsv/2nC1qpO7u3fnuL+62LpKTEYTINIYefCJstGrtqmACchJwGnIPfwqKf9S4c9/c/Dw1cLDw178hz2kwrk/zoGA+aqBR+cOMj5waoB7g99+p8fZ+clcBW5cC6dSMDZuXTCgDPu4/70nyH8eeh091/Oju7tpzkKCV6cwmAaWpYOePzk5SNWVemBe2TEU/6lI1cdfGTE08v/NWzVlfdeuTJF/q9gMPaStfb4Ac4PB10t/GeTghwDDr50wqY4GDno1QEjchJw/D6On+J45HjgIOTOEjZ7zxK2vHO6689RHZ0/p8lPg8FgGmJWjFw9bNmIVX4G3CMjn/JT3A4vG/7U60uGPjFh6YBVbeT/GAYTcvoXftb6aveHS690fVImIgdeOoGQY1McvI8zXjqxRk67j+OnOAm5c4RN1ee4t/xFcbvvDM+WLgxo+ZePwWAacBotG/b0O8tGPl328PCnv6P/c96Dg1fjxw1haiWXuz6+7HLh41+udH/ih44qjZdOzJHTXzqRgAv2JfA//Oe6Nxef6970KQUu6+R5O/GnbGMwsZT70+9PWj5i9e1LhqzsKP9/YTC1m6y1TS4XPv/XZa7Pyi73fOa32scx4PT7OGmKM1464ZGT9nEKcvp93G/+zsLv1Z2FjQfPFTY+fMb8LXhDEoPBYDCRzcWujztT7DYEhxx/VAm9BG596aSL8Ft1F+cfP5676Per2i7YkER/GfhRWxgMBoOpnfTN+yr5EtfnCy5xf1UqHVUakYvEpZPOwm/76OR2x9mujemdC3/FH0aKwWAwmLpL34WfZV7s/urDi91f+4w/P06/j1snI2e8dCLt4yTk0oWfvd3cv37Y1f3rxLMLN7aWvxQGg8FgMFFI1trjL3J9vaCv8PUeM+T4Kc546YTi5tpQneHesIMC93hnYX0mfvI/BoPBYOpVei/638l9Xf/30QXCt1UMOOOlE+1RZQ/3On+msN6b4Vr/czfXuuy2Cz5guzYMBoPBYOprSKMLnd9m9XF957W6dNLds768u/vHJ9LdG07DqQ2DwWAwDSrdZ/zYoZfrfy/1dn/vU5A7373OR4H7qbvru+syXevaOByF+JO2MRgMBtNAk7X2+N7u9Vnnu77ffL5r3aPdnT9eiDckMbEfh+P/ASvDaeoSv5E1AAAAAElFTkSuQmCC)

IntelliJ IDEA contains a bundled Kotlin compiler, but to compile from the command line (should we wish) then we can install a separate command-line compiler (**kotlinc**) such as the one at:   
https://kotlinlang.org/docs/command-line.html

If you add the command-line compiler in Windows then you might want to put it somewhere like:  
**C:\Program Files\kotlin**

and then add the following to your **PATH** variable:  
**C:\Program Files\kotlin\bin**

Both IDEA and the Kotlin compiler are also commonly available through package managers on Linux, for example on Arch Linux they exist in the **extra** repository, where you can install them both in one fell swoop via a call to:  
sudo pacman -Suy intellij-idea-community-edition kotlin

Alternatively on Linux, the **JetBrains Toolbox** app can be used to install & manage all JetBrains IDEs and tools (as well as Android Studio) which can be quite convenient: https://www.jetbrains.com/toolbox-app/

To actually *learn* Kotlin I'm going through a video course called [Kotlin Fundamentals](https://www.packtpub.com/product/kotlin-fundamentals-video/9781788477260) by [Edvin Syse](https://github.com/Edvin) (who is a fantastic teacher btw – so a big thanks to Edvin for doing such a good job!). The course is from a Humble Bundle I got in 2018 so it's a couple of years old at this point in 2023, but it'll be fine to learn the basics - so without any further ado, let's begin!

**PLEASE NOTE**:

This guide is for people who can already code, just not in Kotlin – so it assumes you already know about basic programming concepts like data-types, classes, functions, inheritance, overloading etc. - and as such does not explain them. If you're closer to the beginning of your developer journey then this resource may be of limited use to you!

## 1 – Kotlin Basics and Compiling from the Command Line

Rather than having to create a class and provide **public static void main(String[] args)** as a program's entry-point like you would in Java, we can use the same special ***main*** name – but we provide it as a **package-level function** instead. Package-level functions allow us to declare a function directly inside a package (even an empty/anonymous one) without having to declare a class first, so you would do the same kind of “Hello, World!” functionality in Kotlin like this:

fun main(args: Array<String>) {  
 *println*("Hello, World!")  
}

**Note**: We can omit the **args: Array<String>** part and have no arguments if we wish, however if we *are* going to provide arguments then some of the first Kotlin-specific differences we might notice is that **Array** is a templated type in Kotlin (unlike in Java where we would use **String[]**) and that when declaring parameters (or variables for that matter) the syntax is **name: <Type>** rather than **<Type> name**.

**Also**: If you get an error message like “Target JRE version does not match project JDK version (null)” in IDEA then go to: "**Project Structure | Modules – Dependencies**” and set the JRE version to the IntelliJ built in one, which at the time of writing is currently: **jbr-17**

To build and run a project in IDEA, asides from just clicking the Play button, we can use the following hotkeys:

|  |  |  |
| --- | --- | --- |
|  | **Build only** | **Build and Run** |
| **Debug** | Ctrl + F9 | Shift+ F9 |
| **Release** | Shift + F10 |

**Note**: As handy look-up, double-tapping Shift then going to the **Actions** tab (or pressing Ctrl + Shift + A) brings up the "Find actions" dialogue where you can search for any actions / operations that IDEA can perform and it'll show you the hotkey (if there is one).

There is also keymap / cheat-sheet that you might find useful here:

https://resources.jetbrains.com/storage/products/intellij-idea/docs/IntelliJIDEA\_ReferenceCard.pdf

To compile a Kotlin program from the command line we’d use something like:

**kotlinc Main.kt -d <some-destination-folder>**

The compiled output will be placed into the **d**estination folder and will be a a file like **Main.class** – however – we can’t run that .class file directly, so instead we can output to a **.jar** file like this:

**kotlinc Main.kt -d main.jar**

Which we can then run via: **kotlin -classpath main.jar MainKt**
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While this works, it requires the user to have both the Kotlin runtime and the JRE available to run it – so if we wanted to package this program up so that it only needed the JRE we would use:

**kotlinc Main.kt -include-runtime -d main.jar.jar**

And then we could run it directly through java via:

**java -jar main.jar**
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**Note**: When we include the Kotlin runtime the jar file goes from ~2KB to ~5MB!

## 2 - Classes, Types, and Basic Syntax

Classes are defined by saying things like: **class Person** – and all Kotlin classes are ***final by default*** (i.e., by default they cannot be sub-classed!)

The simplest possible class we can create would be something like this:

class Person

To make a class which *can* be sub-classed we would have to define it as:

open class Person

In terms of accessibility, Kotlin classes are also ***public by default***, so if we didn't want the class to be accessed in a public manner then we have to explicitly declare the class as private, such as via:

private class Person

To declare a class with properties and a constructor in one go we can specify arguments as part of the class definition, for example via **val name: Type**:

class Person(val name: String, val age: Int)

or via **var name: Type**:

class Person(var name: String, var age: Int)

This is called a **primary constructor**. It's defined as part of the class, and we can only have *one* *primary constructor* per class.

The difference between **val** and **var** is that **val** is immutable – i.e., it's essentially **const***.* In the above **Person** class once we've set the name and age via a **val** declaration of the constructor arguments then we can never change them! Conversely, if we use **var** then we are free to say **somePerson.name = "A. DifferentName"** at some later time after creating a **Person** instance.

For those of a curious nature, what's happening beneath the hood in the bytecode is that when you use **var** then you're automatically given a generated setter method (**setName**, **setAge** etc.) while when you use **val** you're *not* – and without a setter the value can never be changed and is hence immutable!

Rather than having **val** or **var** in the class definition we can move them into the body of the class should we wish, by going:

class Person(name: String, age: Int) {  
 val name = name;  
 val age = age;  
}

In the above class definition Kotlin is able to automatically infer the types based on the input arguments, but if we wished to specify them explicitly then we can do so via:

class Person(name: String, age: Int) {  
 val name: String = name;  
 val age: Int = age;  
}

Another way of running a public constructor (for if we wanted to do some other stuff with the input arguments asides from just assigning them) is that we can take the constructor data as ***parameters*** (without using **val** or **var** in the class definition line), and then provide a special **init** method which runs automatically and which we can use to assign the values & do any other setup we might need. For example:

// Input is simply via parameters..  
class Person(name: String, age: Int) {  
 // ..and NOW we define them as class properties..  
 val name: String  
 val age: Int  
  
 // ..`init` gets called automatically so we can do any constructor work here  
 init {  
 this.name = name  
 this.age = age  
 }  
}

Yet another way to define the above class using a secondary constructor would be something like this (although in this example there's absolutely no reason why we would do it this way):

class Person {  
 // These properties cannot be `val` because all  
 // vals must be initialised on creation or be abstract!  
 var name: String  
 var age: Int

// ----- Constructor executed will be based on signature of call -----

constructor(name: String, age: Int) {  
 this.name = name  
 this.age = age  
 }  
  
 constructor(age: Int) {  
 name = "John Doe" // Placeholder marked `var`  
 this.age = age;  
 }  
  
 constructor(name: String) {  
 this.name = name  
 age = -1 // Placeholder marked `var`  
 }  
  
 constructor() {  
 name = "John Doe"  
 age = -1  
 }  
}

If we don't need to do anything other than assign values then using the combined class definition/declaration/constructor is the likely the way to go as it's far less boiler-plate (we'd only use the **init** block way of doing things if we wanted to calc things on creation, or do some logging etc.).

**IMPORTANT: *Only*** variables defined inside the primary constructor or the class body get turned into properties – if we'd placed **var name: String** inside one or more of the constructors above then this is just a local variable and it doesn't add the property to the class!

Should we wish, then we can specify that any constructor should be **private**, which means it can only be called from within the class (such as if the class was a singleton, or a static utility class, or if we wanted to use a factory method for instantiation):

class Person private constructor(var name: String, var age: Int)

Finally, if we were using an injection framework then we could use something like:

annotation class Inject  
  
class Person @Inject constructor(val name: String, val age: Int)

Just as an aside, we can definite multiple classes, or multiple package-level functions within the same class.

Then, when we actually want to *run some code* we can either type out the **main** function ourselves, or the way to quickly insert a **main** function in IntelliJ IDEA is to type **psvm** (standing for ***p****ublic* ***s****tatic* ***v****oid* ***m****ain*) followed by the **Tab** key, which will generate us a blank **main** method like this:

fun main() {  
   
}

Going back to the **Person** class, if we wanted **age** to be **null** (and by default we cannot assign **null** to an **Int**) then we would have to declare the property with a question-mark following the type, like this:

class Person (val name: String, val age: Int?)

When we go to use this **Person** class inside the **main** method, we might do so as follows:

fun main() {  
 val person = Person("John Doe", 42)  
 person.age = null // Only possible because the property is defined as `Int?`   
}

However, if we then went something like: **val nextAge = somePerson.age + 1** then Kotlin won't allow it because age could be **null** and you can't add 1 to null! One terrible way to resolve this is to use the ***not-null-assertion*** *operator `***!!`** to indicate that we don't *think* age will be null via:

**val nextAge = somePerson.age!! + 1**

However, a better way is to provide a default assignment (such as to zero) using the **Elvis operator** – if we see that **somePerson.age** is **null** via a line like: **val nextAge = (somePerson.age ?: 0) + 1**

**Note**: The Elvis operator **?:** is an **infix operator** (i.e., it goes *between* the first and second options) and uses the first option if it's not null, otherwise it uses the second option. For example:

var someInt: Int? = null  
  
// xElvis will be someInt if it isn't null, otherwise it'll be 123  
val xElvis = someInt ?: 123  
  
// Same behaviour as the above but old-school / more verbose  
val xTraditional = if (someInt == null) { someInt } else { 123 }

We can substitute values in **println** output like this: **println("nextAge is $nextAge")**

The default return type of a function is a **Unit** – which is essentially a ***void*** type - so the following are the same (or really, if the function doesn't return anything the compiler will automatically add the `Unit` part for us if we didn't explicitly add it ourselves):

**fun isOlderThan(other: Person): Unit**

**fun isOlderThan(other: Person)**

If we wanted to return bool from a function then we'd do so like this (strange how Kotlin is trying to reduce boiler-plate code etc. but goes with the longer name **Boolean** rather than **Bool** [like, it uses **Int** instead of **Integer** but not **Bool** instead of **Boolean**?!?!):

**fun isOlderThan(other: Person) : Boolean**

We can print to the console using the **print** or **println** functions, and substitute values in like this:

val ageValue = 33  
*println*("Standalone age value is $ageValue")  
  
val p = Person("Alice", 22)  
*println*("Person age is ${p.age}") // Notice the ${ stuff } syntax

In IntelliJ IDEA we can hit **Ctrl + O** with the text carat inside a class to list the methods we can override. To override **toString** for example we would add the **override** keyword and write something like this (**Note**: the way to call the *base* version is via: **super.toString()** etc. not **base.toString()** etc.):

override fun toString(): String {  
 return "Person: $name ($age)"  
}

The superclass of our **Person** class is NOT **Object** (like we might expect) but is instead: **Any**

**Any** is not technically an **Object**, but at runtime *it will turn into* an **Object**!

Overriding the equality operator would therefore be done something like this:

override fun equals(other: Any?): Boolean {  
 return (other is Person && other.name == name)  
}

To call this overridden equality operator you would NOT call: **if (person1.equals(person2)** – instead you would call: **if (person1 == person2)**

We can *mix* primary and secondary constructors – but it's a bit ugly and puts some restrictions on what properties must be **var**:

// Class with primary constructor  
class AThirdPerson(val name: String) {  
  
 // Because we re-assign age if using the secondary constructor this property  
 // cannot be `val` and instead must be defined as `var`.  
 var age: Int = -1  
  
 // Secondary constructor that passes `name` through to primary and sets `age`  
 constructor(name: String, age: Int) : this(name) {  
 this.age = age  
 }  
  
 fun getPersonString(): String = "Name: ${name} (${age})"  
}

Which can be used via:

val aThirdPerson1 = AThirdPerson("Jack")  
*println*(aThirdPerson1.getPersonString()) // Prints "Jack (-1)"  
  
val aThirdPerson2 = AThirdPerson("Kim", 25)  
*println*(aThirdPerson2.getPersonString()) // Prints "Kim (25)"

While I'm not a huge fan of this constructor mixing, where it *DOES* makes sense is if you have a primary constructor with say **name** and **age ,** and then a constructor which takes an object of the same type, and you deconstruct the passed object to create what is essentially a ***copy-constructor****:*

// Person class with a copy constructor  
class PersonWithCopyConstructor(val name: String, val age: Int)  
{  
 constructor(source: PersonWithCopyConstructor) : this(source.name, source.age)  
   
 fun getPersonString() = "Name: $name ($age)"  
}

Which can be used via:

val barry = PersonWithCopyConstructor("Barry", 31)  
val otherBarry = PersonWithCopyConstructor(barry)  
*println*(barry.getPersonString()) // Prints : "Barry (31)"  
*println*(otherBarry.getPersonString()) // Also prints: "Barry (31)"

## 3 - Organising Code, Imports, and Packages

You specify a package name for your code via a line at the very of the file, such as:

package com.example

So within a file with the above package declaration, a class defined as **class Person** would have a fully-qualified class name of: **com.example.Person**

To import other classes into a file you might then use (in a different file to the **Person** class):

import com.example.Person

We can also import a class using an ***alias*** likein Python:

import com.example.Person as P

Which we would then use like:

var somePerson = P()

To import a ***package level function*** we use the **import** keyword again, but this time we just point it at the fully-qualified name of the function – so if we had a function called **hello()** in our **com.example** package we'd use:

import com.example.hello

We can also import everything in a package using the **\*** wildcard, for example, if we had classes **Person** and **Vehicle** in **com.example** then we could import them both via:

import com.example.\*

The default imports for any Kotlin file (i.e., the packages included automatically) are:

* kotlin.\*
* kotlin.annotation.\*
* kotlin.collections.\*
* kotlin.comparisons.\*
* kotlin.io.\*
* kotlin.ranges.\*
* kotlin.sequences.\*
* kotlin.text.\*
* java.lang, and
* kotlin.jvm.\*

In IntelliJ IDEA we have the directory **src/<SOURCE\_SET>** which is typically **src/main** (we typically also have a **test** source-set by default to contain any unit tests or such) **–** then inside that we have a **kotlin** folder for all our Kotlin code.

Inside *that* we can create packages by right-clicking on a tree node such as **kotlin** then selecting **New | Package** and typing the reversed domain name of the package, then we can place any files we wish in the package to nicely organise our code. An example of a basic project structure might look something like this:
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Figure 1 - An example of a basic Kotlin project's structure.

If we declare a class as a ***data class*** then we get the following for free:

* **equals()** and **hashCode()** methods,
* **toString()** like "Person(name=John Doe, age=42)",
* *Destructuring* declarations – **componentN(),** and
* *Copy with modified attributes* functionality via **copy()**.

To create a ***data class*** we just declare a class like this:

data class Person2(val name: String, val age: Int)

We can grab multiple properties of data classes like this

**val (theName: String, theAge: int) = person**

Internally, from a *data class* perspective it uses **component1()**, **component2()**, etc. where each **componentN()** is the component declared in THAT SPECIFIC ORDER – so in the above example because we declared **name: String** and *then* **age: Int** it means that **name** is returned by **component1()** and **age** is returned by **component2()**.

A use-case for this kind of stuff might be getting a HTTP response, for example we might define a data class as:

data class HttpResponse(val code: Int, val message: String)

We could provide a expression-body method (NOT part of the **HttpRequest** class – just a function that returns an instance of one) that provides a fixed 404/Not Found response, and use it in the traditional manner like this:

fun request(uri: String) = HttpResponse(404, "Not found")

var response = *request*("https://something.com")

But, because **HttpRequest** is a **data class** we can get those response values directly via:

val (code, message) = *request*("https://something.com");  
*println*("Response code was: $code with message: $message")

Also, if we changed the **request** function to: **fun request(uri: String) = Pair(404, "Not found")** then our **val (code, response)** line above would still work! =D

Note: **Pair** supports **somePair.first** and **somePair.second** properties, but it also supports the **somePair.component1()** and **somePair.component2()** functions which is *why* it still works with our data class! =D

If we had a class which was NOT a data class, but we wanted to support the **componentN()** mechanism then we could implement the functionality like this (note the use of the **operator** keyword!):

class HttpResponseCustom(val code: Int, val message: String) {  
 operator fun component1() = code  
 operator fun component2() = message  
 fun request(uri: String) = HttpResponseCustom(505, "Staying Alive")  
}

To use the **copy()** method on a data class, we might do so like this:

data class Person2(val name: String, val age: Int)

Then we can use the **copy()** method like this:

val immutablePerson = Person("Alice", 22)  
*println*(immutablePerson) // Prints: Person(name=Alice, age=22)  
  
// Copy the immutable person changing a single value  
val modifiedPerson1 = immutablePerson.copy(name = "Bob")  
*println*("The modified version (1) of immutable person is: $modifiedPerson1")  
  
// Copy the immutable person changing both values  
val modifiedPerson2 = immutablePerson.copy(name = "Claire", age = 33)  
*println*("The modified version (2) of immutable person is: $modifiedPerson2")

A final example of how we might define a class with multiple constructors where one constructor uses the other might be like this:

// Data class is defined with primary constructor  
data class Person(val name: String, val age: Int) {  
  
 // Single-parameter secondary constructor that splits the input and calls  
 // through to our two-parameter primary constructor  
 constructor(s: String): this(s.*substringBefore*(":"), s.*substringAfter*(":").*toInt*())  
}

We could then use the class like this:

val p1 = Person("Dave", 44) // Uses primary constructor  
val p2 = Person("Eve:55") // Uses secondary constructor

## 4 - Extending Classes & Implementing Interfaces

To define an interface we can use the **interface** keyword, like this:

// Define an interface with a single method that takes a String called name and  
// returns a String. Note that the Kotlin convention isn't to name interfaces as  
// `I<something>` like `Igreeter` (although we could if we really wanted to).  
interface Greeter {  
 fun hello(name: String): String  
}

Then for a class to *implement* this interface we add the interface name to the end of the class definition:

// To make our Person class implement this interface we specify it after the class definition  
class Person(val name: String, val age: Int): Greeter {  
  
 /// Expression-body implementation of our Greeter interface's method  
 // Note: We can hit Ctrl+I for auto-implementation options in IntelliJ!  
 override fun hello(name: String) = "Hello, $name - I am ${this.name}"  
}

Note that we have to put **${this.name}** inside curly braces – otherwise we would get the **toString()** of **$this** followed by the actual string "*.name*"!

If we hit **Ctrl + I** (**i** as in **i**mplement) to provide a default implementation for a method then the provided implementation will actually end up with content like this:

*TODO*("not implemented")

This **TODO** call, unlike we might be used to using **//TODO: <something>** as a comment, actually throws an exception, so it's the equivalent of **throw new Exception("not implemented");** in C#.

**Also**: If you look at the implementation of **TODO** you'll see that it's marked as an **inline** function – so when it gets called we're not actually calling out to a function - instead the functionality of the **TODO** method will have been replaced/injected into site at which it gets called at at compile-time!

We might choose to use the above **Person** and **Greeter** classes like this:

// Declare to Person objects - we could cast these to `Greeters` by  
// putting `as Greeter` at the end if we wanted, and then we would only  
// have access to the `hello` method of the Greeter interface and no  
// access to the `name` and `age` properties  
val firstPerson = Person("Alice", 22)  
val secondPerson = Person("Bob", 33)  
  
// Standard usage: Will print "Hello Bob - I am Alice"  
*println*( firstPerson.hello(secondPerson.name) )  
  
// We can create an instance of the `Greeter` interface ONLY using a Person – but  
// if we do this then we can ONLY access the `hello` method and we do not have  
// direct access to the `name` and `age` properties of the Person class!  
val greeterPerson: Greeter = Person("Claire", 44)  
*println*( greeterPerson.hello(secondPerson.name) )

We can also cast an object of a given class type to an instance of an interface that class implements using the **as** keyword:

val secondPersonAsGreeter = secondPerson as Greeter;  
*println*( secondPersonAsGreeter.hello(firstPerson.name) )

Remembering that classes in Kotlin are **final** by default, if we wanted to extent our **Person** class to make a **Customer** class (so a Customer is-a-kind-of Person), then we have the prefix the **Person** class with the keyword **open**:

open class Person(val name: String, val age: Int): Greeter

If we wanted to create a **Customer** class that extends **Person** then we can do so like this:

// Customer class that extends Person.  
// Note that we have `val` before the `id` field to specify that it's a  
// new class property but we PASS-THROUGH `name` and `age` WITHOUT  
// specifying val or var so that they're just parameters and NOT new class  
// properties (that is, they don't belong to `Customer` - they belong to `Person`).  
class Customer(val id: Int, name: String, age: Int): Person(name, age)

We could then use it like this:

val aCustomer = Customer(1, "Dave", 55)

To define abstract classes we use the **abstract** keyword. Further, to specify methods that must be implemented by concrete implementations of our abstract class we AGAIN use the **abstract** keyword but this time on the function declaration:

// Abstract class example  
abstract class Shape(val colour:String) {  
 // Define a method that every class based on Shape must implement  
 abstract fun calcArea(): Float  
}

We can them provide a concrete implementation like this:

// Implementation of a Triangle class using our abstract Shape class as a base  
// Note that `width` and `height` are new properties of Triangle, while `colour`  
// is just an argument passed through to the `Shape` constructor.  
class Triangle(val width: Float, val height: Float, colour: String): Shape(colour)  
{  
 // `Shape` specified that we must implement a `calcArea` method - so we will!  
 override fun calcArea(): Float = 0.5f \* width \* height   
}

We can also add **abstract values** to abstract classes, which means that the concrete implementation of the abstract class must define it. If we did this then our **Shape** class might become:

abstract class Shape(val colour:String) {  
 // Define a method that every class based on Shape must implement  
 abstract fun calcArea(): Float  
  
 // Define an abstract value that concrete classes must provide  
 abstract val mass: Int  
}

Then when providing a concrete implementation we might have a **Triangle** class like:

class Triangle(val width: Float, val height: Float, colour: String): Shape(colour)  
{  
 // Provide our implemented property `mass` as req'd by the abstract Shape class  
 // Note: We could pass this in as a parameter to the constructor if we wished  
 // rather than hard-coding it to the same value for all Triangle instances.  
 override val mass: Int = 123

...

However, the above is a bit 'boiler-plate-y' so there is a more concise way to do this whereby we can put the put the override directly in the constructor, like this:

// Implementation of a Triangle class where we override the `mass` property in the  
// constructor  
class Triangle2(val width: Float, val height: Float, colour: String, override val mass: Int): Shape(colour)  
{  
 // `Shape` specified that we must implement a `calcArea` method - so we will!  
 override fun calcArea(): Float = 0.5f \* width \* height  
}

**Note**: Although `Shape` defines ***val* mass: Int** we are actually able to substitute this with ***var* mass: Int** without breaking the contract! This works because a **val** is a private field with a getter, while a **var** is a private field with a getter AND a setter – so the 'getter' part of the **var** satisfies the **val** part of the contract! =D

**Also**: In the abstract **Shape** class we specified that the **mass** property was an **Int**. If we changed this to be of type **Number** then we would be free to use **override val mass: Long** or such in the concrete implementation constructor because a **Long** is a type of **Number** so it still satisfies the contract!

## 5 - Singletons, Functions, Parameters, and Arguments

Just as a reminder and for definition purposes:

* ***Parameters*** are the list of one or more variable names and types that a function / method declares as its contract, for example, a method like **calcAverage(a: Float, b: Float)** requires precisely two Floats when calling it,  
    
  and then
* **Arguments** are the actual data you PROVIDE to methods, for example in a call to the above function like **calcAverage(2.0f, 4.0f)** the **2.0f** and **4.0f** values are the *arguments.*

To specify that there should only ever be a single instance of a given class in a Kotlin project (like a Singleton) we can simply use the **object** keyword. For example, if we had a data class like:

// Define a basic data class for a customer  
data class Customer(val id: UUID, val name: String)

Then we could have a singleton that creates a **Customer** via something like:

// Define an 'object class' which acts as a Singleton & cannot be instantiated  
object CustomerService {  
 // 'Factory'-type function that creates a customer for us.  
 // Note: By specifying `id` as UUID with a default value (provided by the  
 // call to the `UUID.createRandom()` method in this case) then that makes it  
 // OPTIONAL whether we provide this argument or not!  
 fun create(name: String, id: UUID = UUID.randomUUID()): Customer {  
 return Customer(id, name)  
 }  
}

To use the singleton **CustomerService** object class (not directly as we cannot do that) we would go:

// As 'object' classes cannot be instantiated we call through directly  
// to their methods (like using `Instance` - but more concise!)  
val c1 = CustomerService.create("John")  
  
// If we go to print the Customer we created then we get a random UUID  
// Prints: Customer(id=1d52dc9c-61a2-4508-91a4-066b0ee88367, name=John)  
*println*(c1)

In the above **CustomerService** objectclass / Singleton we are also specifying a default value for the **id** field (which is a **UUID**). Because we specified a default value, the second argument passed to **create()** does not need to be there and **UUID.randomUUID()** will be called - but if we *do* provide that argument then the **id** value provided will be used. For example:

val c2 = CustomerService.create("Sarah", UUID(10, 15))  
  
// As a UUID uses hexadecimal notation the value 10 in the most-significant bit  
// will be 'a' and the value 15 in the least-significant bit will be 'f'.  
// Prints: Customer(id=00000000-0000-000a-0000-00000000000f, name=Sarah)  
*println*(c2)

If we add a **discount** property to the **Customer** class then our **create()** method can become:

fun create(name: String, id: UUID = UUID.randomUUID(), discount: Double): Customer {  
 return Customer(id, name, discount)  
}

Then, because we have a default-parameter in the middle of our **CustomerServiceWithDiscount.create** method we have to NAME the **discount** variable if we want to use the default value for **id**. The other way to do this would be to adjust `create` so that the optional parameter is at the end, then we could call **create("Chris", 50.0)** and because we didn't specify the **id** parameter at all the default (i.e., grab a random one) behaviour would occur:

val c3 = CustomerServiceWithDiscount.create("Chris", discount = 50.0)  
*println*(c3)

Further, if we explicitly name our arguments as we provide them then their order does not have to match the constructor or the **create** method (should we be taking that route for instantiation). For example we can put **id** and *then* **name** without issue, should we wish:

val c4 = CustomerService.create(id = UUID(1, 1), name = "Lucy")

Finally, it's worth noting that ***ALL PARAMETERS ARE READ-ONLY*** in Kotlin – and if we try to assign a new value to a parameter our code will not compile:
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## 6 – Further Classes and Functions, Companion Objects, and Java/Kotlin Interaction

Even if we have a class that's declared **open** for subclassing / extending, this does NOT mean that we can use **override** to provide custom versions of **methods** from the base class – because in addition to classes, ***functions are also final by default****!* For example we cannot do the following*:*

open class Greeter {  
 fun hello() = "Hello!"  
}  
  
open class CasualGreeter: Greeter() {  
 // Cannot do this - original `hello` method is `final` by default!  
 override fun hello() = "What up?"  
}

The way we have to do things if we want to make functions overridable is, as you might have guessed, to also mark any ***functions*** we wish to override as **open**:

open class Greeter {  
 open fun hello() = "Hello!"  
}  
  
open class CasualGreeter: Greeter() {  
 // Now we CAN override the `hello()` method because we marked it as open!  
 override fun hello() = "What up?"  
}

If we wished to stop any further overrides of **CasualGreater.hello()** then we can mark the override as **final**:

open class CasualGreeter: Greeter() {   
 final override fun hello() = "What up?" // No further overrides allowed!  
}

So to re-iterate, an **open class** does NOT mean that functions are also open for overriding – we have to specifically mark any functions we may wish to override as **open** also!

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

// Let's define a simple Customer class..  
data class Customer(val name: String)  
  
// ..and an interface that'll apply to concrete versions of that class  
interface CustomerEventListener {  
 // Functions for events  
 fun customerSaved(customer: Customer)  
 fun customerDeleted(customer: Customer)  
}  
  
class ExplicitCustomerEventListener: CustomerEventListener {  
 override fun customerSaved(customer: Customer) {  
 *println*("Customer saved via Kotlin-side ExplicitCustomerEventListener!")  
 }  
  
 override fun customerDeleted(customer: Customer) {  
 *println*("Customer deleted via Kotlin-side ExplicitCustomerEventListener!")  
 }  
}  
  
class CustomerService {  
  
 // Define a companion object which will have a default name of `Companion`  
 // (yes, with a capital C).  
 // Note: The point of a companion object is to mimic having static functions  
 // or properties, which Kotlin does not \_really\_ support, but we use it to get  
 // equivalent functionality.  
 // Also: We could put `companion object Comp` or such if we wanted to give it a  
 // specific name, although I'm not sure why we'd ever really want to -  
 // `Companion` is a good default name.  
 companion object {  
 // It might seem weird to say `val` blah = mutableListOf... because `val`  
 // means immutable - but really what we're saying is that THE LIST'S  
 // ADDRESSis immutable, but the contents of the list are mutable and can  
 // change!  
 private val listeners = *mutableListOf*<CustomerEventListener>()  
  
 // Function to add a listener to our companion object list of listeners  
 // Note: We have to call this method via the class, that is:  
 // `CustomerService.addListener()`  
 // Also: Marking the class with the `@JvmStatic` notifier allows us the  
 // ability to directly access `CustomerServer.addListener` from Java  
 // without first having to go through this companion object!  
 @JvmStatic  
 fun addListener(listener: CustomerEventListener) {  
 listeners.add(listener)  
 }  
 }  
  
 fun save(customer: Customer) {  
 // If we want, we can create some objects and do some work here if we  
 // wanted, for example:  
 val someData = object {  
 val deletionTimestamp = LocalDateTime.now()  
 var x = 42  
 }  
 // We can also modify any `var` data outside of where it's declared  
 someData.x += 1 // Value is now 43  
  
 // The default iterator in a `forEach` loop is called `it` (short for  
 // 'iterator').. e.g., listeners.forEach { it.customerSaved(customer)  
 // ..but I prefer providing an explicitly named one as while it's more  
 // typing it's less cognitive load (at least to me)  
 listeners.*forEach* **{** listener **->** listener.customerSaved(customer)**}** }  
  
 fun delete(customer: Customer) {  
 // Alternatively from having a `someData` object where we have data and so  
 // some work, we can GET a `someData` object from a function, like this:  
 var someData = gatherData(customer)  
 someData.x += 2 // Value is now 46  
  
 listeners.*forEach* **{** listener **->** listener.customerDeleted(customer) **}** }  
  
 // Private method to construct and return a bunch of values / do some work /  
 // whatever we want.  
 // Note: If we declare this `gather` data as PUBLIC then we can no longer  
 // access any vals or vars declared within it! WTF?!  
 // Also: We can't call `println("gatherData was hit!"` or anything inside this  
 // `gatherData` method!  
 private fun gatherData(customer: Customer) = object {  
 val deletionTimeStamp = LocalDateTime.now()  
 var x = 44  
 }  
}  
  
// --------------------------------------------------------------------  
  
fun main() {  
  
 // Create an instance of CustomerService  
 val service = CustomerService()  
  
 // Let's add an explicit listener  
 val explicitListener = ExplicitCustomerEventListener()  
 CustomerService.addListener(explicitListener)  
  
 // Now let's add a customer and 'save'  
 val customerJohn = Customer("John")  
 *println*("\n--- Saving after adding an explicit CustomerEventListener from the Kotlin side ---")  
 service.save(customerJohn)  
  
 // If we didn't want to create an explicit class that implements  
 // our CustomerEventListener then we can create an anonymous one  
 CustomerService.addListener(object : CustomerEventListener {  
  
 override fun customerSaved(customer: Customer) {  
 *println*("Customer saved via anonymous Kotlin CustomerEventListener!")  
 }  
  
 override fun customerDeleted(customer: Customer) {  
 *println*("Customer deleted via anonymous Kotlin CustomerEventListener!")  
 }  
 })  
  
 *println*("\n--- Saving after adding an ANONYMOUS Kotlin-side CustomerEventListener ---")  
  
 // Now if we save our customer both the explicit AND the anonymous listeners get triggered  
 service.save(customerJohn)  
  
 // When we instantiate an instance of `SomeJavaClass` (in this example) we've set it to  
 // automatically add yet another CustomerEventListener to our CustomerService  
 //var javaClass = SomeJavaClass()  
  
 // We've written a Java class with a method to add another CustomerEventListener - so let's call it  
 SomeJavaClass.addJavaCustomerEventListenerViaCompanionObject()  
 *println*("\n--- Saving after adding a Java-side CustomerEventListener via the CustomerService companion object ---")  
 service.save(customerJohn)  
  
 // Because we added a `@JvmStatic` notifier to our `addListener` method we can now also go directly to addListener  
 // without having to go through the companion object in Java  
 SomeJavaClass.addJavaCustomerEventListenerDirectly()  
 *println*("\n--- Saving after adding a Java-side CustomerEventListener directly to CustomerService.addListener ---")  
 service.save(customerJohn)  
  
 // We can also get a reference to the companion object if we wish  
 val serviceCompanion = CustomerService.Companion

## 7 – Smart Casts and Type Checking

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

import kotlin.reflect.typeOf  
  
// Create a nullable object of type Any (so `Any?`) but ASSIGN it some String data!  
val *x*: Any? = "Hello, World!"  
  
// Define a class with another `x` Any? but containing String data  
class Obj {  
 var x: Any? = "Hello, World from the Obj class!"  
}  
  
fun main(args: Array<String>) {  
  
  
 // This executes EVEN THOUGH we declared x's type as `Any?` because the data it  
 // holds is actually String data!  
 if (*x* is String) {  
 *println*("x is a string with length: ${*x*.length} chars")  
 }  
  
 // We can invert the `is` method to mean "if x is NOT a String then..."  
 if (*x* !is String) {  
 *println*("x is NOT a string!")  
 }  
  
 // We can define a variable without a type then use the `as` keyword to assign   
 // one!  
 val a = *x* as String  
  
 // Or, we can make it a nullable via `as?` or `as String?`  
 // Note in both cases below, if x is a string then b & c will be that string,  
 // otherwise they will be null!  
 val b = *x* as? String  
 val c = *x* as String?  
  
 // We can use the `as?` safe-cast WITH the check for a nullable (`String?`)  
 val d = *x* as? String?: "x was NOT a string! =/"  
 *println*(d) // Prints "Hello, World!"  
  
 // Now if we redefine x's value as Int rather than String data and try it again  
 val y = 123  
 val e = y as? String?: "y was NOT a string! =/"  
 *println*(e) // Prints "x was NOT a string! =/"  
  
 // If we create an instance of our Obj class that has an x property defined   
 // like the top level one..  
 val obj = Obj()  
  
 // ..we can happily test for the type - and it works...  
 if (obj.x is String) {  
  
 // ..but we CANNOT check it's length because in the time between us doing   
 // the `is String` test and then us accessing a String property like   
 // length the object's type (remembering we declared Obj.x as `var`)  
 // could be changed from another thread!  
 //println(obj.x.length) <--- We cannot do this  
 }  
  
 // To get around the above issue we can safe-cast and check that entire cast   
 // expression for null, and then use a Kotlin helper function called `apply` to   
 // provide us with a `this` - where `this` is the thing that we 'applied'  
 // (so in our case a cast) - and the 'this' property is guaranteed to KEEP IT'S  
 // TYPE - so we can call `.length`!  
 (obj.x as? String)?.*apply* **{** *println*("obj.x is a string (\"${obj.x}\") and it's length is: ${this.length} chars")  
 **}**}

## 8 – Flow Control

Just to get our definitions lined up:

* An **expression** is a piece of code that returns a value, while
* A **statement** doesn't return anything.

In Kotlin flow-control the mechanisms **if**, **when**, and **try/catch** are ***expressions –*** while things like **for**, **while**, and **do/while** are ***statements.***

Let's start with our standard **Person** class:

data class Person(val name: String, val age: Int)

Now we'll create two people:

val p1 = Person("Alice", 42)  
val p2 = Person("Bob", 24)

The traditional way to do assignment following an `if` statement is as follows (and this works – but ignore the situation where both people might be the same age for now):

val oldest1: Person  
if (p1.age > p2.age)  
 oldest1 = p1  
else  
 oldest1 = p2  
  
*println*("1.) The oldest person is ${oldest1.name} who is ${oldest1.age}")

Obviously **oldest1** will be Alice as she's the oldest person at 42 compared to Bob's age of 24.

Because `if` is an ***expression*** (and as such returns a value) we could rewrite the above as follows and get the same result:

val oldest2: Person = if (p1.age > p2.age) p1 else p2  
*println*("2.) The oldest person is ${oldest2.name} who is ${oldest2.age}")

If we wanted to do some processing before returning a value from an expression then we could re-write it like this:

val oldest3: Person = if (p1.age > p2.age) {  
 // We can add as much code here as we want...  
 *println*(p1)  
  
 // ...and then the very last statement is the value that gets returned.  
 p1  
} else {  
 // We can again add as much code here as we want...  
 *println*(p2)  
  
 // ...and as before the very last statement is the value that gets returned.  
 p2  
}  
*println*("3.) The oldest out of the two people is ${oldest3.name} who is ${oldest3.age}")

Kotlin provides a **when** expression that acts like a ***switch statement*** and can be used for *when* values match one or more specific values or other criteria. If we use **when** in an assignment operation and don't cover all the possible cases then we must also specify a final ***else*** clause which acts as a *default* block fornone-of-the-above situations:

// Function to get a colour based on a person's age.  
// Note: This is an expression-body function (e.g., we use assignment rather than  
// return statement(s)) - but in this case we've got a big block of logic rather  
// than just a trivial 'assign-a-fixed-value' or a simple binary branch.  
// Also: Notice that we can define this function AFTER `main` but still CALL it  
// from main because it gets 'hoisted' to the top!  
fun getColourForPerson(person: Person): Color = when (person.age) {  
  
 // If the person's age is either 1 or 2 we'll return yellow  
 1, 2 -> Color.*YELLOW* // If the person's age is 18 we'll return red  
 18 -> Color.*RED* // If the person's age is within the inclusive range 30 to 50 (i.e., [30..50])  
 // we'll return orange  
 in 30..50 -> {  
 // Just like in 'Method 3' above, we can open a block and put as much code   
 // in it as we want, and then the FINAL line is the actual return value.  
 *println*("Person ${person.name}'s age (${person.age}) is in range 30..50!")  
  
 Color.*ORANGE* // Returned value}  
  
 // Or for all other cases (and this is required because we must ALWAYS return  
 // something) we'll return blue  
 else -> {  
 *println*("Person ${person.name}'s age (${person.age}) did not match any of our specific values or ranges so we've hit the `else` block!")  
  
 Color.*BLUE* // Returned value}  
}

We can then use the first method with our two people like this:

// Get colours for people  
*getColourForPerson*(p1) // Blue (42 hits 30..50 range)  
*getColourForPerson*(p2) // Orange (24 hits the else block)

Also, we could quite happily write the above as follows and it would be valid and work:

fun getColourForPersonMk2(person: Person): Color {  
 return when (person.age) {  
 1, 2 -> Color.*YELLOW* // As much other stuff as we want  
  
 else -> {  
 *println*("Couldn't find a matching person.age so returning blue!")  
 Color.*BLUE* }  
 }  
}

The **when** keyword can also be used as a **statement** (so it *doesn't* return anything), for example:

fun checkPasswordLength(password: String) {  
 when (password.length) {  
 1, 2, 3, 4, 5 -> *println*("Password too short: $password")  
 in 6..10 -> *println*("Password length weak: $password") // Note we have to use `in` for ranges specified with `..`  
 in 11..30 -> *println*("Password length medium: $password")  
 in 31..50 -> *println*("Password length strong: $password")  
 else -> *println*("Password too long: $password")  
 }  
}

Which might use via:

*checkPasswordLength*("foo") // Too short  
*checkPasswordLength*("foobarbaz") // Weak  
*checkPasswordLength*("foobarbaz2-ElectricBooglaloo") // Normal  
*checkPasswordLength*("fsdiojKLK3o30228942^^#~..93ffxFFd721,,=3641") // Strong  
*checkPasswordLength*("TheSkyAboveThePortWasTheColorOfTelevisionTunedToADeadChannel") // Too long

Finally, we can even use **try/catch** in expression-body methods, for example if we wanted to return a **Boolean** in a try/catch manner (and the return type **Boolean** is implied here), then we might go:

// Function to determine if a given hostname string is a valid IP address (and  
// demonstrate that we can also use try/catch in expression-body functions!)  
fun isValidIP(hostname: String) = try {  
 // Attempt to get an `InetAddress` from the hostname (this will throw us into  
 // the `catch` block if it fails)  
 InetAddress.getByName(hostname)  
 *println*("$hostname is a valid InetAddress.")  
  
 true // Returned value  
  
} catch (e: UnknownHostException) {  
 *println*("[WARNING]: $hostname is not a valid InetAddress!")  
  
 // Another option rather than returning false here is to throw the exception  
 // via `throw e` - but then the `false` part will never get returned!

false // Returned value  
} finally {  
 *println*("We always hit the finally block!") // Do any final tear-down etc. here  
}

We might then use this method like this (Note: in the above we don't *need* to have a finally block, it's entirely optional – so just use it if we wish to perform any final tear-down / de-allocation):

*isValidIP*("localhost") // Valid  
*isValidIP*("127.0.0.1") // Valid  
*isValidIP*("kotlinlang.org") // Valid (official kotlin website)  
*isValidIP*("ThisHostnameDoesNotExist.com") // INVALID

As a final note, Kotlin doesn't have ***checked exceptions –*** that is, calling potentially dangerous code that we we MUST place inside a try/catch block in case it fails – but what we can do instead is add the **@Throws** annotation to a potentially dangerous call and it'll throw any exception raised rather than falling over due to an unhandled exception. For example:

@Throws  
fun dangerouslyCloseInputStream(stream: InputStream) {  
 stream.close() // In Java this needs to be called inside a try/catch block!  
}  
  
// Kotlin doesn't make us declare that we might throw exceptions  
fun kotlinFuncThatThrowsException(someInt: Int) {  
 if (someInt == 123) throw Exception("I've fallen over and I can't get up!")  
}

If we run the latter as follows:

*kotlinFuncThatThrowsException*(122) // Nothing bad happens  
*kotlinFuncThatThrowsException*(123) // Exception throwing time!

// This never runs because the above exception wasn't caught =/  
*println*("Nah, I'm okay...")

Then we get the exception and it's pretty much game over for our process:
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## 9 – String Templates and Multi-Line Strings

**Escaped** **strings** are delimited (i.e., specified by enclosing things within) double quotes, like: **"foo"**

The 'escaped' part means we can put things like **/n** for a new line, or **/t** for a tab into the string – for example:

val *escapedString* = "Hello!\nOh, look - a new line!\n\tAnd\tsome\tTabbing!"

Would result in the string printing as:
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**Raw strings** are delimited by triple quotes, like: **"""bar"""**

Raw strings keep their formatting and allow us to multi-line stuff, for example if we wanted to define a string with multiple lines, blank lines, tabbing and spacing (in this example I'm using a simple GLSL vertex shader) – and we wanted to ***keep all that*** formatting data within the string - then we could do so like this:

val *vertexShader*: String = """#version 330  
  
uniform mat4 mvpMatrix;  
in vec4 vVertex;  
  
void main(void) {  
 // Transform the geometry  
 gl\_Position = mvpMatrix \* vVertex;  
}"""  
  
fun main() {  
  
 *println*("--- About to print vertex shader ---")  
 *println*(*vertexShader*)  
}

When we print out our raw string we can see that it's maintained the formatting it was defined with:

![](data:image/png;base64,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)

Figure 2 - Simple GLSL vertex shader.

If a string has a common level of indentation and we wish to strip that out we can do so via **trimIndent()**:

// A raw string with a common level of indentation  
val *rawStringWithCommonIndent* = """  
 The tabs in this  
 string will be  
 removed by trimIndent   
"""  
  
*println*(*rawStringWithCommonIndent*.*trimIndent*())

Which will result in the above printing:
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If we specify a margin character that we'll never otherwise use on the string (**"|"** is the default character) then we can also trim that via a call to **trimMargin()**:

val *rawStringWithMarginIdentifier* = """  
 |Anything left of  
 |the pipe symbol  
 |can be stripped out  
 |via `trimMargin()`.  
"""  
  
*println*(*rawStringWithMarginIdentifier*.*trimMargin*())

Will result in it being printed as:

![](data:image/png;base64,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)

We can use templating in strings to substitute values easily enough, for example:

val age: Int = 42  
val name: String = "Dave"  
val s: String = "$name is $age years old."  
*println*(s)

Will print: **Dave is 42 years old.**

And we can use templating with class properties, but we have to use curly braces to surround the substitution, for example:

val p = Person("Alice", 33)  
val personString = "${p.name} is ${p.age} years old."  
*println*(personString)

Will print: **Alice is 33 years old.**

It's easy enough to create a list of strings, for example:

var *myList* = *listOf*(  
 "Alpha",  
 "Bravo",  
 "Charlie"  
)

In the above we could have specified **listOf<String>** - but Kotlin uses *type-inference s*o is smart enough to figure this out from the data provided (and so we don't have to explicitly specify the type of data – however if the list was *listOf("Alpha", 2, false)* then it would be of type **List<Any>** - so do be careful.

**BIG WARNING IN UNDERLINED RED CAPS**: Lists are **immutable** in Kotlin – that is, you cannot add or remove anything to/from a list once you've created it. For mutable lists we must use **MutableList** (works nicely to add things of the same type) or the Java-side **ArrayList<T>** type (works nicely to add things which are NOT the same type – such as adding "four" to the ArrayList<Any> [1, 2, 3).

**Side Note**: To see the inferred type of something in IntelliJ IDEA or Android Studio you can place the text carat on the object then press **Ctrl+Shift+P** (on Windows/Linux) and it'll show the inferred type in a tooltip!

If we wanted the above list to be mutable then we could define it like this:

var *myMutableList* = *mutableListOf*("Alpha", "Bravo", "Charlie")

We can now add to the list via:

*myMutableList*.add("Delta")  
*println*(*myMutableList*) // [Alpha, Bravo, Charlie, Delta]

If we wanted to add something to our mutable listthat *wasn't a String* then we will have to create a new **ArrayList<Any>** and copy the original list into it, and THEN we can do that:

// We CANNOT add anything to our mutable `ArrayList<String>` which isn't a String!  
//myMutableList.add(123) // Nope!  
  
// But, if we want a list of `<Any>` that we can add any type of data to then we  
// can create one and copy the original list contents into it and modify our new  
// list!  
var mutableListOfAny = ArrayList<Any>(*myMutableList*)  
  
// Make sure our new list contains the copied contents (it does)  
*println*(mutableListOfAny) // [Alpha, Bravo, Charlie, Delta]  
  
// Make sure our new list is of type `Any` (it is)  
if (mutableListOfAny.*first*() is Any) {  
 *println*("secondList is a mutable list of `Any` - specifically it's type is: ${mutableListOfAny::class.*java*.*typeName*}")  
}  
  
// Now we can add other types of data to the mutable ArrayList, like so:  
mutableListOfAny.add(123)  
*println*(mutableListOfAny) // [Alpha, Bravo, Charlie, Delta, 123]

## 10 – References, Values, Types, and Equality

Kotlin handles equality differently to Java or C#, and instead of calling **.equals()** or such we just use the **equality operator ==**.

* **Structural equality** ('is this value the same as that value?') is performed via **==** but it uses the **equals()** method under the hood,
* **Referential equality** ('do this object and that object have the same memory address so are the same object?') is performed with the triple-equals **===**. In this case it's really a "if (thisMemoryAddress == thatMemoryAddress)" kinda deal under the hood.

Note: The not-equal-to version of *structural equality* is **!=** , and the not-equal-to version of *referential equality* is **!==**.

Let's run through some equality checks – starting with structural equality of Strings:

// String comparisons typically use == rather than calling `a.equals(b)`  
var a = "Hello"  
var b = "Hello"  
if (a == b) {  
 *println*("String a and b are equal.") // This prints  
}  
else {  
 *println*("String a and b are NOT equal.")  
}

Standard **==** is case-sensitive, but we can use `**a.equals(b)**` if we wanted to handle case sensitivity in a specific way:

// Comparisons are case-sensitive by default..  
var c = "HELLO"  
if (a == c) {  
 *println*("String a and string c are equal.")  
} else {  
 *println*("String a and string c are NOT equal.") // Case-sensitivity means this prints  
}  
  
// ..but we can use case-insensitive techniques  
if (a.*equals*(c, ignoreCase = true)) {  
 // When case-insensitive the strings ARE equal  
 *println*("String a and string c are equal when we use case-insensitive comparison.")  
} else {  
 *println*("String a and string c are NOT equal.")  
}

If we have a regular (non-`data`) class then component-wise equality checks will ***fail****:*

class NonDataPoint2D(val x: Number, val y: Number)

val ndp1 = NonDataPoint2D(1, 2)  
val ndp2 = NonDataPoint2D(1, 2)  
  
// Structural INEQUALITY check  
if (ndp1 != ndp2) {  
 *println*("ndp1/2 are NOT equal despite having the same data as NonDataPoint2D is not a data class so it not component-wise checked!") // This prints!  
} else {  
 *println*("ndp1 and ndp2 ARE equal to each other - just kidding, I will never run!")  
}

However if we have a **data class** and two objectx with identical data then the structural equality check will ***pass****:*

class NonDataPoint2D(val x: Number, val y: Number)

val p1 = Point2D(1, 2)  
val p2 = Point2D(1, 2)

if (p1 == p2) {  
 // This prints due to all data being the same AND the class being defined as  
 // a `data class` so Kotlin can perform component-wise comparison of properties  
 *println*("p1 IS structurally equal to p2 (i.e., via '==')")  
} else {  
 *println*("p1 is NOT structurally equal to p2 (i.e., via '==')")  
}

We can check 'are these two things the same object' via **referential equality's** triple-equals (**===)**:

// Referential equality check via triple equals sign  
if (p1 === p2) {  
 *println*("p1 IS referentially equal to p2 (i.e., via '===')")  
} else {  
 *println*("p1 is NOT referentially equal to p2 (i.e., via '===')") // This prints due to them being separate, unique objects  
}

And we can null check things via structural equality as we might expect:

// We can compare null to null using `structual equality`  
// Note: Obviously we would not be able to call `if (p3.equals(null))` because if p3 WAS null we can't call anything on it!  
val p3: Point2D? = null  
if (p3 == null)  
{  
 *println*("p3 IS equal to null.") // This prints  
} else {  
 *println*("p3 is NOT equal to null.")  
}

## 11 – Collections and Streams

As we've seen, Kotlin collections typically come in immutable (default) and mutable flavours. By mutable we mean not only that we can modify the existing data in the list, but that we can add or remove values in the list (which we cannot do in immutable lists). We can create lists like this:

// Create an IMMUTABLE list of ints (the type is inferred from the data we provide)  
val *immutableNumbersList* = *listOf*(1, 2, 3)  
  
// Create a MUTABLE list of ints  
val *mutableNumbersList* = *mutableListOf*(1, 2, 3)

// We can't modify data in immutable lists, neither can we add or remove elements from them  
//immutableNumbersList.add(4) // FAIL - no such `add` method  
//immutableNumbersList.removeAt(0) // FAIL - no such `removeAt` method

We can only modify or add/remove values in mutable lists, as we'd expect:

// Because we declared our mutable list as `val` (i.e., const) but it's a MUTABLE  
// list we can change the list contents but the memory address of the list will  
// always remain the same!  
*MutableNumbersList*[0] = 99  
  
// That is, because we declared our mutable list as `val` we CANNOT assign it to be  
// a new, different list:  
val mutableNumbersList2 = *mutableListOf*(4, 5, 6)  
//mutableNumbersList = mutableNumbersList2 // FAIL - `mutableNumbersList` is a val

Again, as we might expect we can add values to mutable lists but not immutable lists:

*mutableNumbersList*.add(4) // OK  
*mutableNumbersList*.remove(2) // OK - removes first instance (ONLY!) of value 2  
*mutableNumbersList*.removeAt(0) // OK - removes element AT index 0  
*mutableNumbersList*.removeLast() // OK - removes last element (the 4 we just added)

**Sets** are lists that do not / cannot contain duplicate elements:

// Sets are essentially lists that may not contain duplicate elements. It's not  
// that we cannot attempt to place duplicate elements in a set, it's that if we do  
// then only a single copy of the duplicate element is included in the set's data!  
val *validImmutableSet* = *setOf*(1, 2, 3)  
val *trimmedImmutableSet* = *setOf*(1, 1, 2, 2) // Printing this results in only: [1, 2] as duplicate values are ignored!  
  
// We use the same mechanism as lists to create mutable sets (the `val` part again meaning we can't reassign the set to  
// another one, but we are still free to modify the set contents).  
val *validMutableSet* = *mutableSetOf*(1, 2, 3)

Maps are essentially Key/Value Pairs – we can create elements in a map using the **to** keyword or by creating **Pairs** directly (we can also mix-and-match as they're equivalent):

val nameToAgeImmutableMap = *mapOf*(Pair("Alice", 22), "Bob" *to* 33)  
val nameToAgeMutableMap = *mutableMapOf*("Colin" *to* 44, "Debbie" *to* 55)  
  
*print*("Our map of names to ages is: $nameToAgeImmutableMap")  
  
// We can add to elements mutable maps, or adjust values in mutable maps (but NOT keys - keys are final!)  
// Note: The only way to essentially change keys is to remove the element with the key (keeping not of the value)  
// then adding a new entry in the map with a new key but the old value  
nameToAgeMutableMap["Eric"] = 66  
*println*("Eric's age is: ${nameToAgeMutableMap["Eric"]}") // 66  
nameToAgeMutableMap["Eric"] = 67  
*println*("A year has passed and Eric's age is now: ${nameToAgeMutableMap["Eric"]}") // 67  
  
// Eric changes his name to Erica (remove & re-add as keys are final)  
// Note: `ericsAge`'s data type is Int? because if the key doesn't exist the value returned will be null!  
val ericsAge = nameToAgeMutableMap["Eric"]  
nameToAgeMutableMap.remove("Eric")  
nameToAgeMutableMap["Erica"] = 68  
*println*("Erica's age is: ${nameToAgeMutableMap["Erica"]}")  
  
// Sets are essentially lists that may not contain duplicate elements. It's not that we cannot attempt to place  
// duplicate elements in a set, it's that if we do then only a single copy of the duplicate element is included in the  
// set's data!  
val validImmutableSet = *setOf*(1, 2, 3)  
val trimmedImmutableSet = *setOf*(1, 1, 2, 2) // Printing this results in only: [1, 2] as duplicate values are ignored!  
  
*println*("Duplicate values are not allowed in sets, so while we gave the data [1, 1, 2, 2] this set only contains: $trimmedImmutableSet")  
  
  
// When we create mutable sets we can add or remove elements, but we can't change existing elements  
// Note: Sets are UNORDERED DATA so we shouldn't do stuff based on element indexes (or even care what the element  
// indices are, really) - instead we should do stuff based on the values contained (or not contained) in the set!  
val mutableSet = *mutableSetOf*(1, 2, 3)  
*println*("Original mutable set is: $mutableSet")  
  
//validMutableSet[0] = 99; // FAIL - cannot modify elements directly  
  
// The way we might modify the above mutable set to change element 0 from the value 1 to the value 99 would be like this:  
if (mutableSet.contains(1)) {  
 mutableSet.remove(1)  
 mutableSet.add(99)  
}  
*println*("Modified mutable set is now: $mutableSet") // [2, 3, 99]  
  
  
// We can create immutable lists of classes..  
val rectangles = *listOf*(Rectangle()) // List containing 1 element  
// ..and assign child/sub classes to parent/super classes just fine. This works due to covariance.  
val shapes : List<Shape> = rectangles // OK!  
  
// A Shape cannot do a Rectangle thing because it's not a Rectangle - it's a Shape! (so it doesn't have `doRectangleThing`)  
//shapes[0].doRectangleThing()  
  
// And we cannot access elements that's don't exist  
//val someShape = shapes[2] // FAIL! Generates a `IndexOutOfBoundsException` at runtime (but is allowed at compile time)  
  
// We CANNOT assign a mutable list of a subtype to a mutable list of its parent type due to INVARIANCE, i.e., a  
// MutableList<Rectangle> is NOT a subtype of MutableList<Shape>! Internally this is because the immutable type  
// `List` is defined `List<out E>`which means it's covariant, however the type `MutableList` is defined  
// MutableList<E>` which means that it's INVARIANT!  
//  
// This is an important point to let's go over it again - a mutable list  
//  
val mutableRectangles = *mutableListOf*(Rectangle())  
//val mutableShapes : MutableList<Shape> = mutableRectangles // FAIL!  
  
  
*/\*\*\* CIRCLE BACK TO THIS BECAUSE I DON'T FULLY UNDERSTAND INVARIANCE / COVARIANCE / CONTRAVARIANCE ETC \*\*\*/*

## 12 – Loops and Iteration

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

package com.example  
  
fun main() {  
  
 // ----- For loops -----  
 // The traditional for loop in Kotlin is like:  
 // `for (i in min..maxInclusive) { /\* Do something with i \*/ }  
 for (i in 1..10) {  
 *println*("Regular for-loop value is: $i") // Prints blah 1 to blah 10 (so 11 iterations in total because the x..y is INCLUSIVE not half-open!)  
 }  
  
 // We can also step by values - but, step values must be POSITIVE!  
 // Note: If we change the end condition to -10 the loop won't run, because you can't step from 1 through to -10 by ADDING 2 each time!  
 for (i in 1..10 *step* 2) {  
 *println*("Stepping by 2 loop value is: $i") // Prints 1/2/5/7/9 because we terminate when 1 <= i <= 10 is no longer true (e.g., when we hit 11)  
 }  
  
 // As such, if we wanted a downward loop then we can use `downTo` keyword like this..  
 for (i in 1 *downTo* -10 *step* 2) {  
 *println*("Stepping downwards loop value is: $i") // Prints 1/2/5/7/9 because we terminate when 1 <= i <= 10 is no longer true (e.g., when we hit 11)  
 }  
  
 // Doing this over a collection can be done with the `in` keyword as we might expect  
 val numbers = *listOf*(1, 2, 3)  
 for (i in numbers)  
 {  
 *println*("Looping over numbers using the `in` keyword: $i") // Prints 1/2/3  
 }  
  
 // Alternatively we can use the `forEach` method of any collection  
 numbers.*forEach* **{** n **->** *println*("Looping over numbers using the `forEach` method: $n") **}** // Note: If we use `forEach` but don't NAME the parameter then it's going to be called `it` (short for 'iterator')  
 numbers.*forEach* **{** *println*("Looping using `non-named forEach`: $**it**") **}**  
  
 // ----- While loops -----  
 var i = 0;  
 while (i < 3) {  
 *println*("In our while loop i is $i (we'll exit when `i < 3` is no longer true)")  
 ++i // Prefix add-1 used here, but postfix `i++` or `i += 1` is also fine etc.  
 }  
  
  
 // ----- Do-While loops -----  
 // Loop picking a random index and keep going until the value at that index (in our `numbers` list) is 3  
 do {  
 val index = (Math.random() \* numbers.size).toInt(); // Get a random index within the size of the list  
 val exitNumber = numbers[index] // Grab the value at that index  
  
 // Print some stuff so we know the loop's actually running and what it's up to  
 if (exitNumber == 3) {  
 *println*("Picked exit number: $exitNumber - so we'll exit!")  
 } else {  
 *println*("Picked exit number: $exitNumber - it's not 3 so we'll keep going!")  
 }  
 } while (exitNumber != 3) // Bail when we get the value 3 (which is at index 2 of our list)  
  
  
 // ----- Breaking to Labels ----  
 outer@ // Define our `outer` label  
 for (i in 1..100) {  
 for (j in 1..10)  
 {  
 *println*("In nested loop i is $i and j is $j")  
 if (i == 1 && j == 3) {  
 break@outer // This breaks us out of BOTH loops! Note: We CANNOT have a space in this statement, e.g., `break@outer` is legal but `break@outer` is ILLEGAL!  
 }  
 }  
 }  
 *println*("We broke out of some nested loops!")  
  
  
 // ----- Iterating over Maps -----  
 val people = *mapOf*("Alice" *to* 22, "Bob" *to* 33)  
  
 // Basic usage via first/second  
 for (person in people) {  
 *println*("first/second technique: ${person.key} is ${person.value} years old.")  
 }  
  
 // Nicer / better usage where we provide names for first/second!  
 for ((name, age) in people) {  
 *println*("named technique: $name is $age years old.")  
 }  
  
}

## 13 – VarArg Parameters

To pass a varying number of parameters to a function we use the **vararg** keyword when specifying function parameters.

We can pass Arrays as **vararg**s if we use the spread operator \*, for example:

val names : Array<String> = *arrayOf*("Alice", "Bob", "Claire")

// This can be called via: `printNamesSimple(\*SOME\_ARRAY\_OF\_STRINGS)`  
fun printNamesSimple(vararg names: String) {  
 for (name in names)  
 *println*(name)   
}  
  
// If we have a parameter BEFORE a vararg parameter then we can use it like: `printNamesWithGreeting1("Hi", \*names)`  
fun printNamesWithGreeting1(greeting: String, vararg names: String) {  
 for (name in names)   
 *println*("$greeting, $name")  
}  
  
// BUT, if we have parameters AFTER a vararg then we have to NAME them when we call  
// the functions, so to call this we'd go:  
// `printNamesWithGreeting2(\*names, greeting = "Hey there")`  
fun printNamesWithGreeting2(vararg names: String, greeting: String) {  
 for (name in names)   
 *println*("$greeting, $name")  
}  
  
// To pass the vararg as a collection to another function that takes a vararg  
// argument then we have to use the spread operator again when we pass it – so   
// `\*names` rather than just `names` as the incoming argument is called!  
fun printNamesWithHeader(vararg names : String, header : String) {  
 *println*("=== $header ===")  
 *printNamesSimple*(\*names)  
}  
  
// Finally, if our function took a LIST of Strings rather than an array then we  
// cannot use the spread operator to pass it to a function that takes a vararg -  
// however, we can easily convert the list to an array and then we can again use  
// the spread operator again and we're good to go!  
fun printNamesWithHeaderFromList(names : List<String>, header : String) {  
 *println*("=== $header ===")  
 *printNamesSimple*(\*names.*toTypedArray*())  
}  
  
fun main() {  
 *printNamesSimple*(\*names)  
 *printNamesWithGreeting1*("Hola", \*names)  
 *printNamesWithGreeting2*(\*names, greeting = "Hi there")  
 *printNamesWithHeader*(\*names, header = "Best Employees")  
 val namesList = names.*toList*()  
 *printNamesWithHeaderFromList*(namesList, "Blurst Employees")  
}

## 14 – Filtering Data in Collections

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

// Create a list of numbers going from 1 to 100  
// CAREFUL: listOf(1..100) will NOT create the list we want - it'll just have a single `[1..100]` element!  
val numbers = (1..100).*toList*()  
  
// Find all the values which are divisible by 9  
// Note: When using `filter` or `filterNot` we're specifying some condition that  
// evaluates to a boolean - if the result is true then we include the item,  
// otherwise we don't (`filterNot` only includes the item when the condition is  
// false!).  
val mod9Numbers = numbers.*filter* **{** n **->** n % 9 == 0 **}***println*("All mod 9 numbers: $mod9Numbers")  
  
// Find all the values which are NOT divisible by 9  
val notMod9Numbers = numbers.*filterNot* **{** n **->** n % 9 == 0 **}***println*("All NOT mod 9 numbers: $notMod9Numbers")  
  
// Find the first and last mod 9 numbers in our list  
val firstMod9 = numbers.*first* **{ it** % 9 == 0 **}**val lastMod9 = numbers.*last* **{ it** % 9 == 0 **}***println*("The first mod9 number is $firstMod9 and the last one is $lastMod9")  
  
// Find the first number over 100 and the last number less than 50  
// Note: The types of these two variables are `Int?` because if the condition isn't  
// met at all then the result will be null - this is fine as long as we know to  
// expect that we MIGHT get a null result and don't try to use it for anything  
// substantial (like calling a function on it, etc.)  
val firstOver75 = numbers.*find* **{ it** > 75 **}**val lastUnder50 = numbers.*findLast* **{ it** < 50 **}***println*("The first number over 75 is: $firstOver75 and the last number less than 50 is: $lastUnder50")  
  
// We can check if any values are below zero using `any`.. (result is: false)  
val containsNegativeNumbers = numbers.*any* **{ it** < 0 **}***println*("Does our list contain any negative values?: $containsNegativeNumbers")  
  
// ..or the opposite of `any` is `none` which will return true only if all elements  
// DO NOT match the criteria (i.e., if calling `.none` on some collection and  
// specifying a criteria would return an empty set).  
val onlyContainsPositiveValues = numbers.*none* **{ it** < 0 **}***println*("So you're saying that the numbers list only contains positive values, yeah?: $onlyContainsPositiveValues") // true  
  
// To perform MULTIPLE operations on a collection without ending up with lots of  
// temporary lists as we perform the processing then we need to first convert the  
// collection to a `Sequence` - then we can do multiple things like:  
val numberSequence = numbers.*asSequence*()  
 .*filter* **{ it** % 2 == 0 **}** // Filter to include only even numbers..  
 .*filter* **{ it** > 23 **}** // ..which are greater than 23..  
 .*filter* **{ it** < 31 **}** // ..but less then 31.  
*println*("The numbers that are even, > 23 && < 31 are: ${numberSequence.*toList*()}")

## 15 – Running Map, Reduce, and Sort on Collections

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

package com.example  
  
// Import required to use reflection on our `MyResult` object.  
// Note: `kotlin-reflect` is not added to projects by default so we have to add it manually (in IntelliJ IDEA) by going  
// to File | Project Structure | Libraries then clicking the [+] button to add a new one. Select "From Maven Repository"  
// then search for `kotlin-reflect`, pick the appropriate version and add it to the project.  
import kotlin.reflect.full.*declaredMemberProperties*data class Person(val name: String, val age : Int)  
  
val *people* = *listOf*(  
 Person("Alice Aardvark", 33),  
 Person("Bob Bentley", 22),  
 Person("Claire Carver", 44)  
)  
  
val *emptyPeopleList* = *emptyList*<Person>()  
  
// Map converts a collection of elements into another collection of elements by performing operations on each one  
// Note: This `MyResult` object is a singleton and CANNOT be declared inside a function - it must be at the package level like this!  
object MyResult {  
  
 // Extract all ages into a list  
 val ages = *people*.*map* **{ it**.age **}** // Extract all first names by first taking just the names and then of those names just taking the part before  
 // the space between first and last names in the `name` string.  
 val firstNames = *people*.*map* **{ it**.name **}**.*map* **{ it**.*substringBefore*(" ") **}** // Get a total age by taking a list of all the ages then adding them via the `reduce` operation - where the  
 // accumulator (acc) starts at zero and then we add `i` (the i-th value in that list of ages) to it for each  
 // age in the list.  
 // CAREFUL: If we give this an empty list it will produce a runtime error because we can't add nothing to the accumulator!  
 val totalAge = *people*.*map* **{ it**.age **}**.*reduce* **{** acc, i **->** acc + i **}** // So just to be clear, this produces a runtime error ("Empty collection can't be reduced")  
 //val runtimeErrorTotalAge = emptyPeopleList.map { it.age }.reduce { acc, i -> acc + i }  
  
 // As such, a safer way of doing this is by using `fold` rather than `reduce` - which allows us to provide a default  
 // value should we be provided with an empty list!  
 val safeTotalAge = *people*.*map* **{ it**.age **}**.*fold*(0) **{** acc, i **->** acc + i **}** // But this version doesn't cause a runtime error! =D  
 val safeTotalAgeOfEmptyList = *emptyPeopleList*.*map* **{ it**.age **}**.*fold*(0) **{** acc, i **->** acc + i **}** // There is a much simpler way of doing this map/fold to get the total age - which is...  
 val safeSummedTotalAge = *people*.*sumOf* **{ it**.age **}** // ..and it's also safe to use on empty lists.  
 val safeSummedTotalAgeOfEmptyList = *emptyPeopleList*.*sumOf* **{ it**.age **}** // We can sort mapped lists easily enough, and we can reverse the result of the sort to have the sort go high-to-low.  
 // Note: You would think you could just pass an bool to `sorted()` to sort high-to-low - but you can't.  
 val sortedAges = *people*.*map* **{ it**.age **}**.*sorted*()  
 val reverseSortedAges = *people*.*map* **{ it**.age **}**.*sorted*().*reversed*()  
  
 // We can get the people list sorted by age like this:  
 val peopleSortedByAge = *people*.*sortedBy* **{ it**.age **}** val emptyPeopleSortedByAge = *emptyPeopleList*.*sortedBy* **{ it**.age **}** // Or we can get the names sorted by age like this:  
 // Note: We first sort the elements by age, then we use `map` to extract the name from that element (then map again  
 // to only take the first names in this instance)  
 val namesSortedByAge = *people*.*sortedBy* **{ it**.age**}**.*map* **{ it**.name **}**.*map* **{ it**.*substringBefore*(" ")**}**}  
  
fun main() {  
 // Create a list of numbers 1..10  
 val numbers = (1..10).*toList*()  
  
 *println*("The list of people's ages is: ${MyResult.ages}")  
 *println*("The list of people's first names is: ${MyResult.firstNames}")  
 *println*("The combined age of the people is: ${MyResult.totalAge}") // 22 + 33 + 44 = 99  
 *println*("The safe version of the combined age of the people is: ${MyResult.safeTotalAge}")  
 *println*("The total age of an empty list of people is: ${MyResult.safeTotalAgeOfEmptyList}") // 0  
 *println*("The simpler but also safe `sumOf` people's ages is: ${MyResult.safeSummedTotalAge}")  
 *println*("sumOf` doesn't runtime error when given an empty list - the total age is: ${MyResult.safeTotalAgeOfEmptyList}")  
 *println*("Sorted ages are: ${MyResult.sortedAges}")  
 *println*("Reverse sorted ages are: ${MyResult.reverseSortedAges}")  
 *println*("People sorted by age is: ${MyResult.peopleSortedByAge}")  
 *println*("The `sortedBy` operation is empty list safe - empty list sorted by age is: ${MyResult.emptyPeopleSortedByAge}")  
 *println*("The list of names sorted by age is: ${MyResult.namesSortedByAge}") // Bob (22), Alice (33), Claire (44)  
  
 // The easier way to print out all of the above is to use reflection.  
 // Note: Without adding the `kotlin-reflect` library then importing `kotlin.reflect.full.declaredMemberProperties`  
 // this code will produce a compile-time error as Kotlin won't know what `declaredMemberProperties` is!  
 MyResult::class.*declaredMemberProperties*.*forEach* **{** *println*("$**it**.name: ${**it**.get(MyResult)}")  
 **}**}

## 16 – Working with Ranges and Progressions

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

// Ranges are can be specified in a variety of ways, for example they can specified  
// via the range operator `..`.  
// Note: The type of this range is `IntRange`.  
// Also: Ranges are immutable!  
val myRange = 1..4 // Produces the inclusive range [1, 2, 3, 4]  
  
// We can create an IntRange object directly if we wish:  
val equivalentRange = IntRange(1, 4) // Also creates inclusive range [1, 2, 3, 4]  
  
// Ranges can also be created using the `until` keyword which produces a HALF-OPEN  
// range [) - that is, it INCLUDES the start value but EXCLUDES the end value.  
// Note: Internally the `until` keyword uses the .. range operator and just  
// subtracts 1 from the end value!  
val myHalfOpenRange = 1 *until* 4 // Produces the range [1, 2, 3]  
  
// When we go to print a range they'll print the range definition rather than each  
// element in the range:  
*println*(myRange) // Prints "1..4"  
*println*(myHalfOpenRange) // Prints "1..3"  
  
// To access each element we can either use a for loop like this:  
for (value in myRange) *println*("Access range elements via loop: $value")  
  
// Or we can use forEach on the range directly:  
myRange.*forEach* **{** *println*("Access range element Via forEach: $**it**") **}**// We can happily map / reduce / fold stuff on ranges - for example:  
val arrayOfWhetherEachValueIsEvenOrNot = myRange.*map* **{ it** % 2 == 0**}** // [false, true, false, true]  
*println*("Which values are even?: $arrayOfWhetherEachValueIsEvenOrNot")  
  
val sumOfRangeMapReduce = myRange.*map* **{ it }**.*reduce* **{** acc, i **->** acc + i **}***println*("Sum of range via map/reduce: $sumOfRangeMapReduce") // 10  
  
val sumOfRangeNicer = myRange.*sumOf* **{ it }***println*("Sum of range via sumOf: $sumOfRangeNicer") // 10  
  
val averageOfRange = myRange.*sumOf* **{ it }**.toFloat().div( myRange.*count*() )  
*println*("Average of range: $averageOfRange") // 2.5  
  
  
// To create ranges that decrease in value we can use the `downTo` keyword  
// Note: The type of this range is `IntProgression` and not `IntRange` as it was above!  
val downwardRange = 4 *downTo* 1  
*println*("Downward range is: $downwardRange") // Actually prints "4 downTo 1 step 1"  
*println*("Downward range as list is: ${downwardRange.*toList*()}") // Prints "[4, 3, 2, 1]"  
  
// We can also create ranges that change by values other than 1 or -1 per using the  
// `step` keyword:  
val everyThirdNumber = 1 *until* 10 *step* 3  
*println*("Every third number between [1, 10) is: ${everyThirdNumber.*toList*()}") // Prints "[1, 4, 7]"  
  
// In a neat little twist, we can also use step on existing ranges - here we'll  
// grab every other value in a range.  
// Note: Whenever we get an `IntProgression` it'll print as "[Start] until/downTo [End] step [StepValue]" - so just putting `toList()` on it gets us the actual  
// values in the progression.  
val anotherRange = 55..64  
val firstThenEveryOtherValue = anotherRange *step* 2  
*println*("The first value then stepping by 2 over the range 55..64 gets us: ${firstThenEveryOtherValue.*toList*()}") // [55, 57, 59, 61, 63]  
  
// We can create char ranges just as easily  
val alphabet = 'a'..'z' // This is a CharRange  
val alphabetBackwards = 'z' *downTo* 'a' // This is a `CharProgression`  
*println*("Alphabet: ${alphabet.*toList*()}")  
*println*("Reversed alphabet: ${alphabetBackwards.*toList*()}")  
  
// We can check if a value is in a range in two different (and equivalent) ways:  
val contains42\_mk1 = 42 in myRange // Is 42 an element of myRange?  
val contains42\_mk2 = myRange.contains(42) // Equivalent to the above using `contains`  
*println*("Is 42 an element of myRange via `in`?: $contains42\_mk1") // false  
*println*("Is 42 an element of myRange via `contains`?: $contains42\_mk2") // false  
  
// We can combine ranges of the same type or of different types (including non-  
// range/progress types) as we wish.  
// Note: If the types are different then our combined list becomes of type  
// `List<Any>`.  
// Also: We'll make this a mutable list so we can add to it in a bit  
val allRanges = *mutableListOf*(myRange, downwardRange, averageOfRange, alphabet, contains42\_mk1)  
*println*("All ranges is: $allRanges") // [1..4, 4 downTo 1 step 1, 2.5, a..z, false] - so we have [IntRange, IntProgression, float, CharRange, Boolean] here!

If we wanted to print everything from our `allRanges` list (and we'll add a nested list to that just to make things interesting) then we can write a function to do so like this:

// Function that either adds something to a string, or if the 'something' is  
// iterable recursively calls itself and looks at THAT thing then either adds THAT  
// thing or if it's an Iterable recursively calls itself etc. Haha. At the end of  
// the day we get a string back of everything from every list (going as deep as the  
// provided structure goes) =D  
fun getStringOfEverythingInIterable(stuff: Iterable<\*>) : String {  
 var s: String = ""  
 for (item in stuff) {  
 when (item) {  
 is Iterable<\*> -> s += *getStringOfEverythingInIterable*(item)  
 else -> s += item.*toString*()  
 }  
 }  
 return s;  
}

Then use it like this:

// Create a nested list that contains other lists and add that to `allRanges`  
var nestedList = *listOf*("Beatles", *listOf*("Abbey Road", "Revolver", "Beastie Boys", *listOf*("Ill Communication", "Check Your Head")))  
allRanges.add(nestedList)  
  
// Print out every element of the allRanges list  
var stringOfEverything = *getStringOfEverythingInIterable*(allRanges)  
*println*("Everything from every element of every list, lol: $stringOfEverything")

## 17 – Extension Functions

**Extension functions** allow us to add new functions and properties to existing classes without modifying the existing class, Whatso we can guarantee that all existing functionality works as well as it ever did and that we haven't broken anything – but we can also use our ***new*** functionality that we added via our extension functions.

As a side note, any extension functions we write are, under the hood, added as *static helpers -* but what it *looks like* when we use them is that they are native functionality of the classes!

package com.example  
  
// Note: To make the below javafx imports available I needed to install org.openjfx.controls. I chose version 20 (from  
// March 2023) and including any transitive dependencies in the install (so I believe it pulls in `org.openjfx.base`).  
// To do this in IntelliJ IDEA go to File | Settings | Project Structure then click on Libraries and the click the [+]  
// button and select Maven as the source, then search for 'openjfx' and the package you want then click [Install].  
// The exact package I installed was: org.openjfx:javafx-controls:20  
import javafx.application.Application  
import javafx.scene.Node  
import javafx.scene.Scene  
import javafx.scene.control.Button  
import javafx.scene.control.Label  
import javafx.scene.layout.Pane  
import javafx.scene.layout.VBox  
import javafx.stage.Stage  
  
// This is our extension method to add a label to whatever VBox object we call it on - simples!  
// Note: Pane is the superclass of lots of containers like VBox, HBox, etc. so it makes sense to use that and we can  
// still call the extension function on anything that is a type-of Pane :)  
fun Pane.addLabel(text: String) = *children*.add(Label(text))  
  
// Same as above but for a Button - in this case we RETURN the Button so we can call `setOnAction` on it!  
fun Pane.addButton(text: String) : Button {  
 val btn = Button(text)  
 *children*.add(btn)  
 return btn  
}  
  
// Alternate way to add a button using Kotlin's `apply` keyword. Using this method we first CREATE and RETURN the thing  
// we want by making the function a method-body function (i.e., we used `= <SOMETHING`) - but then we use `apply` and  
// open some braces in which we access the Pane (the thing this method operates on) via `this@addButtonViaApply`, and  
// from THAT we can call `children.add` to add the initially created button! It's a bit new / confusing to me to do  
// things this way tbh - but I'm sure it's possible to get used to it (or if not just use the style of the version  
// above!).  
fun Pane.addButtonViaApply(text: String) = Button(text).*apply* **{** this@addButtonViaApply.*children*.add(this)  
**}**// We could take this even further and crunch the `children.add` down to just `add` if we really wanted like this:  
// Note: Usage would then be wherever we call `children.add` we just call `add` - like, we could replace this in the  
// above `addButtonViaApply` if we really wanted.  
fun Pane.add(node: Node): Pane {  
 *children*.add(node)  
 return this  
}  
  
class MyApp : Application() {  
  
 // Our start method that sets up the window of a javafx application.  
 // Note: Our `primaryStage` is essentially the top-level window of our application.  
 override fun start(primaryStage: Stage) {  
 // Place a vertical box layout as the root element of our window  
 val root = VBox()  
  
 // Add a simple Label to our root VBox - this works, but it's a bit verbose.. so it would be nicer if we could  
 // write an extension method that does the below but with a cleaner syntax like `root.label("Hello, Kotlin!")  
 //root.children.add(Label("Hello, Kotlin!")) // Kinda chonky...  
 root.*addLabel*("Hello, Kotlin!") // How nice was that?!  
  
 // Button click counter  
 var clickCount = 0  
  
 // Same with a button - OG way (6 lines):  
 /\*  
 val btn = Button("Click Me!")  
 btn.setOnAction {  
 ++clickCount  
 println("Clicked $clickCount time(s)!")  
 }  
 root.children.add(btn);  
 \*/  
  
 // ..cleaner way using an extension method (5 lines):  
 /\*  
 val btn = root.addButton("Click Me!")  
 btn.setOnAction {  
 ++clickCount  
 println("Clicked $clickCount time(s)!")  
 }  
 \*/  
  
 // ..EVEN cleaner way by using our extension method and chaining the `setOnAction` addition (4 lines):  
 // Note: Obviously this is for when you don't need to hold a reference to the created button for any later use.  
 root.*addButton*("Click Me!").setOnAction **{** ++clickCount  
 *println*("Clicked $clickCount time(s)!")  
 **}** val btn2 = root.*addButtonViaApply*("Don't Click Me!")  
 btn2.setOnAction **{** *println*("Not one for following instructions, eh?") **}** // We could say `primaryStage.doThis()` and `primaryStage.doThat()` - but Kotlin provides a nicer syntax for  
 // performing that operation through using the `with` keyword. When we say `with (something) { }` it means that  
 // inside the braces `this` refers to the something we are using - and any statements made can be thought of as  
 // being `this.<DO\_WHATEVER>` without us actually having to TYPE the `this.` part - so in effect if we said  
 // `squareThisNumber(2)` it would be the equivalent of `this.squareThisNumber(2)` which when we substitute the  
 // thing we said `with` ABOUT (in this instance) means `primaryStage.squareThisNumber(2)`.  
 // Also: Anything returned inside the `with` block can be assigned to things, so `val x = with (foo) { 3 }`  
 // would make x an Int with value 3!  
 *with* (primaryStage) **{** *scene* = Scene(root)  
 show()  
 **}** // What I was getting at above is that the above code and the following are the same thing! I know it doesn't  
 // look much better here - but if there were dozens of things we were calling on the `primaryStage` object then  
 // it would be cleaner to not have the `primaryStage.`-prefixing to everything we're doing!  
 /\*  
 primaryStage.scene = Scene(root)  
 primaryStage.show()  
 \*/  
  
 // Now that we've got to this stage if we take a look at our code we can see that we're saying the word `root`  
 // a lot - and again, we could simplify things by using `apply` on the root HBox creation like this:  
 /\*  
 val root = VBox().apply {  
 addLabel("Hello, Kotlin!")  
 addButtonViaApply("Pick up the barbeque tongs!").setOnAction { println("Click-click! Ahhh, yeah =D") }  
 }  
 \*/  
 }  
}  
  
fun main() {  
 Application.launch(MyApp::class.*java*)  
}

DO SOMETHING WITH THIS LOT

- Higher-order functions are functions that accept other functions as arguments and can use them

- Combining extension functions and higher-order functions allows us to create Builders which allow us to create hierarchies of objects using a nice, clean syntax,

- Operator overloading is providing our own custom operators, so we might write an addition operator for a Fruit class then we can have an Apple : Fruit and a Orange : Fruit and add them together it might add the weight of the fruits etc. like: **val combinedWeight = thisApple + thatOrange**

- Infix functions are decrease the 'noisiness' of code and increase readability of the code.

## 18 – Extension Properties

**TODO**: ADD WRITE-UP ABOUT THE FOLLOWING:

package com.example  
  
// Extension properties are similar to extension functions, where we're working with a class that we cannot change  
// but we wish to add some functionality to them - however with extension properties, we're adding a property rather  
// than a function to our closed/fixed class.  
// Note: This project continues from project 17 on Extension Functions  
  
// These imports require `org.openjfx:javafx-control:20` or similar to be added to  
// the project. Instructions are provided in project 17 in the prev. chapter.  
import javafx.application.Application  
import javafx.geometry.Insets  
import javafx.scene.Node  
import javafx.scene.Scene  
import javafx.scene.control.Button  
import javafx.scene.control.Label  
import javafx.scene.layout.Pane  
import javafx.scene.layout.HBox  
import javafx.stage.Stage  
  
// Extension function added to the Pane class to add a Label  
fun Pane.addLabel(text: String) = *children*.add(Label(text))  
  
// Extension function added to the Pane class to add a button  
fun Pane.addButton(text: String) : Button {  
 val btn = Button(text)  
 *children*.add(btn)  
 return btn  
}  
  
// Alternate way to add a button using Kotlin's `apply` keyword. Using this method we first CREATE and RETURN the thing  
// we want by making the function a method-body function (i.e., we used `= <SOMETHING`) - but then we use `apply` and  
// open some braces in which we access the Pane (the thing this method operates on) via `this@addButtonViaApply`, and  
// from THAT we can call `children.add` to add the initially created button! It's a bit new / confusing to me to do  
// things this way tbh - but I'm sure it's possible to get used to it (or if not just use the style of the version  
// above!).  
fun Pane.addButtonViaApply(text: String) = Button(text).*apply* **{** this@addButtonViaApply.*children*.add(this)  
**}**// We could take this even further and crunch the `children.add` down to just `add` if we really wanted like this:  
// Note: Usage would then be wherever we call `children.add` we just call `add` - like, we could replace this in the  
// above `addButtonViaApply` if we really wanted.  
fun Pane.add(node: Node): Pane {  
 *children*.add(node)  
 return this  
}  
  
// New extension PROPERTY we'll add to the HBox class (we can't add to Pane because it doesn't have a `padding` property!)  
// Note that our extension property is a VAR and not a FUN as it was with extension functions, and that we provide  
// get/set functions to specify how we want to use this new property we've added to a class!  
var HBox.*paddingHorizontal*: Number  
 get() = (*padding*.*left* + *padding*.*right*) / 2 // We'll consider the horiz padding to be the average of left & right  
 set(value) {  
 *padding* = Insets(*padding*.*top*, value.toDouble(), *padding*.*bottom*, value.toDouble())  
 }  
  
// Another extension property, this time for the vertical padding of a HBox  
var HBox.*paddingVertical*: Number  
 get() = (*padding*.*top* + *padding*.*bottom*) / 2 // We'll consider the vertical padding to be the average of top & bottom  
 set(value) {  
 *padding* = Insets(value.toDouble(), *padding*.*right*, value.toDouble(), *padding*.*left*)  
 }  
  
// If we wanted to add a new extension property that we can only read from then we can specify it as a `val` rather  
// than a `var` and then only provide the get() part of it!  
val HBox.*combinedPadding*: Int  
 get() = (*padding*.*top* + *padding*.*right* + *padding*.*bottom* + *padding*.*left*).toInt()  
  
class MyApp : Application() {  
  
 // Our start method that sets up the window of a javafx application.  
 // Note: Our `primaryStage` is essentially the top-level window of our application.  
 override fun start(primaryStage: Stage) {  
  
 // Specify a spacing between elements in our HBox Pane  
 val spacing = 10.0  
  
 // Place a horizontal box layout as the root element of our window  
 var clickCount = 0  
 val root = HBox(spacing).*apply* **{** // Original way of adding padding around the contents of our HBox in a top/right/bottom/left manner  
 //padding = Insets(10.0,20.0, 10.0, 20.0)  
  
 // Specify padding using our extension properties - much nicer!  
 *paddingHorizontal* = 20  
 *paddingVertical* = 10  
  
 *println*("Combined padding is: $*combinedPadding*")  
  
 *addLabel*("Hello, Kotlin!")  
  
 *addButton*("Click Me!").setOnAction **{** ++clickCount  
 *println*("Clicked $clickCount time(s)!")  
 **}  
  
 }** // Add the root container to our stage and display it  
 *with* (primaryStage) **{** *scene* = Scene(root)  
 show()  
 **}** }  
}  
  
fun main() {  
 Application.launch(MyApp::class.*java*)  
}

## 19 – Higher Order Functions and Lambda with Receiver

**Higher order functions** are simply functions that *accept other functions as parameters*. For example, we might write a function called **repeat** that takes an **Int** of how many times to run a function, and then can we specify a parameter for the function we wish to repeat (in this example it does not take any arguments and it returns Unit (i.e. void)):

fun repeat(times: Int, fn: () -> Unit) {  
 (1..times).*forEach* **{** fn() **}**}

// Example function that we can call via `repeat` (above)  
fun printHi(): Unit = *println*("Hi!")

// How we would use the `repeat` function to call `printHi` 3 times:  
*repeat*(3) **{** *printHi*() **}**

We can easily modify this higher-order function so that the function being called takes an argument, like this:

fun repeatIndexed(times: Int, fn: (Int) -> Unit) {  
 (1..times).*forEach* **{** index **->** fn(index) **}**}

// Example function that we can call via `repeatIndexed`  
fun printIndexed(index: Int): Unit = *println*("Hi, $index")

// Calling our repeatIndex higher-order function might look like this:  
*repeatIndexed*(3) **{**index **->** *printIndexed*(index) **}** // Prints "Hi, 1", Hi, 2", "Hi, 3"

It's worth noting that just because we called the argument `index` inside `printIndexed` and `repeatIndexed` we don't have to keep the same name when we call it – for example, we can use it like this:

// Again prints "Hi, 1", Hi, 2", "Hi, 3" but calling the index variable `foo`  
*repeatIndexed*(3) **{** foo **->** *printIndexed*(foo) **}**

-----

package com.example  
  
import javafx.application.Application  
import javafx.event.EventTarget  
import javafx.geometry.Insets  
import javafx.scene.Node  
import javafx.scene.Scene  
import javafx.scene.control.Button  
import javafx.scene.control.Label  
import javafx.scene.layout.HBox  
import javafx.scene.layout.Pane  
import javafx.scene.paint.Color  
import javafx.stage.Stage  
  
// Note: If we want to see how any class is defined in IntelliJ IDEA then we can just hold Ctrl + left-click on the  
// class and it'll show us the implementation!  
  
// Higher order functions are simply functions that accept other functions as a parameter. For example, we might write  
// a function called `repeat` that takes an Int of how many times to run a function, and then can we specify the  
// function we wish to repeat (in this example it does not take any arguments, and it returns Unit (i.e. void)).  
fun repeat(times: Int, fn: () -> Unit) {  
 (1..times).*forEach* **{** fn() **}**}  
  
fun printHi(): Unit = *println*("Hi!") // Example function that we can call via `repeat` (above)  
  
// We can easily modify this higher-order function so that the function being called takes an argument, like this:  
fun repeatIndexed(times: Int, fn: (Int) -> Unit) {  
 (1..times).*forEach* **{** index **->** fn(index) **}**}  
  
fun printIndexed(index: Int): Unit = *println*("Hi, $index") // Example function that we can call via `repeatIndexed`  
  
// ----- Using Higher Order Functions with GUIs -----  
  
// Extension function to add a Label to a Pane and return that label so we can do anything else we might want to it.  
// However, we will write this in a way where we MAY OPTIONALLY specify a higher-order function to run on the label when  
// we create it - but by making the default function null we do not HAVE TO specify a function that runs on the label!  
fun Pane.label(text: String, fn: (Label.() -> Unit)? = null): Label {  
 val label = Label(text)  
 *add*(label)  
 fn?.invoke(label) // ONLY invoke the higher-order function on the label if it's not null!  
 return label  
}  
  
// Extension function added to the Pane class to add a button  
fun Pane.button(text: String) = Button(text).*apply* **{** this@button.*add*(this)  
**}**// Extension function to add things to a Pane so we don't have to call `.children` all the time  
fun Pane.add(node: Node): Pane {  
 *children*.add(node)  
 return this  
}  
  
// If we wanted to create a higher-order function that creates a HBox and that allows us to work directly on the HBox  
// within the braces after creating one then we can write a 'lambda with receiver' function like this:  
// Note: We do this on EventTarget because HBox extends Pane which extends Region which extends Parent which extends  
// Node which implements EventTarget (so we're following the chain to find the most generic interface we can find!).  
fun EventTarget.createHBox(spacing: Number? = null, fn: HBox.() -> Unit) {  
 val hbox = HBox()  
 if (spacing != null) { hbox.*spacing* = spacing.toDouble() }  
  
 // Note: `this` is our EventTarget  
 when (this) {  
 // If we're adding our new HBox directly to a Stage then (because all Stages need a scene) we'll create the  
 // Stage's `scene` property as a new Scene using our hbox as the root element of the scene.  
 is Stage -> scene = Scene(hbox)  
  
 // However if we're adding our new HBox to a Pane (so it will already have a scene) then we add the Hbox  
 // instance to the children of that Pane  
 is Pane -> *add*(hbox)  
 }  
  
 // Now that we've defined what happens in our receiver function (i.e., everything above!) then we need to CALL the  
 // function to run it!  
 fn(hbox)  
}  
  
// Extension property (not extension function!) that allows us to set all padding values to the same value and returns  
// the average of the padding values if we user the getter on it.  
// CAREFUL: The `get()` and `set()` methods themselves must NOT surrounded by curly-braces and adding such braces  
// prevents the code from compiling!  
var Label.*setAllPadding*: Number  
 get() = (*padding*.*left* + *padding*.*right* + *padding*.*top* + *padding*.*bottom*) / 4.0;  
 set(value) {  
 *padding* = Insets(value.toDouble(), value.toDouble(), value.toDouble(), value.toDouble())  
 }  
  
// Cleaned up GUI creation class that creates a HBox and puts a label and a button in it (if we removed the white-space  
// we can see that we can now do this in 8 lines of code inside the `start` function - not bad!)  
class MyApp: Application() {  
 override fun start(primaryStage: Stage) {  
 *with* (primaryStage) **{** // Create our HBox on the primaryStage Stage  
 *createHBox*(50) **{** // Place a new Label and specify a higher-order function that runs on it! We will also set all the  
 // padding on the label to 20 using our extension property!  
 *label*("Hello, Kotlin!") **{** *println*("Label length is: ${this.*text*.length}")  
 **}**.*setAllPadding* = 20  
  
 // Place a new Button and add an onAction handler  
 *button*("Click Me!").setOnAction **{** *println*("You clicked me!") **}  
 }** // We've added the things we wanted to the HBox let's show it!  
 show()  
 **}** }  
}  
  
fun main() {  
 // When we call our higher-order function we pass any values inside the argument braces, but provide the function  
 // we want to run OUTSIDE of them!  
 *repeat*(3) **{** *printHi*() **}** // Calls the `printHi` function 3 times  
  
 // Calling our repeatIndex higher-order function might look like this:  
 *repeatIndexed*(3) **{**index **->** *printIndexed*(index) **}** // Prints "Hi, 1", Hi, 2", "Hi, 3"  
  
 // Note: Just because we called the argument `index` inside `printIndexed` and `repeatIndexed` we don't have to keep  
 // the same name here:  
 *repeatIndexed*(3) **{** foo **->** *printIndexed*(foo) **}** // Again prints "Hi, 1", Hi, 2", "Hi, 3"  
  
 // Kick off our GUI  
 Application.launch(MyApp::class.*java*)  
}

## 20 – Overloading Operators

**Overloading operators**, as always, means we can write functions to specify exactly what any given operator does in the context of a given object type. We can overload operators as part of a class, or if we can't modify the class then we can also provide overloaded operators as extension functions like we've just seen in section 19, above (either way will work identically).

When we overload operators we must mark the function(s) with the **operator** keyword and name of the operator we're overloading, such as **plus** or **inc** or **times** etc. A full list over operators we can overload can be found at:  
  
https://kotlinlang.org/docs/operator-overloading.html

**Note**: Not all operators can be overloaded in Kotlin – specifically, we cannot override the Elvis operators (**?:** or **?.**), the Range operator (**..**), the Assertion operator (**!!**), or the Reference operator (**::**).

package com.example  
  
// A simple Ball class where each Ball has a weight  
class Ball(var weight: Int)  
  
// Increment / ++ operator that returns a new Ball with a weight that has been incremented by 1  
operator fun Ball.inc(): Ball = Ball(weight + 1)  
  
// Addition (plus) operator that adds up the weight of two or more Balls, e.g., ballC = ballA + ballB  
// Note: The plus operator is a `pure` function in that it does NOT modify either LHS or RHS operands - instead it  
// creates a NEW operand from the combined LHS + RHS and it assigns it back to replace the LHS operand  
operator fun Ball.plus(other: Ball): Ball = Ball(weight + other.weight)  
  
// The `plusAssign` operator on the other hand MUTATES the existing LHS operand so that it contains 'combined' data of  
// both the LHS and RHS operands in whatever way we declare (so in this instance it's just adding up the weights and  
// modifying the weight of the existing LHS object's weight be the combined value). This operator is the equivalent  
// of the `+=` operator, it gets used when we might do things like `ballA += ballB` (`ballA` is mutated!)  
// CAREFUL: We CANNOT assign this overloaded operator as an expression-body method via = (as we've done with the other  
// overloaded operators) and instead MUST define it using curly braces to start and end the function!  
operator fun Ball.plusAssign(otherWeight: Int): Unit {  
 this.weight += otherWeight  
}  
  
// Multiplication (times) operator that multiplies a Ball's weight by a given Int  
operator fun Ball.times(value: Int): Ball = Ball(weight \* value)  
  
// Division (div) operator that divides the weight of a Ball by a given Int  
operator fun Ball.div(value: Int): Ball = Ball(weight / value)  
  
// ...a more Kotlin-centric way of writing the above `contains` operator is to do so like this (and it's a single line!)  
operator fun Collection<Ball>.contains(value: Int): Boolean = this.*any* **{ it**.weight == value **}**fun main() {  
 var testBall = Ball(3)  
 *println*("The test ball has an initial weight of : ${testBall.weight}") // 3  
 testBall++  
 *println*("After calling our overloaded increment operator (++) the weight is now: ${testBall.weight}") // 3++ = 4  
  
 // We might write a plus (addition) operator to add Balls together where we add up their sizes  
 var secondBall = testBall + Ball(2)  
 *println*("Adding testBall and a new Ball with weight 2 gives a new ball (secondBall) of weight: ${secondBall.weight}") // 4 + 2 = 6  
  
 // The plusAssign operator (+=) adds the the value of the RHS to the LHS  
 val lightBall = Ball(1)  
 *println*("Pre-condition: secondBall weights ${secondBall.weight}, lightBall weights ${lightBall.weight}")  
 secondBall += lightBall  
 *println*("After calling `secondBall += lightBall`, secondBall now weights: ${secondBall.weight}")  
  
 // Or we might write a multiplication operate to multiply the weight of a Ball  
 var heavyBall = secondBall \* 4  
 *println*("If the above ball was 4x as heavy it would weigh: ${heavyBall.weight}") // 6 \* 4 = 24  
  
 // Similarly a division operator might divide the weight of a ball  
 var halfHeavyBall = heavyBall / 2  
 *println*("If we cut this heavy ball in half it would weight: ${halfHeavyBall.weight}") // 24 / 2 = 12  
  
 // And a contains operator might check if there is a ball with a given weight in a collection  
 val ballList = *listOf*(testBall, secondBall, heavyBall)  
 *println*("List contains a ball with weight 7: ${ballList.*contains*(7)}") // true - the `secondBall` has a weight of 7  
 *println*("List contains a ball with weight 8: ${ballList.*contains*(8)}") // false - no Ball has a weight of 8  
}

## 21 – Working with Generics

The basic principles of generics are the same as Java, and can be applied to classes, functions, and properties – but in Kotlin we also have *variance* functionality via the **in** and **out** keywords, along with *declaration site variance.*

Before we look at variance, let's just get a refresh of how we might write a function to create us a mutable list of a generic type:

**Declaration site variance** is where we use the **out** keyword to modify the type of something, such as a collection. List is defined as **List<out E>** so it can change the type of something from a sub-type to a super-type – but *MutableList* is defined as **MutableList<E>** (without the **out** keyword) so it cannot!

Kotlin also provides partial support for **reified generics** which allow us write functions which query for a type in list of mixed types.

package com.example  
  
import javafx.scene.Node // Top-level `Node` super-class  
import javafx.scene.control.Label  
import javafx.scene.layout.Pane // A `Pane` is a type of Node..  
import javafx.scene.layout.HBox // And both `HBox` (horizontal layout)..  
import javafx.scene.layout.VBox // ..and `VBox` (vertical layout) are types of Pane.  
  
// Function to return a mutable list of a given generic type  
// Call it via: val listOfInts = makeMeAMutableListOf<Int>()  
fun <T> makeMeAMutableListOf(): MutableList<T> {  
 return *mutableListOf*()  
}  
  
// A Shape has a colour..  
open class Shape(var colour: String)  
  
// ..and a Circle is a type of Shape that also contains a radius  
class Circle(var radius: Number) : Shape(colour = "Red")  
  
// Regified function that can return the list of objects of a specific type from a list of mixed types  
// CAREFUL: Reified functions MUST be marked inline!  
inline fun <reified T : Node> Pane.childrenOfType(): List<T> = *children*.*mapNotNull* **{ it** as? T **}**fun main() {  
 // We can use our generic method to create a mutable list of whatever type we pass the function  
 var listOfInts = *makeMeAMutableListOf*<Int>()  
 listOfInts.add(123)  
 listOfInts.add(456)  
 *println*("The mutable list of Ints I made through the generics-using function is: $listOfInts") // [123, 456]  
  
 // Let's define a mutable list of a Circle subtype - all good so far  
 val mutableListOfCircles = *mutableListOf*(Circle(1), Circle(2), Circle(3))  
  
 // Not let's try to assign that list to a mutable list of the parent-type `Shape`..  
 // ..we CANNOT! The error we get is:  
 // Kotlin: Type mismatch: inferred type is MutableList<Circle> but MutableList<Shape> was expected  
 //val mutableListOfShapes: MutableList<Shape> = mutableListOfCircles // NO!  
 //  
 // Essentially what's happening is that mutable lists are strict about assignment and we are not allowed to cast to  
 // a parent / super type at all because we might change the type of the object at runtime which would cause all  
 // sorts of potential issues (although we CAN perform this operation on immutable lists!).  
 val immutableListOfShapes: List<Shape> = mutableListOfCircles // OK!  
 *println*("It's fine to access a property of the super-type - the Shape's colour is: ${immutableListOfShapes.get(0).colour}")  
 //println("But we cannot access a property of the the sub-type following the cast: ${immutableListOfShapes.get(0).radius}") // NO!  
  
 // Create a pane then add a vertical layout (VBox) and inside that a horizontal layout (HBox)  
 val pane = Pane()  
 pane.*children*.add(VBox()) // We'll add 1 VBox..  
 pane.*children*.add(HBox()) // ..and 2 HBoxes  
 pane.*children*.add(HBox())  
  
 // Now to find all the VBox instance in our pane we can go  
 val vboxes = pane.*childrenOfType*<VBox>()  
 val hboxes = pane.*childrenOfType*<HBox>()  
 *println*("There is ${vboxes.*count*()} VBox and ${hboxes.*count*()} HBoxes.") // 1, 2  
  
 // Another way we can call our reified function (and it'll work exactly the same way) is like this:  
 var vboxes2: List<VBox> = pane.*childrenOfType*()  
 var hboxes2: List<HBox> = pane.*childrenOfType*()  
 *println*("There is ${vboxes2.*count*()} VBox and ${hboxes2.*count*()} HBoxes (alternate syntax).") // 1, 2 - exactly the same as before!  
  
 // It's also perfectly legal to ask if there are any objects of a type when there are none!  
 *println*("There are precisely ${pane.*childrenOfType*<Label>().*count*()} Labels in our Pane!")  
}

## 22 – Infix Function Calls

**Infix function calls** are just calls to functions that use a stripped-back syntax to increase readability and decrease boiler-plate. The *infix* syntax for function calls can only be used on functions that take a single parameter.

package com.example  
  
import javafx.application.Application  
import javafx.event.ActionEvent  
import javafx.geometry.Insets  
import javafx.scene.Scene  
import javafx.scene.control.Button  
import javafx.scene.control.Label  
import javafx.scene.layout.VBox  
import javafx.stage.Stage  
  
// Simple Point2D class that stores and x and and y coordinate as doubles  
data class Point2D(var x: Double = 0.0, var y: Double = 0.0)  
  
// Infix helper method to create a Point2D from any Number type  
infix fun Number.by(n: Number) = Point2D(this.toDouble(), n.toDouble())  
  
// Another use for an infix function might be to add a function that runs 'onAction' of a button (but this is kinda  
// pushing the usage of it a bit far - if adding an infix function doesn't clarify our API or what we're doing then  
// it's probably best not to use one!). However for sake of the example let's continue and do another infix function...  
infix fun Button.whenClicked(fn: (ActionEvent) -> Unit) = *apply* **{** setOnAction(fn)  
**}**// Cleaned up GUI creation class that creates a HBox and puts a label and a button in it (if we removed the white-space  
// we can see that we can now do this in 8 lines of code inside the `start` function - not bad!)  
class MyApp: Application() {  
 override fun start(primaryStage: Stage) {  
 *with* (primaryStage) **{** val root = VBox(20.0)  
 root.*padding* = Insets(20.0, 40.0, 20.0, 40.0)  
  
 // Add a label  
 root.*children*.add(Label("Behold - another button!"))  
  
 // Add a button, assigning `setOnAction` via our infix method  
 val btn = Button("Click Me!") *whenClicked* **{** *println*("You clicked me!")  
 **}** root.*children*.add(btn)  
  
 // We've added the things we wanted to the VBox now let's set the scene property of the Stage and show stuff!  
 *scene* = Scene(root)  
 show()  
 **}** }  
}  
  
fun main() {  
 // To create Point2D we would typically need to do something like this:  
 val p1 = Point2D(2.0, 4.0)  
 *println*("p1 is: $p1")  
  
 // However if we want to create a Point2D using Ints we can't do it directly..  
 //val p2Nope = Point2D(1, 2) // Constructor expects Doubles but we game it Ints and it won't coerce / implicit-cast the values =(  
 // ..but we CAN of course do it if we provide explicit casts from Ints to Doubles  
 val p2 = Point2D(2.toDouble(), 4.toDouble()) // Works - but kinda verbose...  
 *println*("p2 is: $p2")  
  
 // Using our infix function called `by` we can create Point2D objects from any Number type  
 val p3 = 2 *by* 4 // Int  
 val p4 = 2.0f *by* 4.0f // Float  
 val p5 = 2L *by* 4L // Long  
  
 // Because our infix function performs the `toDouble` calls individually we can even mix and match data types  
 val p6 = 2.0f *by* 4L  
  
 // And finally, as `by` is still just a function we can call it with brackets for its single parameter, or on a  
 // `Number` and providing the argument in brackets if we so wish.  
 val p7 = 3 *by*(4)  
 val p8 = 3.*by*(4)  
  
 // Finally we'll run our javafx application with the infix-function added button  
 Application.launch(MyApp::class.*java*)  
}

**FIN**