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Engel, Alec

parole = read\_csv("parole.csv")

parole = parole %>%  
 mutate(male = as\_factor(male)) %>%  
 mutate(race = as\_factor(race)) %>%  
 mutate(state = as\_factor(state)) %>%  
 mutate(crime = as\_factor(crime)) %>%  
 mutate(multiple.offenses = as\_factor(multiple.offenses)) %>%  
 mutate(violator = as\_factor(violator)) %>%  
 mutate(male = fct\_recode(male, "No" = "0", "Yes" = "1")) %>%  
 mutate(race = fct\_recode(race, "White" = "1", "Non-White" = "2")) %>%  
 mutate(state = fct\_recode(state, "Kentucky" = "2", "Louisiana" = "3", "Virginia" = "4", "Other" = "1")) %>%  
 mutate(multiple.offenses = fct\_recode(multiple.offenses, "Yes" = "1", "No" = "0")) %>%  
 mutate(crime = fct\_recode(crime, "Larceny" = "2", "Drug-related" = "3", "Driving-related" = "4", "Other" = "1")) %>%  
 mutate(violator = fct\_recode(violator, "Yes" = "1", "No" = "0"))  
#str(parole)

set.seed(12345)   
parole\_split = initial\_split(parole, prob = 0.70, strata = violator)  
train = training(parole\_split)  
test = testing(parole\_split)

parole\_recipe = recipe(violator ~., train) %>%  
 step\_dummy(all\_nominal(),-all\_outcomes())  
  
tree\_model = decision\_tree() %>%   
 set\_engine("rpart", model = TRUE) %>%  
 set\_mode("classification")  
  
parole\_wflow =   
 workflow() %>%   
 add\_model(tree\_model) %>%   
 add\_recipe(parole\_recipe)  
  
parole\_fit = fit(parole\_wflow, train)  
tree = parole\_fit %>%   
 pull\_workflow\_fit() %>%   
 pluck("fit")  
  
fancyRpartPlot(tree, tweak=1.1)
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**I would classify this parolee as only 44% likely to violate parole and we classify as “no”, not probable that they violated their parole. I came to this conclusion by starting from the top of the tree and working my way to the right as this parolee is from Louisiana, right again as they have indeed committed multiple offenses, then right as their time served is less than 5.1, and then finally to the left branch as the parolee is less than 41 years old at 40.**

parole\_fit$fit$fit$fit$cptable

## CP nsplit rel error xerror xstd  
## 1 0.03389831 0 1.0000000 1.000000 0.1223796  
## 2 0.02542373 3 0.8983051 1.101695 0.1275886  
## 3 0.01694915 5 0.8474576 1.084746 0.1267465  
## 4 0.01355932 6 0.8305085 1.084746 0.1267465  
## 5 0.01129944 11 0.7627119 1.186441 0.1316539  
## 6 0.01000000 14 0.7288136 1.152542 0.1300561

**The optimal CP value here looks to be 0.03389831. This CP value correlate to our smallest xerror value’s of 1 and differs from our tree above as the optimal CP would involve zero splits. What this is telling us is that more splits are causing possible overfitting of our data and we are better off not splitting at all.**

set.seed(123)  
folds = vfold\_cv(train, v = 5)  
  
parole\_recipe = recipe(violator ~., train) %>%  
 step\_dummy(all\_nominal(),-all\_outcomes())  
  
tree\_model = decision\_tree(cost\_complexity = tune()) %>%   
 set\_engine("rpart", model = TRUE) %>%  
 set\_mode("classification")  
  
tree\_grid = grid\_regular(cost\_complexity(),  
 levels = 25)  
  
parole\_wflow =   
 workflow() %>%   
 add\_model(tree\_model) %>%   
 add\_recipe(parole\_recipe)  
  
tree\_res =   
 parole\_wflow %>%   
 tune\_grid(  
 resamples = folds,  
 grid = tree\_grid  
 )

##   
## Attaching package: 'rlang'

## The following objects are masked from 'package:purrr':  
##   
## %@%, as\_function, flatten, flatten\_chr, flatten\_dbl, flatten\_int,  
## flatten\_lgl, flatten\_raw, invoke, list\_along, modify, prepend,  
## splice

##   
## Attaching package: 'vctrs'

## The following object is masked from 'package:dplyr':  
##   
## data\_frame

## The following object is masked from 'package:tibble':  
##   
## data\_frame

tree\_res

## # Tuning results  
## # 5-fold cross-validation   
## # A tibble: 5 x 4  
## splits id .metrics .notes   
## <list> <chr> <list> <list>   
## 1 <split [405/102]> Fold1 <tibble [50 x 5]> <tibble [0 x 1]>  
## 2 <split [405/102]> Fold2 <tibble [50 x 5]> <tibble [0 x 1]>  
## 3 <split [406/101]> Fold3 <tibble [50 x 5]> <tibble [0 x 1]>  
## 4 <split [406/101]> Fold4 <tibble [50 x 5]> <tibble [0 x 1]>  
## 5 <split [406/101]> Fold5 <tibble [50 x 5]> <tibble [0 x 1]>

tree\_res %>%  
 collect\_metrics() %>%  
 ggplot(aes(cost\_complexity, mean)) +  
 geom\_line(size = 1.5, alpha = 0.6) +  
 geom\_point(size = 2) +  
 facet\_wrap(~ .metric, scales = "free", nrow = 2)
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best\_tree = tree\_res %>%  
 select\_best("accuracy")  
best\_tree

## # A tibble: 1 x 2  
## cost\_complexity .config   
## <dbl> <chr>   
## 1 0.1 Preprocessor1\_Model25

**A CP value of 0.1 yields the “optimal” accuracy value.**

final\_wf =   
 parole\_wflow %>%   
 finalize\_workflow(best\_tree)  
final\_fit = fit(final\_wf, train)  
  
tree = final\_fit %>%   
 pull\_workflow\_fit() %>%   
 pluck("fit")  
#fancyRpartPlot(tree)

treepred = predict(final\_fit, train, type = "class")  
head(treepred)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 No   
## 2 No   
## 3 No   
## 4 No   
## 5 No   
## 6 No

#summary(treepred)  
#summary(train)  
Accuracy = 448/507  
Accuracy

## [1] 0.8836292

**The accuracy of non parole violators was calculated as 88.36% by dividing number of correct predictions(448) by the total number(507).**

blood = read\_csv("Blood.csv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## Mnths\_Since\_Last = col\_double(),  
## TotalDonations = col\_double(),  
## Total\_Donated = col\_double(),  
## Mnths\_Since\_First = col\_double(),  
## DonatedMarch = col\_double()  
## )

blood = blood %>%  
 mutate(DonatedMarch = as\_factor(DonatedMarch)) %>%  
 mutate(DonatedMarch = fct\_recode(DonatedMarch, "No" = "0", "Yes" = "1"))  
str(blood)

## tibble [748 x 5] (S3: spec\_tbl\_df/tbl\_df/tbl/data.frame)  
## $ Mnths\_Since\_Last : num [1:748] 2 0 1 2 1 4 2 1 2 5 ...  
## $ TotalDonations : num [1:748] 50 13 16 20 24 4 7 12 9 46 ...  
## $ Total\_Donated : num [1:748] 12500 3250 4000 5000 6000 1000 1750 3000 2250 11500 ...  
## $ Mnths\_Since\_First: num [1:748] 98 28 35 45 77 4 14 35 22 98 ...  
## $ DonatedMarch : Factor w/ 2 levels "No","Yes": 2 2 2 2 1 1 2 1 2 2 ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. Mnths\_Since\_Last = col\_double(),  
## .. TotalDonations = col\_double(),  
## .. Total\_Donated = col\_double(),  
## .. Mnths\_Since\_First = col\_double(),  
## .. DonatedMarch = col\_double()  
## .. )

set.seed(1234)   
blood\_split = initial\_split(blood, prob = 0.70, strata = DonatedMarch)  
train = training(blood\_split)  
test = testing(blood\_split)

set.seed(1234)  
folds = vfold\_cv(blood, v = 5)  
blood\_recipe = recipe(DonatedMarch ~., train) %>%  
 step\_dummy(all\_nominal(),-all\_outcomes())  
  
tree\_model = decision\_tree(cost\_complexity = tune()) %>%   
 set\_engine("rpart", model = TRUE) %>%  
 set\_mode("classification")  
  
tree\_grid = grid\_regular(cost\_complexity(),  
 levels = 25)  
  
blood\_wflow =   
 workflow() %>%   
 add\_model(tree\_model) %>%   
 add\_recipe(blood\_recipe)  
  
tree\_res =   
 blood\_wflow %>%   
 tune\_grid(  
 resamples = folds,  
 grid = tree\_grid  
 )  
tree\_res

## # Tuning results  
## # 5-fold cross-validation   
## # A tibble: 5 x 4  
## splits id .metrics .notes   
## <list> <chr> <list> <list>   
## 1 <split [598/150]> Fold1 <tibble [50 x 5]> <tibble [0 x 1]>  
## 2 <split [598/150]> Fold2 <tibble [50 x 5]> <tibble [0 x 1]>  
## 3 <split [598/150]> Fold3 <tibble [50 x 5]> <tibble [0 x 1]>  
## 4 <split [599/149]> Fold4 <tibble [50 x 5]> <tibble [0 x 1]>  
## 5 <split [599/149]> Fold5 <tibble [50 x 5]> <tibble [0 x 1]>

tree\_res %>%  
 collect\_metrics() %>%  
 ggplot(aes(cost\_complexity, mean)) +  
 geom\_line(size = 1.5, alpha = 0.6) +  
 geom\_point(size = 2) +  
 facet\_wrap(~ .metric, scales = "free", nrow = 2)
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**A cp value slightly above 0.015 seems to be optimal here with the highest correlation with a high accuracy rating of 0.785.**

best\_tree = tree\_res %>%  
 select\_best("accuracy")  
  
best\_tree

## # A tibble: 1 x 2  
## cost\_complexity .config   
## <dbl> <chr>   
## 1 0.0178 Preprocessor1\_Model23

final\_wf =   
 blood\_wflow %>%   
 finalize\_workflow(best\_tree)  
final\_fit = fit(final\_wf, train)  
  
tree = final\_fit %>%   
 pull\_workflow\_fit() %>%   
 pluck("fit")  
  
fancyRpartPlot(tree, tweak = 1.5)

![](data:image/png;base64,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)

treepred = predict(final\_fit, train, type = "class")  
head(treepred)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 No   
## 2 Yes   
## 3 Yes   
## 4 No   
## 5 No   
## 6 Yes

confusionMatrix(treepred$.pred\_class,train$DonatedMarch,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 404 90  
## Yes 24 44  
##   
## Accuracy : 0.7972   
## 95% CI : (0.7615, 0.8297)  
## No Information Rate : 0.7616   
## P-Value [Acc > NIR] : 0.02523   
##   
## Kappa : 0.3277   
##   
## Mcnemar's Test P-Value : 1.145e-09   
##   
## Sensitivity : 0.32836   
## Specificity : 0.94393   
## Pos Pred Value : 0.64706   
## Neg Pred Value : 0.81781   
## Prevalence : 0.23843   
## Detection Rate : 0.07829   
## Detection Prevalence : 0.12100   
## Balanced Accuracy : 0.63614   
##   
## 'Positive' Class : Yes   
##

treepred\_test = predict(final\_fit, test, type = "class")  
head(treepred\_test)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 No   
## 2 Yes   
## 3 No   
## 4 No   
## 5 Yes   
## 6 No

confusionMatrix(treepred\_test$.pred\_class,test$DonatedMarch,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 137 30  
## Yes 5 14  
##   
## Accuracy : 0.8118   
## 95% CI : (0.7481, 0.8653)  
## No Information Rate : 0.7634   
## P-Value [Acc > NIR] : 0.06858   
##   
## Kappa : 0.352   
##   
## Mcnemar's Test P-Value : 4.976e-05   
##   
## Sensitivity : 0.31818   
## Specificity : 0.96479   
## Pos Pred Value : 0.73684   
## Neg Pred Value : 0.82036   
## Prevalence : 0.23656   
## Detection Rate : 0.07527   
## Detection Prevalence : 0.10215   
## Balanced Accuracy : 0.64149   
##   
## 'Positive' Class : Yes   
##

**I am seeing an accuracy of 79.72% accuracy on the training set while the accuracy actually increases to 81.18% on the testing data. This proves a very strong performance model and I feel comfortable using this model to predict on any future data.**