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**Задание:**

9. Пирамидальная сортировка (варианты: построение пирамиды сверху вниз или снизу вверх)

То есть написать программу на языке программирования C++, реализующую метод пирамидальной сортировки, а также подсчет количества элементарных операций в ходе сортировки и время её выполнения.

**Теоретический материал:**

Назовем пирамидой(Heap) бинарное дерево высоты k, в котором

* все узлы имеют глубину k или k-1 - дерево сбалансированное.
* при этом уровень k-1 полностью заполнен, а уровень k заполнен слева направо, то есть форма пирамиды имеет приблизительно такой вид:  
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* выполняется "свойство пирамиды": каждый элемент меньше, либо равен родителю.

Наименее хлопотно будет хранить пирамиду - поместить ее в массив.

|  |  |
| --- | --- |
| http://algolist.manual.ru/sort/gif/18.gif | Соответствие между геометрической структурой пирамиды как дерева и массивом устанавливается по следующей схеме:   * в a[0] хранится корень дерева * левый и правый сыновья элемента a[i] хранятся, соответственнно, в a[2i+1] и a[2i+2] |

Таким образом, для массива, хранящего в себе пирамиду, выполняется следующее характеристическое свойство: a[i] >= a[2i+1] и a[i] >= a[2i+2].

Плюсы такого хранения пирамиды очевидны:

* никаких дополнительных переменных, нужно лишь понимать схему.
* узлы хранятся от вершины и далее вниз, уровень за уровнем.
* узлы одного уровня хранятся в массиве слева направо.

Запишем в виде массива пирамиду, изображенную выше. Слева-направо, сверху-вниз: 94 67 18 44 55 12 06 42. На рисунке место элемента пирамиды в массиве обозначено цифрой справа-вверху от него.

Восстановить пирамиду из массива как геометрический объект легко - достаточно вспомнить схему хранения и нарисовать, начиная от корня.

**Фаза 1 сортировки: построение пирамиды**

**1 способ: построение «снизу-вверх»**

Hачать построение пирамиды можно с a[k]...a[n], k = [size/2]. Эта часть массива удовлетворяет свойству пирамиды, так как не существует индексов i,j: i = 2i+1 ( или j = 2i+2 )... Просто потому, что такие i,j находятся за границей массива.

Следует заметить, что неправильно говорить о том, что a[k]..a[n] является пирамидой как самостоятельный массив. Это, вообще говоря, не верно: его элементы могут быть любыми. Свойство пирамиды сохраняется лишь в рамках исходного, основного массива a[0]...a[n].

Далее будем расширять часть массива, обладающую столь полезным свойством, добавляя по одному элементу за шаг. Следующий элемент на каждом шаге добавления - тот, который стоит перед уже готовой частью.

Чтобы при добавлении элемента сохранялась пирамидальность, будем использовать следующую процедуру расширения пирамиды a[i+1]..a[n] на элемент a[i] влево:

1. Смотрим на сыновей слева и справа - в массиве это a[2i+1] и a[2i+2] и выбираем наибольшего из них.
2. Если этот элемент больше a[i] - меняем его с a[i] местами и идем к шагу 2, имея в виду новое положение a[i] в массиве. Иначе конец процедуры.

Новый элемент "просеивается" сквозь пирамиду.

Вот иллюстрация процесса для пирамиды из 8-и элементов:

44 55 12 42 // 94 18 06 67

44 55 12 // 67 94 18 06 42

44 55 // 18 67 94 12 06 42

44 // 94 18 67 55 12 06 42

// 94 67 18 44 55 12 06 42

Справа - часть массива, удовлетворяющая свойству пирамиды, остальные элементы добавляются один за другим, справа налево.

В геометрической интерпретации ключи из начального отрезка a[size/2]...a[n] является листьями в бинарном дереве, как изображено ниже. Один за другим остальные элементы продвигаются на свои места, и так - пока не будет построена вся пирамида.

На рисунках ниже изображен процесс построения. Неготовая часть пирамиды (начало массива) окрашена в белый цвет, удовлетворяющий свойству пирамиды конец массива - в темный.
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**2 способ: построение «сверху-вниз»**

Начинается построение с того, что из первых трех элементов a[0], a[1], a[2] образовываем пирамиду, и, конечно, необходимо учитывать определение «пирамиды», то есть элемент, являющийся корнем дерева, должен быть больше двух своих сыновей (a[0] > a[1] и a[0] > a[2]). Если необходимо, то меняем элементы местами, чтобы сохранить это свойство. Далее будем добавлять по одному элементу в сыновья к уже существующим элементам и на каждом шаге проверять, чтобы пирамидальность сохранялась.

**Фаза 2: собственно сортировка**

Итак, задача построения пирамиды из массива успешно решена. Как видно из свойств пирамиды, в корне всегда находится максимальный элемент. Отсюда вытекает алгоритм фазы 2:

1. Берем верхний элемент пирамиды a[0]...a[n] (первый в массиве) и меняем с последним местами. Теперь "забываем" об этом элементе и далее рассматриваем массив a[0]...a[n-1]. Для превращения его в пирамиду достаточно просеять лишь новый первый элемент.
2. Повторяем шаг 1, пока обрабатываемая часть массива не уменьшится до одного элемента.

![C:\Users\user\Desktop\21.gif](data:image/gif;base64,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)

Очевидно, в конец массива каждый раз попадает максимальный элемент из текущей пирамиды, поэтому в правой части постепенно возникает упорядоченная последовательность.

Иллюстрация 2-й фазы сортировки во внутреннем представлении пирамиды.

94 67 18 44 55 12 06 42 //

67 55 18 44 42 12 06 // 94

55 44 18 06 42 12 // 67 94

44 42 18 06 12 // 55 67 94

42 12 18 06 // 44 55 67 94

18 12 06 // 42 44 55 67 94

12 06 // 18 42 44 55 67 94

06 // 12 18 42 44 55 67 94

Построение пирамиды занимает O(n log n) операций, причем более точная оценка дает даже O(n) за счет того, что реальное время выполнения 1 фазы сортировки зависит от высоты уже созданной части пирамиды.

Вторая фаза занимает O(n log n) времени: O(n) раз берется максимум и происходит просеивание бывшего последнего элемента. Плюсом является стабильность метода: среднее число пересылок (n log n)/2, и отклонения от этого значения сравнительно малы.

Пирамидальная сортировка не использует дополнительной памяти.

Метод не является устойчивым: по ходу работы массив так "перетряхивается", что исходный порядок элементов может измениться случайным образом. Поведение неестественно: частичная упорядоченность массива никак не учитывается.

**Исследование результатов программы:**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Размер массива | Количество сравнений | | Количество перестановок | | Время выполнения (мс) | |
| «снизу-вверх» | «сверху-вниз» | «снизу-вверх» | «сверху-вниз» | «снизу-вверх» | «сверху-вниз» |
| 10 | 58 | 64 | 49 | 39 | -> 0 | -> 0 |
| 50 | 508 | 660 | 360 | 353 | -> 0 | -> 0 |
| 100 | 1224 | 1605 | 823 | 812 | -> 0 | 1 |
| 500 | 8423 | 11451 | 5289 | 5197 | 1 | 1 |
| 1000 | 18834 | 25934 | 11565 | 11572 | 1 | 1 |
| 5000 | 117592 | 164741 | 69529 | 69523 | 2 | 10 |
| 10000 | 255354 | 359272 | 149174 | 148943 | 6 | 20 |
| 50000 | 1509246 | 2144404 | 861938 | 859860 | 33 | 110 |
| 100000 | 3218110 | 4590389 | 1823706 | 1820427 | 63 | 228 |

**График зависимости количества сравнений и количества перестановок от размера массива:**

**График зависимости времени выполнения сортировки от размера массива:**

**Код программы:**

#include "iostream"

#include "time.h"

using namespace std;

int start = 0, the\_end = 0, search = 0, perestanovka = 0, srav = 0;

template<class T>

void DownHeap(T m[], int k, int n, int p)

{

T new\_el;

int child;

new\_el = m[k];

while (k <= n / 2)

{

child = 2 \* k;

srav++;

if (child < n && m[child] < m[child + 1])

{

child++;

}

srav++;

if (new\_el >= m[child])

{

break;

}

m[k] = m[child];

perestanovka++;

k = child;

}

perestanovka++;

m[k] = new\_el;

}

template<class T>

void DownHeap\_v2(T m[], int kol, int n, int p)

{

int nom = 0;

while (kol >= 3)

{

if (kol % 2 == 1)

{

nom = (kol - 1) / 2;

}

else

{

nom = (kol - 2) / 2;

}

srav++;

if (m[kol] > m[nom])

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << m[kol] << " и " << m[nom] << endl;

}

swap(m[kol], m[nom]);

perestanovka++;

}

kol = nom;

}

srav++;

if (m[1] > m[0] && m[1] > m[2])

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << m[1] << " и " << m[0] << endl;

}

swap(m[1], m[0]);

perestanovka++;

}

srav++;

if (m[2] > m[0] && m[2] > m[1])

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << m[2] << " и " << m[0] << endl;

}

swap(m[2], m[0]);

perestanovka++;

}

}

template<class T>

void HeapSort(T m[], int n, int p)

{

int i, kol = 0;

if (p == 1)

{

cout << "1 этап сортировки: Построение пирамиды 'сверху-вниз'" << endl << endl;

}

if (n >= 3)

{

if (p == 1)

{

cout << "Образуем пирамиду из трех элементов: " << m[0] << ", " << m[1] << " и " << m[2] << endl;

}

srav++;

if (m[1] > m[0] && m[1] > m[2])

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << m[1] << " и " << m[0] << endl;

}

swap(m[1], m[0]);

perestanovka++;

}

srav++;

if (m[2] > m[0] && m[2] > m[1])

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << m[2] << " и " << m[0] << endl;

}

swap(m[2], m[0]);

perestanovka++;

}

if (p == 1)

{

cout << "Получим массив: ";

for (int k = 0; k < n; k++)

{

cout << m[k] << " ";

}

cout << endl;

}

for (i = 3; i < n; i++)

{

if (p == 1)

{

cout << endl << "Добавим новый элемент в пирамиду " << m[i] << endl;

}

DownHeap\_v2(m, i, n - 1, p);

if (p == 1)

{

cout << "Получим массив: ";

for (int k = 0; k < n; k++)

{

cout << m[k] << " ";

}

cout << endl;

}

}

}

if (p == 1)

{

cout << endl << "2 этап сортировки: Собственно сортировка " << endl << endl;

}

for (i = n - 1; i > 0; --i)

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << "корневой элемент ( " << m[0]

<< " ) и " << " самый конечный элемент, который стоит перед уже отсортированной частью ( " << m[i] << " )" << endl << endl;

}

swap(m[i], m[0]);

perestanovka++;

if (p == 1)

{

cout << "Теперь надо 'просеять' элемент, чтобы все находящиеся в нем элементы удовлетворяли определению пирамиды" << endl;

}

DownHeap(m, 0, i - 1, p);

if (p == 1)

{

cout << "Получим отсортированный массив: ";

for (int k = 0; k < n; k++)

{

cout << m[k] << " ";

}

cout << endl << endl;

}

}

}

template<class T>

void HeapSort\_var2(T m[], int n, int p)

{

int i, kol = 0;

if (p == 1)

{

cout << "1 этап сортировки: Построение пирамиды 'снизу-вверх'" << endl;

}

for (i = n / 2 - 1; i >= 0; --i)

{

if (p == 1)

{

cout << endl << "Добавим новый элемент в пирамиду " << m[i] << endl;

}

DownHeap(m, i, n - 1, p);

if (p == 1)

{

cout << "Получим массив: ";

for (int k = 0; k < n; k++)

{

cout << m[k] << " ";

}

cout << endl;

}

}

if (p == 1)

{

cout << endl << "2 этап сортировки: Собственно сортировка " << endl << endl;

}

for (i = n - 1; i > 0; --i)

{

if (p == 1)

{

cout << "Поменяем местами элементы: " << "корневой элемент ( " << m[0]

<< " ) и " << " самый конечный элемент, который стоит перед уже отсортированной частью ( " << m[i] << " )" << endl << endl;

}

swap(m[i], m[0]);

perestanovka++;

if (p == 1)

{

cout << "Теперь надо 'просеять' элемент, чтобы все находящиеся в нем элементы удовлетворяли определению пирамиды" << endl;

}

DownHeap(m, 0, i - 1, p);

if (p == 1)

{

cout << "Получим отсортированный массив: ";

for (int k = 0; k < n; k++)

{

cout << m[k] << " ";

}

cout << endl << endl;

}

}

}

int main()

{

setlocale(LC\_ALL, "Russian");

int n, p, var;

cout << "Введите размер массива: ";

cin >> n;

cout << endl;

cout << "Если нужно выводить промежуточные результаты, то введите '1' ";

cin >> p;

if (p != 1)

{

p = 0;

}

cout << endl;

cout << "Если нужно строить пирамиду 'сверху-вниз', то введите '0', " << endl <<

"иначе пирамида будет построена 'снизу-вверх' ";

cin >> var;

if (var != 0)

{

var = 1;

}

cout << endl;

cout << "Начальный массив: " << endl;

int \*mas = new int[n];

srand(time(NULL));

for (int i = 0; i < n; i++)

{

mas[i] = rand() % 2000 - 1000;

cout << mas[i] << " ";

}

cout << endl << endl;

if (var == 0)

{

start = clock();

HeapSort(mas, n, p);

the\_end = clock();

}

else

{

start = clock();

HeapSort\_var2(mas, n, p);

the\_end = clock();

}

search = the\_end - start;

cout << endl;

cout << "Отсортированный массив: " << endl;

for (int i = 0; i < n; i++)

{

cout << mas[i] << " ";

}

cout << endl << endl;

cout << "Время затраченное на сортировку: " << search << " мс" << endl << endl;

cout << "Количество сравнений: " << srav << endl << endl;

cout << "Количество перестановок: " << perestanovka << endl << endl;

system("pause");

return 0;

}

**Тестирование программы:**

* 1 этап сортировки - построение пирамиды осуществляется способом «сверху-вниз»

1. Количество элементов в массиве: 2

*Начальный массив:* 674 -796

*Отсортированный массив:* -796 674

1. Количество элементов в массиве: 10

*Начальный массив:* -709 -963 9 161 -32 -901 245 -698 371 -372

*Отсортированный массив:* -963 -901 -709 -698 -372 -32 9 161 245 371

1. Количество элементов в массиве: 25

*Начальный массив:* -712 -882 -501 -775 -673 -712 797 30 702 -967 -362 -43 -554 106 -425 247 -757 -703 318 -994 342 725 103 147 -41

*Отсортированный массив:* -994 -967 -882 -775 -757 -712 -712 -703 -673 -554 -501 -425 -362 -43 -41 30 103 106 147 247 318 342 702 725 797

1. Количество элементов в массиве: 50

*Начальный массив:* 228 -363 -782 284 -869 -42 783 374 -162 604 -846 -547 -536 -538 431 -616 -160 -402 870 -746 -851 -690 -550 -931 -3 995 -811 306 465 464 -390 649 -757 -410 603 -148 -645 -109 -868 -239 -410 -183 567 -729 -151 865 -190 354 588 -257

*Отсортированный массив:* -931 -869 -868 -851 -846 -811 -782 -757 -746 -729 -690 -645 -616 -550 -547 -538 -536 -410 -410 -402 -390 -363 -257 -239 -190 -183 -162 -160 -151 -148 -109 -42 -3 228 284 306 354 374 431 464 465 567 588 603 604 649 783 865 870 995

1. Количество элементов в массиве: 100

*Начальный массив:* -279 459 -88 -61 299 234 -619 98 995 985 -903 -418 386 493 937 -964 431 549 309 125 -77 211 -54 -524 884 586 -901 -947 -271 327 786 -419 733 277 -447 421 560 -484 590 -886 -197 42 159 -134 -262 -140 -879 903 -402 334 608 968 860 330 -878 -79 960 558 468 159 454 -423 74 -743 650 215 800 340 350 -861 -793 -459 268 924 -979 -484 221 891 -709 799 -502 -844 -683 932 449 443 -3 -236 -326 905 633 508 -215 -449 343 534 -937 922 -562 232

*Отсортированный массив:* -979 -964 -947 -937 -903 -901 -886 -879 -878 -861 -844 -793 -743 -709 -683 -619 -562 -524 -502 -484 -484 -459 -449 -447 -423 -419 -418 -402 -326 -279 -271 -262 -236 -215 -197 -140 -134 -88 -79 -77 -61 -54 -3 42 74 98 125 159 159 211 215 221 232 234 268 277 299 309 327 330 334 340 343 350 386 421 431 443 449 454 459 468 493 508 534 549 558 560 586 590 608 633 650 733 786 799 800 860 884 891 903 905 922 924 932 937 960 968 985 995

* 1 этап сортировки - построение пирамиды осуществляется способом «снизу-вверх»

1. Количество элементов в массиве: 2

*Начальный массив:*189 -210

*Отсортированный массив:*-210 189

1. Количество элементов в массиве: 10

*Начальный массив:* 346 194 -446 955 913 -403 -577 -135 -727 -93

*Отсортированный массив:* -727 -577 -446 -403 -135 -93 194 346 913 955

1. Количество элементов в массиве: 25

*Начальный массив:* 598 -147 -393 822 704 275 -294 -160 714 -742 -136 -381 -993 46 -264 6 -646 243 -460 -785 -793 -571 -263 952 -952

*Отсортированный массив:* -993 -952 -793 -785 -742 -646 -571 -460 -393 -381 -294 -264 -263 -160 -147 -136 6 46 243 275 598 704 714 822 952

1. Количество элементов в массиве: 50

*Начальный массив:* 914 640 -272 436 -591 720 -66 807 706 719 285 -876 558 -592 -312 633 -740 18 512 116 399 -248 383 -760 -256 633 411 417 -17 -23 -643 708 -204 -264 -701 -133 234 393 -349 192 -82 374 353 -9 -860 770 627 496 -708 975

*Отсортированный массив:* -876 -860 -760 -740 -708 -701 -643 -592 -591 -349 -312 -272 -264 -256 -248 -204 -133 -82 -66 -23 -17 -9 18 116 192 234 285 353 374 383 393 399 411 417 436 496 512 558 627 633 633 640 706 708 719 720 770 807 914 975

1. Количество элементов в массиве: 100

*Начальный массив:* -664 161 -322 -357 -731 980 224 -364 781 818 -795 806 -343 -36 -339 -978 141 808 -701 -626 439 -55 -17 619 -248 -576 702 -140 -877 -557 -737 -396 659 -67 719 858 -718 -203 520 -201 -761 -764 -987 7 -769 -543 89 547 79 159 -527 38 25 586 -521 -65 -434 -66 968 999 -749 473 -72 948 -746 -558 -427 -580 -13 -903 -7 -514 -654 192 116 -499 -909 427 -935 879 -979 -76 759 165 -717 946 -228 -372 -199 75 -27 -188 389 216 -471 -355 -391 40 -858 -581

*Отсортированный массив:* -987 -979 -978 -935 -909 -903 -877 -858 -795 -769 -764 -761 -749 -746 -737 -731 -718 -717 -701 -664 -654 -626 -581 -580 -576 -558 -557 -543 -527 -521 -514 -499 -471 -434 -427 -396 -391 -372 -364 -357 -355 -343 -339 -322 -248 -228 -203 -201 -199 -188 -140 -76 -72 -67 -66 -65 -55 -36 -27 -17 -13 -7 7 25 38 40 75 79 89 116 141 159 161 165 192 216 224 389 427 439 473 520 547 586 619 659 702 719 759 781 806 808 818 858 879 946 948 968 980 999

**Вывод:**

В ходе выполнения данной лабораторной работы я изучила теоретические сведения по методу пирамидальной сортировки, а также эти навыки реализовала на языке программирования C++. Также подсчитала количество элементарных операций в ходе сортировки и время её выполнения, построила график зависимости элементарных операций в ходе сортировки и время её выполнения от размера массива.