**WEBPACK-JackCoder-tutorial**

**урок 1**

**git init**

**yarn init**

Будем использовать препроцессор stylus к нему подключим 2 плагина:

autoprefixer

....

Одно из отличий Webpack от Gulp это наличие точки входа - index.js, в нем размещаем все подключения библиотек.

Установим:

**yarn add -D webpack webpack-cli webpack-dev-server path**

Далее в корне проекта создаем и настраиваем webpack.config.js

const path = require('path');

module.exports = {

    entry: {

        app: \_\_dirname + '/src/index.js'

    },

    output: {

        filename: '[name].js',

        path: path.resolve(\_\_dirname, './dist'),

        publicPath: '/dist' // Необходимо для dev-server

    },

    devServer: {

        overlay: true //Показ ошибок не в консоли, а в окне браузера

    }

};

Затем в корне проекта создаем index.html и подключаем к нему dist/app.js

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <meta http-equiv="X-UA-Compatible" content="ie=edge">

    <title>Webpack 4</title>

    <link rel="stylesheet" href="">

</head>

<body>

    <div class="wrapper">

        <h1>Webpack</h1>

    </div>

    <script src="/dist/app.js"></script>

</body>

</html>

Далее создаем src/index.js в нем будут подключатся все наши зависимости, затем, в качестве примера, создаем src/js/common.js

src/js/common.js:

let add = (a, b) => a + b;

console.log(add(2, 6));

И не забываем его подключить в src/index.js:

import './js/common'; // .js указывать не обязательно

**yarn dev**

Важно! в данном режиме (**--mode development**) папка /dist не создается, она хранится в памяти, это одно из кардинальных отличий webpack от gulp, за счет этого достигается его быстрота, так как ему не надо создавать папку /dist на харде, все хранится в RAM.

папка /dist будет создана только в режиме --mode production

**yarn build**

Далее для того чтобы мы могли спокойно использовать ES6 синтаксис и быть уверенными, что он запучтиться в старых браузерах нам необходимо установить Babel:

**yarn add -D @babel/core @babel/preset-env babel-loader**

Затем необходимо добавить и настроить babel в разделе module в webpack.config.js:

module: {

        rules: [

            {

                test: /\.js$/,

                loader: 'babel-loader', // Указываем через что необхожимо обрабатывать js файлы

                exclude: '/node\_modules/'

            }

        ]

    },

Далее в корне проекта надо конфиг для babel - .babelrc:

{

    "presets": [

        "@babel/preset-env"

    ]

}

**yarn build**

теперь в /dist/app.js находится транспилированный js в синтаксис ES5

Далее подключим сторонние js файлы, подключим Vue.js, для начала скачаем пакет vue:

**yarn add -D vue**

Затем покдлючим его, есть 4 способа:

*1й (самый популярный)*

импортировать его в index.js

import 'vue';

поиск начинаеется из папки /src

*2й способ:*

import Vue from 'vue';

это удобно если мы хотим взаимодействовать с переменной Vue, например:

Vue.use();

*3й способ:*

подвесить объект Vue на window, касаемо Vue более предпочтительный

window.Vue = require('vue');

*4й способ, например нам надо установить Bootstrap и нам нужны только стили или наоборот только JS*

import 'bootstrap/dist/css/bootstrap.min.css'

или если хотим взаимодействовать, то

import Bootstrap from 'bootstrap/dist/css/bootstrap.min.css'

Далее добавим в разделе module обработчик для css файлов:

{

                test: /\.css$/,

                loader: 'css-loader', // Указываем через что необхожимо обрабатывать js файлы

            }

В следующем видео сделаем правильную настройку webpack.config.js, так как использовать один файл конфигурации не совсем правильно, лучше всего использовать три файла:

1й для dev

2й для production

3й для merge, чтобы не копировать стили

**урок 2**

В этом уроке будем работать с препроцессорами.

Настроим css и scss добавляем:

* ./src/scss/main.css
* ./src/css/main.scss

затем подключаем ./src/scss/main.css в index.js

import './css/main.css';

Для что бы webpack в дальнейшем поместил код css из src/main.css в отдельный файл dist/app.css, его необходимо отделить от js кода, для этого установим **плагин**:

**yarn add -D mini-css-extract-plugin**

*как альтернатива есть еще css-extract-plugin, но 1й вариант предпочтительнее, так как mini создан под 4 webpack.*

далее в webpack.config.js подключаем обработчик css

const MiniCssExtractPlugin = require('mini-css-extract-plugin');

{

                test: /\.css$/,

                use: [

                    MiniCssExtractPlugin.loader,

                    'css-loader'

                ]

            }

//регистрируем плагины

    plugins: [

        new MiniCssExtractPlugin({

            filename: '[name].css',

        })

    ]

текущий [name].js|css|т.д. ссылается на ярлык app из entry point

далее установим **пакеты**, для обработки css кода:

**yarn add -D css-loader style-loader**

Затем в корне проекта в index.html подключаем стили:

<link rel="stylesheet" href="/dist/app.css">

внесем что-нибудь в scr/main.css:

.wrapper {

    display: flex;

}

далее **yarn build**

теперь наш код разделяется на .css и .js файлы, и в папке dist/ теперь два файла app.js и app.css

*Далее займемся scss*

в массив use лучше передавать объекты, так как в объектах помимо названия loader с ним можно передать конфиг обычно в options

{

                test: /\.scss$/,

                use: [

'style-loader',

                    MiniCssExtractPlugin.loader,

                    {

                        loader: 'css-loader',

                        options: { sourceMap: true}

                    }, {

                        loader: 'sass-loader',

                        options: { sourceMap: true}

                    }

                ]

            },

**yarn add -D sass-loader node-sass**

укажем что-нибудь в src/main.scss:

.wrapper {

    background: bisque;

    h1 {

        color: blue;

    }

}

подключаем scss в index.js

import './scss/main.scss';

**yarn build**

Далее разберемся с postCss плагинами - autoprefixer: <https://github.com/postcss/autoprefixer>

и для postCss плагинов еще потребуется обработчик postcss

Для того чтобы было удобно подключать PostCss плагины созадим отдельный конфиг для postCss например в src/js/postcss.config.js

module.exports = {

    plugins: [

        require('autoprefixer'),

        require('css-mqpacker'), // сжимает все media query запросы в один файл

        require('cssnano')({ // минификация

            preset: [

                'default', {

                    discardComments: {

                        removeAll: true

                    }

                }

            ]

        })

    ]

}

далее настроим autoprefixer через package.json, если мы не знаем что именно писать, то можно взять настройки от автора:

. . . .

"browserslist": [

    "> 1%",

    "last 3 version"

  ],

  "devDependencies": {

. . . .

Теперь установим все эти плагины в package.json

**yarn add -D postcss-loader autoprefixer css-mqpacker cssnano**

затем передаем postcss-loader в scss и css обработчики:

{

                test: /\.scss$/,

                use: [

                    'style-loader',

                    MiniCssExtractPlugin.loader,

                    {

                        loader: 'css-loader',

                        options: { sourceMap: true}

                    }, {

                        loader: 'postcss-loader',

                        options: { sourceMap: true, config: {path: 'src/js/postcss.config.js'}}

                    }, {

                        loader: 'sass-loader',

                        options: { sourceMap: true}

                    }

                ]

            },

            {

                test: /\.css$/,

                use: [

                    'style-loader',

                    MiniCssExtractPlugin.loader,

                    {

                        loader: 'css-loader',

                        options: { sourceMap: true}

                    }, {

                        loader: 'postcss-loader',

                        options: { sourceMap: true, config: {path: 'src/js/postcss.config.js'}}

                    }

                ]

            }

**yarn build**

Одна из особенностей css-nano это то как он сжимает повторяющийся css код, такого рода код

h1 {

    color: blue;

}

h2 {

    color: blue;

}

h3 {

    color: blue;

}

будет минифицирован в:

h1,h2,h3{color:#00f}

Не все минификатора умеют так.

Далее напишем общий каскад для нашего scss, для этого реструктурируем src/scss/ и добавим туда файлы:

![D:\WEBPACK-4-JackCoder-tutorial\notes\strctScss.jpg](data:image/jpeg;base64,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)

в большинстве случаев css и sass библиотеки подключаются через src/scss/utils/libs.scss

// Sass librarys example:

@import '../../node\_modules/spinners/stylesheets/spinners';

// CSS librarys example:

@import '../../node\_modules/flickity/dist/flickity.css';

который уже в свою очередь импортируется в src/scss/main.scss

**@import "utils/libs";**

@import "utils/vars";

@import "utils/mixins";

@import "utils/fonts";

@import "utils/reset";

и далее index.js.

import './scss/main.scss';

index.js вообще не рекомендуется засорять.

Далее рассмотрим vars.scss - @import "utils/vars";

// Font

$mainFont                : 'Montserrat', Helvetica, Arial, sans-serif;

// Size

$mainFontColor           : #101010;

$mainFontSize            : 18px;

$mainFontWeight          : 400;

$mainLineHeight          : 1.4;

$desktopWidth            : 1280px;

$smDesktopWidth          : 980px;

$tableWidth              : 768px;

$phoneWidth              : 480px;

$smPhoneWidth            : 320px;

// Main color

$default-color           : #ffffff;

$primary-color           : #444ce0;

$success-color           : #26de81;

$danger-color            : #fc5c65;

$warning-color           : #fed330;

$light-color             : #999999;

$purple-color            : #8854d0;

// Neutral Color

$neutral-primary         : #303133;

$neutral-regular         : #606266;

$neutral-secondary       : #909399;

$neutral-placeholder     : #C0C4CC;

// Border Color

$border-base             : #DCDFE6;

$border-light            : #E4E7ED;

$border-lighter          : #EBEEF5;

$border-lightex          : #F2F6FC;

$success-color: #26de81 - такое название лучше чем например $green-color.

Затем идет адаптив - @import "utils/mixins"; - очень крутая штука

Особое внимание заслуживает mixin - @function rem(){}:

**Надо получше разобрать, еще не до конца вник**

магия, адаптивный размер шрифта: <https://youtu.be/qqTIqwQX8nc?list=PLkCrmfIT6LBQWN02hNj6r1daz7965GxsV&t=1387>

мы можем писать сколько угодно @madia запросов, css-mqpacker сгруппирует и оптимизирует их всех в одно место в app.css

Такой стиль написания характерен для stylus, но здесь он также применим, но не обязателен.

Содержание файлов см. в моем репозитории: здесь добьавить ссылку на ГИТ

Использование webpack для верстки. Подключение Pug

Использовать webpack для верстки многостраничных сайтов легко.  
В текущей сборке уже готово:

* Подключен babel7 - js код автоматический перегонится в старый стандарт и будет работать во всех браузерах
* Весь js код автоматический поджимается
* Подключен SASS (scss) с удобной настройкой под себя
* По желанию можно использовать обычный css
* autoprefixer - префиксы расставятся автоматический, css код будет валидным во всех браузерах
* Все стили будут максимально поджаты с cssnano и mq-packer
* Настроен livereload - авто обновление страницы при любых изменениях в js, css, html
* Авто сплиты для js и css файлов
* Подключен vue.js с удобной интеграцией шаблонов напрямубю в хтмл
* Автоматический или ручной подхват html страниц
* Константы для удобной конфигурации шаблона под себя

## Webpack для верстки

Первый вариант - без использования шаблонизатора pug:

Первый шаг скачать текущую сборку - [ссылка на прямое скачивание](https://github.com/vedees/webpack-template/archive/master.zip) или [репозиторий на GitHub](https://github.com/vedees/webpack-template)

Далее следовать простым командам:

// Установить все зависимости

npm install

// Запустить сервер для дев разработки (http://localhost:8081/)

npm run dev

// Команда для деплоя (папка на выходе будет как dist)

npm run build

Более подробную инструкцию можно найти в README md - ссылка [здесь](https://github.com/vedees/webpack-template)

Исходный код: <https://github.com/vedees/webpack-template>

## Webpack 4 Подключение и настройка pug и pug-loader:

Для устновки pug и pug-loader в терминале:

yarn add -D pug pug-loader

Далее нужно добавить обработчик для pug файлов:

{

test: /\.pug$/,

loader: 'pug-loader'

}

Обработка pug страниц:

Первое, что нужно сделать это указать, что будем обрабатывать и откуда брать pug файлы:

const PAGES\_DIR = `${PATHS.src}/pug/pages/`

const PAGES = fs.readdirSync(PAGES\_DIR).filter(fileName => fileName.endsWith('.pug'))

Далее есть два способа обработки. Первый способ - автоматическое добавление страниц:

...PAGES.map(page => new HtmlWebpackPlugin({

template: `${PAGES\_DIR}/${page}`,

filename: `./${page.replace(/\.pug/,'.html')}`

}))

Второй способ - ручной (можно легко связывать с первым способом) :

new HtmlWebpackPlugin({

template: `${PAGES\_DIR}/about/index.pug`,

filename: './about/index.html',

inject: true

}),

new HtmlWebpackPlugin({

template: `${PAGES\_DIR}/about/portfolio.pug`,

filename: './about/portfolio.html',

inject: true

})

В пример привел страницы индекс и абаут из директории about.

Теперь осталось создать страницы для пага, а также главные лаяуты с инклюдами.  
Все ваши вопросы есть в ридми, но если вы не найдете свой вопрос то можете задать его здесь или на ютубе!

Далее создадим следующую структуру в /src:

src/pug/include+/pages+/utils+/layout

затем созд. pages/index.pug

doctype html

extends ../layout/main

block variables

  - var title = 'Webpack + Pug'

  - var description = 'Description for Webpack + Pug'

  - var pageClass = 'index-page'

block content

  section

    .container

      h1 Jade - node template engine

      p Lorem ipsum, dolor sit amet consectetur adipisicing.

  example-component

[https://html2jade.org/](https://www.youtube.com/redirect?v=GaLS93JBeng&redir_token=-e-0j2yX2ZXVfN_smrFgujWDD7V8MTU3MjI4MzUwNEAxNTcyMTk3MTA0&event=video_description&q=https%3A%2F%2Fhtml2jade.org%2F) - хтмл в паг и обратно онлайн

[https://pugjs.org/](https://www.youtube.com/redirect?v=GaLS93JBeng&redir_token=-e-0j2yX2ZXVfN_smrFgujWDD7V8MTU3MjI4MzUwNEAxNTcyMTk3MTA0&event=video_description&q=https%3A%2F%2Fpugjs.org%2F) - документация по паг (очень много интересного)

Важно! В pug важно использовать либо только пробелы либо только табы, что-то одно, иначе получим ошибку. (vs code - convert to spaces)

затем созд. layout/index.pug

block variables

doctype html

html(lang='en')

  head

    meta(charset='utf-8')

    title #{title}

    meta(name='description', content=description)

  body(class=pageClass)

    .wrapper

      //- #app id для Vue

      #app

        .content-wrapper

          block content

Далее создаем src\pug\includes\modules\header.pug + footer.pug

header

  .container

    span header is here

footer тоже самое