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Práctica 2 Sistemas de ficheros
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# INTRODUCCIÓN

Esta segunda práctica tiene como objetivo implementar un sistema de ficheros en espacio de usuario usando el lenguaje de programación C. A través de esta práctica se buscan asentar los conocimientos obtenidos a lo largo de la asignatura. En este documento se detallan los siguientes apartados:

* Diseño del sistema de ficheros, incluyendo las estructuras de i-nodo y superbloque.
* Descripción de las funcionalidades, indicando el funcionamiento y desarrollo de los métodos principales y auxiliares.
* Diseño y realización de pruebas, detallando el resultado de cada una de las pruebas desarrolladas en el fichero “test.c”.

# DISEÑO DEL SISTEMA DE FICHEROS

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAogAAABcCAIAAABiG9P9AAAAAXNSR0IArs4c6QAAAANzQklUCAgI2+FP4AAADdlJREFUeJzt3b1uGk0XwPEzr56LAAkXSGnTUHmR0iDlArwrWzJUj1K6i9wZu8BLZ6VzGT3VrqVYkAuIRBOJdeXGbSQKI7F3sW+x3+yCSWLMAP9fFb6WDcP4MLNz5qggCAQAAOjhf5s+AQAAkCIwAwCgEQIzAAAaITADAKARAjMAABr5J3tDKbWp8wAAYJ8lSVL/LHoAu0cpRfvuMNp3t9G+uy07MGYqGwAAjRCYAQDQCIEZAACNEJgBANAIgRkAAI0QmAEA0AiBGQAAjRCYAQDQCIEZAACNEJgBANAIgRkAAI0QmAEA0AiBGQAAjRCYAQDQCIEZAACNEJgBANAIgRkAAI0QmAEA0AiBGQAAjRCYAQDQCIEZ6+O7J0opy51m7rqzlFLWnb+W97uz1In70qF990T1H/7sHby++uPXAsBKCMxYL/NYBj+TWOmPvot5vMnzEam0vwUXh5s9BwBYiMCM9WocWfJ9FEXm6WgglvU+edDrq9i1JyIydS3Vd+8spXJDbT+6Z378HXkID2N9/ZXcFQ7WlSoZ4MYj5qlrqX7/uvC0h/ik0sF3fLTrUXqYqRufU98rvOmapgQA7AMCM9asXm/cD0ZTERH/50COWvXoAd89aT66syAIgmfHvLqJI2638+s8CIKZK53Pri8iD/1quzEOgiAIxr1h5z8vd/ypaxld2wuC4Lb+NAzv866rnffjIAgCz+4aZbE80n18NwuCYNyT7hfXzx1t5kineu1FRxNnFgTBR+lGL/T6Bx1xw9d2myeuL+LfnUVvGowb7a/eovcEgKUIzFg3o9UbDn764Ty29aES319pfwsGpxURkVq9kT7fdP41RKRyem6HEf3wIgguDBERqb8z5w8/nQyPnU+HIlJpf7ZFRMQbXYn90RAROfzkHA8nCwOzGZ6P8dEuP9rVyBN/8iT253YlOlr0tEexz08rImL865jxL4/kv3wRnzAA/C4CM9bO+GgPf01kOhrcN+q1zAPJpLFqdtN7888RyU4RV9vD+ccmj6Vv2jWiV3Tu5XGyaGJ5/r1yR6vVTRGRyeS+8LrpZJh5WvironI6GEtzwfw5AKyKwIz1O2zZVyP352DYa2XGkV4/mjQOgmBsp/c/RgPcaRQk/buzaCY5CGbu/Ii5kh1sp0znOUhE4/IV5I4WRd96vbhaLYrZufMUEeMy+u/IsvlzAFhmewJzutYmv+Lmob9ChsxrWZot86Znsl3q9eNupz2MppcL/LubzIg5nPcW/+dgeGy1ciNa72thxCyHLfu+8/VBRHz3S3gYo5Vcip661m+NX2t1M3u0XsuQSuvIjK5AP3zt3EdPa0j35s4XEe+/Tnie3nV2zVdx3L/TtOieRault01dK13Bh9+VWcKZXZ656U91teRJTW1PYBbJDoPGvW7zmq60LSqtI1PEbuWSlIxPrhlOOJ/JeeZKsN34VVVKVduN8bd2JbrY3KkqpdSo5dnyNDcxbVx4dtdQSlUnR044kDUuZ85TUymlDjrizn4jOarWHsRH64gzuwyvdt860qkqpb7UnV78ps+OtKtKqeaVHZ6ncTlutKvhzLx4e3iNme65v+Kpr8yaTfyNIGPupl6eHTM7P+nZcuzMsv8IZk485Zh8SwIvmiK1XccUe5x7fjBzTemFy2jLXpuKH+3ZdvKEZyeezLTHc6ekK63bN/QcNxN+3ybb982757gX/wnrFb8vq3XY3MlnenEo6cvJPZv+Zuraf8d2tk2TD3P5p5pcveo5zrHYXuH5xc9/xRaJHjXtnrnsu6efbPtu14g55f3omket7JXDNKclzZBJr2K2fnUKc6D51y7OrlmULdPwgiCTLQMgtPbu+dBvPsV/c59uXq3DliTLeX3jMfzBMXMfb0hPf4k/v5RkUQpisxv+ovo46RQXV+ZeG37+q7XIXyVPamS7AvOwcxCv4n1ybnMreuZyWoaDn748jLrx9Knxr1PIs0ksz64py5aZO/L9ZPKq/8/9VWsPSDTaVhvpnpX2t0E7dzn/LzpsSbJc5p1OB6uvItw3cRKEqrYb48t8Dy75VOfadOFhMwtNKu3P85exSlrkr5InNbJdgTkzV/Z5Us2tLMjmtFTqyd5Sx/W6rGRxdk1ZtoyISDfKjDnoDJOFxMD+esPueXgxOxpUyzdZ+/MOW5YsZ1w8W4ODuZ3gMC8zlV2/mdsev+RTFRFz1dWR0foSpYyu3E8mS1vk75InNbJdgTnjsGXnelc2p8WfPMX/XDqWnfxK5s+WZNeUZcuI5C8nz/1mB/bb+rtn5XQQBEEQzKzv1fy66z/vsGXJcuEsThAEwexoUGVF24tqLSs/Ki3/VGXZyDUXX3NrCC4MWdYir5s8uUFbG5gfRt1cRkql/l4yOS2m9aEihy07m9OSPDfap8kbXYW3l2fXlGXLpCk64TbO5FoAGWvunv6dpdK/yHNjr7/osMVkuXzOj/luxRH+HpuOBvf5FilJQTRaPZlvIxGR7uhBRPzR9+jrUPlgJZv1etdKnbj+8hZ53eTJDVq0Kkw7z3NXoeIfQcuXfcavMnt2suQvXs9pO2XLPk23uLA6fvTYcXrFRZ7FM9GU1u2Lv7bJ9n3r7vkaHTZ38gvXD6d72my6d+vaf7O7A2Xa94VV2Ukb2fZx9JL4ozYdt2xVdny0F1oku9S/8N0r+7boItu+KrwdUip3c6dMXetgcr7fC4t2uX0L/DvrTG63YtrqtWxx+9I9V7DF7buM755UJ5+pxJpr362dygYAYBftzYgZ+9K+vntSzWdG2uP9GIrtR/vuL9p3t2Xbl8C8R/aqfZnKxo6hfXcbU9kAAGhqLwNzadkTakPtFvZp2iq+e/LHeSyrlZCCdpY23KaLU23WP5s+AQCotL8xSQtEtB4xe9dxic/rJD28UOf1oa9OXPc6XwVWfPckLgwb/iKbupayrJP0OZM7K1c9NFV4bfgu4T138TlkRtiZ7Q7KXgvgBfGIeepaqt+/XtgBM9NacV+7HqWHSctCl/wpKGzeiY0oa7iHtKZz/0HCoiND6TbDdty/ZtU4MC8tIJNz3xm8mwWZKrALyokMG5+DaFM36XZ+nQdl1UPXV6UKwAq6j1F3jjeHKi9PVF5CStz4T8GJ64v4d2dRlwzGjfbXvZ0a1UdJw6UlpIKZG+7aZlxE+5NcGHvZrBoH5lSxgMwc+/y0ImHdmJLSJcmmrNmN4kznX0NEKqfndrQFYGh9ZXAArMK0PlRExPgYb/lUUp6orITUdPKY/VOQ69ciYlzsR9ac3soartYexLuXl2x2vZfNqnFgXlZAJq+sRk1ZOZHs5r2NBbVN1lelCsAq5vtmWXmishJSaYEEkVr0B75yOhhLk6tL2iiv/ZVetTS684/tZbNqHJiXFZDJ99WkRk3ahC+WE4lL30zn6oStr0oVgD9RVp6orIRUWlIw16+Ny7A7joWrS5tX1nAP/eZVYVftxF42q76BeUEBmfnyI5k7xfuRlC55sZzIcPDTl1wh7tD6qlTtjXClRi73LFypsab+s1q2DDly26ukPFFZCalavZHtp8dWqybedXa+bdE8Gd5MWcOlkpJQGXvZrPoG5srprfMUTlZUB0e37ZpIrX3rml1DKXUmR5kfVse2fFFKqeaTM7s0RMS4nEWvPeiIOyvbHt225EwpVW03xt/a2YGtcTlzpFNVShld2wuvfBgXz460q0qpG7Gjn2+HF+PesHOglBrV42onK7zvnjBNyVwKmo4GYi6+Ng8sVWsPPLtrKKWqHYn6eOX0NuqnX+pOVJAq7afNKzvs18bluNEOL4g1xdvBi5Fbp6ThDj85x92mUkqdyWfHDKcna/VGtCp7L5t1UdmprfHGxRaztcy2zRu177Njiu24ZlJhbeaapuvY2VKAsXCt+7gnputE96Z10TPl5HrFjzwu5dazbSmW9iu0UXxWIrJqUcJs/bjwgJkv26ysKGHy2rh2YemZr8tW9l+sjPbdbdn21XfEjK1WrzeG30e+iIg/+i7Wh3jxXElqhIjIsD2oPwdBMLavmv1w0vKk+RiG9mcnKZaeWJQt04gifZRWkfdWOXKrZ/oBQMH2B+bDiyA/F71etfZgF1fnv77DVpSHNh0NJHMVf1FqRO88vGrwyTW7P7xwK6ho9VytmEJRlnQxl9VWsl7v7XPkXsz0A4B52x+YoSmj1RtOpuL/HAzf17O/nEpTI8x3hXy0dDOgZmFBSHnShUg3SqE46AyThfept8qRWz3TDwAKCMxYF+Oj3f3hjr4PowFlaEFqxPBXNL6Nc8/SmeTcxeZIWdKFSH61QXGo+nY5cksy/QBgOQIz1qZWN686nftoQrggnxpxNfJEcjPDyfPubgoj5rKki8OWHSXViH9nqZLSNG+UI7cg0w8AVkJgxtrUWtaxSK+VC7OlqREiZk9ulFKq+RilmRmfotQ4dSbnxf1NF2XLPBpKKVVti/NcXArwRjlyJZl+ALAyFa7Sjm6o3E3sGG3b17tWN+9m+m6UNnWtg8m59ov+tG1fvArad7dl25cRMwAAGmHEvEdo391G++422ne3MWIGAEBTBGYAADRCYAYAQCMEZgAANEJgBgBAIwRmAAA0QmAGAEAjBGYAADRCYAYAQCMEZgAANEJgBgBAIwRmAAA0QmAGAEAjBGYAADRCYAYAQCMEZgAANEJgBgBAIwRmAAA0ooIgSG8otcFTAQBgbyXhOBeYAQDAZjGVDQCARgjMAABohMAMAIBGCMwAAGjk/938x5xMt03JAAAAAElFTkSuQmCC)

El diseño del sistema de ficheros cuenta con un superbloque, que ocupa un bloque de almacenamiento, un bloque que contiene el mapa de inodos y el mapa de bloques de datos libres, almacenados juntos para la optimización de almacenamiento, 3 bloques que contienen la información de los 48 inodos y el resto de los bloques serán de tipo bloques de datos.

A continuación, se procede a la explicación de las estructuras nombradas anteriormente:

El superbloque estará formado por:

* Un número mágico como identificador del sistema de ficheros.
* El número de bloques que ocupará los mapas de inodos y de bloques, los cuales los hemos unificado en un bloque, para optimizar el espacio.
* El número de inodos del sistema de ficheros, siendo 48.
* El número del bloque donde se encontrará el primer i-nodo, el cual será el 2, ya que el bloque 0 estará reservado para el superbloque y el 1 para los mapas de bits.
* El número de bloques de datos, calculado en el mkFS mediante la siguiente fórmula DEVICE\_SIZE / BLOCK\_SIZE - 2 - (lo que ocupa los bloques de inodos = 3).
* El primer bloque de datos, posicionado en el bloque 5 (ya que se empieza en el bloque 0), ya que los dos primeros bloques son para el superbloque y los mapas de bits y los 3 siguientes para los inodos.
* El tamaño del dispositivo, el cual será el DEVICE\_SIZE.
* El padding añadido para completar un bloque, por lo que será un padding de 2020 bytes, formado por un vector de caracteres de tamaño 2020.

La estructura que contiene la información de los mapas está formada por:

* El mapa de inodos libres, para su representación se ha utilizado un vector de caracteres con 6 posiciones. Esto es debido a que con 6 posiciones de array de caracteres se pueden representar 48 bits, que es el número de inodos con el que cuenta el sistema.
* El mapa de bloques de datos libres, para su representación se ha utilizado un vector de 38 caracteres obtenido mediante la fórmula [300 (máximo teórico de tamaño del sistema) / 8 (bits en 1 byte) = 38]
* El relleno añadido para completar un bloque es de 2004 bytes, por lo que se usa un vector de caracteres con 2004 posiciones.

La estructura que contiene la información de los inodos está compuesta por:

* El tipo de archivo, diferenciando los ficheros, con un 1, de los enlaces blandos, con un 0. No será necesario diferenciar los directorios ya que no será necesaria su implementación.
* La posición en bytes desde el inicio del archivo, inicialmente esta posición se encontrará al inicio del fichero (posición 0).
* Un marcador para comprobar si el fichero está abierto (open = 1) o cerrado (open = 0).
* La integridad correspondiente a un i-nodo, inicialmente será 0. Además, dicha integridad será calculada al cerrar su i-nodo correspondiente.
* El nombre del fichero o enlace blando asociado al i-nodo correspondiente. La longitud máxima será de 32 caracteres, aunque el vector de caracteres utilizados tendrá un tamaño de 33 caracteres para guardar el final de cadena \0.
* Los inodos contenidos. Al tener un tamaño máximo de 10KiB, podemos observar que al dividirlo entre el tamaño de un bloque (2048 bytes), podremos crear un vector de números enteros de longitud 5. En cada posición se pondrá el bloque que está usando el archivo. Si es un enlace simbólico, inodosContenidos[0] corresponderá al i-nodo al que apunta.
* El tamaño que ocupará el i-nodo, siendo un máximo de 10240 bytes.
* La cantidad de bloques que ocupan los datos del archivo del i-nodo.
* El relleno añadido para completar un bloque es de 47 bytes, por lo que se usa un vector de caracteres con 47 posiciones.

# DESCRIPCIÓN DE FUNCIONALIDADES PRINCIPALES

En este apartado se detalla el funcionamiento de los métodos principales para la correcta implementación del sistema de ficheros. Las funciones implementadas son las siguientes, y se encuentran en el fichero “filesystem.c”.

## mkFS()

Esta función genera el sistema de ficheros diseñado, teniendo en cuenta los metadatos introducidos. Para ello, se inicializan los metadatos a los valores por defecto del superbloque, los i-nodos y los mapas de bits. Para inicializar correctamente el sistema, se recorren todos los i-nodos, inicializando todos sus atributos. También se recorren los mapas de bits, para inicializar tanto el mapa de bloques, como el mapa de i-nodos a 0. Una vez inicializados todos los atributos, y añadido el relleno al superbloque, se escribe el sistema de ficheros del buffer al dispositivo. La función devuelve 0 en caso de ejecutarse correctamente, y -1 en caso contrario.

## mountFS()

El objetivo de esta función es el de montar el sistema de ficheros creado en el dispositivo disk.dat. Para ello, se procede al uso de la función bread, que lee un bloque del dispositivo y lo almacena en buffer. De esta forma, se almacena en buffer el superbloque, el mapa de bits y los i-nodos. La función devuelve 0 en caso de ejecutarse correctamente y -1 en caso contrario.

## unmountFS()

Esta función tiene como objetivo desmontar el sistema de ficheros situado en el dispositivo disk.dat. De esta forma, se liberan las variables y estructuras utilizadas para la creación del sistema de ficheros. Para ello se procede al uso de la función bwrite, el cual escribe un bloque del buffer en el dispositivo. De esta forma escribimos tanto el superbloque, como el mapa de bits y los i-nodos. La función devuelve 0 en caso de ejecutarse correctamente y -1 en caso contrario.

## ifree()

Esta función auxiliar comprueba la validez del i-nodo, es decir, si el i-nodo introducido por parámetro pertenece al superbloque. Si es el caso, se procede a liberar el i-nodo a través del mapa de bits de i-nodos, cambiando el valor de su posición en el mapa a 0.

## ialloc()

Esta función auxiliar tiene como objetivo buscar un i-nodo libre en el mapa de bits. Para ello, la función recorre el mapa de bits de i-nodos. Cuando encuentre un i-nodo sin ocupar, es decir, cuando se encuentre una posición en el mapa de i-nodos con el valor de bit 0, se establece el valor de ese bit a 1, cambiando el estado del i-nodo a ocupado, y actualizando sus atributos a sus valores por defecto. La función devuelve el id del i-nodo si se ha ejecutado correctamente, y -1 en caso de error.

## alloc()

Esta función es equivalente a la anterior, con la diferencia de que se busca un bloque disponible en el mapa de bloques. Cuando se encuentra un bloque disponible, con el valor a 0, se cambia el valor a 1 indicando que el bloque seleccionado está ocupado. Asimismo, se genera el bloque y se escribe del buffer al dispositivo.

## fileExist()

Esta función auxiliar tiene como objetivo comprobar que el nombre del archivo/enlace introducido por parámetro ya exista en el sistema de ficheros. Para ello, se recorren todos los i-nodos comprobando el atributo nombre. En caso de encontrar un nombre igual al nombre de alguno de los i-nodos, la función devolverá -1. En caso de no encontrar alguna coincidencia, devolverá 0.

## isNodeFull()

Este método auxiliar comprueba que no estén todos los i-nodos ocupados. Para ello, recorre todo el mapa de bits de i-nodos. Si encuentra alguna posición con el valor de bit 0, la función devolverá 0. Si el valor de todas las posiciones equivale a 1, significará que todos los i-nodos están ocupados. De esta forma, este método devolverá -2.

## isBlocksFull()

Este método es similar al anterior, con la diferencia de que se recorre el mapa de bits de bloque. En caso de que no se encuentre ningún bloque sin ocupar, el método devolverá -2. Si hay bloques sin ocupar, devolverá 0.

## createFile()

Esta es la función principal para crear un archivo en el sistema de ficheros. Para ejecutar la función, es necesario comprobar anteriormente que el archivo a crear no haya sido creado anteriormente en el sistema de ficheros, a través del nombre en el método auxiliar fileExist() detallado anteriormente. También es necesario comprobar que hay espacio en sistema de ficheros, a través de las funciones isNodeFull() y isBlocksFull(). Una vez comprobado, obtenemos el identificador del i-nodo libre encontrado a través de la función ialloc(). También obtenemos el bloque disponible a través de la función alloc(). Al tratarse de un archivo, se actualizan los atributos del i-nodo. Se actualiza el atributo “tipo” a 1 al tratarse de un archivo, se inicializan a 0 los atributos de “posición”, “abierto” y “tamaño”, y se actualizan los atributos de ”i-nodos contenidos” y “bloques ocupados”. De esta forma se crea un archivo vacío en el sistema de ficheros. La función devuelve 0 si se ha ejecutado correctamente, -1 si el archivo ya se había creado anteriormente, y -2 en otro caso de error.

## busca\_inodo()

Esta función auxiliar tiene como objetivo buscar un i-nodo por su nombre. La función devuelve el i-nodo en caso de haberlo encontrado, y -1 en caso de no encontrar ningún i-nodo con el nombre introducido por parámetro.

## removeFile()

Esta es la función principal para eliminar un archivo del sistema de ficheros. Para ello, es necesario buscar el i-nodo con el nombre introducido por parámetro, a través de la función auxiliar busca\_inodo(). Si no se encuentra el archivo, esta función devolverá -1. Si el archivo encontrado es un enlace simbólico, la función devolverá -2. Si el archivo tiene enlaces simbólicos que apuntan a él, se elimina el archivo y los enlaces simbólicos. Para eliminar el archivo, se modifica el valor del bit del i-nodo en el mapa de bits a 0, y se vuelven a actualizar los atributos del i-nodo a los valores por defecto.

## openFile()

Esta es la función principal para abrir un archivo creado en el sistema de ficheros. Para ello comprueba primero que el archivo que se quiere abrir haya sido creado. En caso contrario la función devolverá -1. A continuación, se busca el i-nodo donde esté situado el archivo. Si el i-nodo está fuera de rango o ya está abierto, la función devolverá -2. Si el archivo es un enlace simbólico, se actualiza el atributo “abierto” a 1 tanto del fichero al que referencia como del enlace simbólico. En caso contrario solo se actualiza el atributo del fichero. En ambos casos, la posición se actualiza al inicio del archivo, es decir, a 0. En caso de ejecutarse correctamente, la función devolverá el i-nodo del archivo abierto.

## closeFile()

Esta es la función principal para cerrar un archivo creado en el sistema de ficheros. Para ello comprueba primero que el descriptor de fichero se encuentre en el rango de i-nodos. En caso contrario la función devolverá -1. A continuación, se comprueba que el i-nodo no se encuentre ya cerrado. Si el i-nodo pasado por parámetro ya estaba cerrado anteriormente, la función devolverá -1. Si el archivo a cerrar es un enlace simbólico, se cierra también el fichero original, pero solo si se ha abierto a través del enlace simbólico. Si el archivo a cerrar es un fichero, simplemente actualiza el valor de “abierto” a 0. En ambos casos, se actualiza el valor de la posición a 0. Si la función se ha ejecutado correctamente, devolverá 0.

## readFile()

Función encargada de la lectura de un archivo. Primeramente, se comprueba si el archivo sobre el que se desea leer es un enlace simbólico, en ese caso se modifica el descriptor de fichero al referenciado por dicho enlace blando. Seguidamente, se comprueba si el fichero referenciado ha sido abierto previamente, en caso contrario la función retorna -1. A continuación se verifica si el i-nodo sobre el que se quiere leer tiene un fichero asociado, en caso contrario se retorna -1. Posteriormente, se ajusta el número de caracteres a leer al tamaño máximo del fichero y se calcula el número de bloques que se van a leer.  Ulteriormente, se accede al bucle for y se calcula el bloque asociado a la posición del fichero y mediante sentencias condicionales se identifica si el bloque de datos a leer es el calculado anteriormente, uno intermedio o el bloque de datos en el que finaliza la lectura. En el primero de los casos se calcula la longitud a leer, y se procede a ello. Para los otros casos condicionales el funcionamiento es similar, pero teniendo en cuenta los caracteres restantes de lectura. Finalmente se actualiza la posición del puntero de lectura retornando el número de caracteres leídos.

## writeFile()

Función encargada de la escritura de un archivo. Primeramente, se comprueba si el archivo sobre el que se desea escribir es un enlace simbólico, en ese caso se modifica el descriptor de fichero al referenciado por dicho enlace blando. Seguidamente, se comprueba si el fichero referenciado ha sido abierto previamente, en caso contrario la función retorna -1. A continuación se verifica si el i-nodo sobre el que se quiere escribir tiene un fichero asociado, en caso contrario se retorna -1. Posteriormente, se ajusta el número de caracteres a escribir al tamaño máximo del fichero, se calcula el número de bloques que se van a escribir y se procede a eliminar bloques que ya no van a ser usados, ya que cuando se escribe se sobrescribe lo que se encuentre después de la posición actual. Ulteriormente, se accede al bucle for y se calcula el bloque asociado a la posición del fichero y mediante sentencias condicionales se identifica si el bloque de datos a escribir es el calculado anteriormente, uno intermedio o el bloque de datos en el que finaliza la escritura. En el primero de los casos se calcula la longitud a escribir, se lee lo existente anteriormente en el bloque, se procede a la escritura teniendo en cuenta la posición actual y finalmente se escribe lo modificado de nuevo en su bloque correspondiente. Para los otros casos condicionales el funcionamiento es similar, pero teniendo en cuenta los caracteres restantes de escritura. Finalmente se actualiza la posición del puntero de lectura y el tamaño del i-nodo retornando el número de caracteres escritos.

## lseekFile()

Función encargada de modificar el puntero de lectura y escritura de un fichero. Primeramente, se comprueba que el descriptor de fichero introducido por parámetro sea correcto, que el valor de whence introducido sea correcto y que el i-nodo referenciado exista, en caso de que no se cumpla ninguna de estas condiciones se procede a retornar -1. A continuación, si el descriptor de fichero introducido pertenece a un enlace simbólico dicho descriptor se cambia por el referenciado por el enlace blando. Seguidamente se comprueba la operación a realizar mediante secuencias condicionales. En el caso de que el valor introducido sea SEEK\_CUR/0 se comprueba que el offset introducido viole los límites de fichero establecidos, si lo hiciese se retorna -1, en caso contrario se actualiza la posición del puntero de lectura y escritura del fichero sumando el offset.  En caso en el que el valor introducido sea SEEK\_END/1 se modifica el puntero al final del fichero escrito. Finalmente, en caso en el que el valor introducido para whence sea SEEK\_BEGIN/2 se modifica el puntero de lectura y escritura al inicio del archivo. Si todos estos casos se han realizado sin errores retornan 0, en caso contrario -1.

## checkFile()

Función encargada de comprobar la integridad de un fichero introducido por parámetro. Para ello se realizarán comprobaciones básicas previas, como que el fichero exista. Posteriormente se abrirá el fichero, si ya se encontraba abierto, se busca su descriptor correspondiente, se hará un backup de la posición para así poder resetearla a 0 y se leerá con readFile para almacenarlo en un buffer. Si el fichero se encontraba cerrado, se abrirá, se leerá y será guardado igualmente en el buffer y se cerrará. Una vez leído el archivo, se pasará dicho buffer a CRC32, comparando dicho valor con la integridad del i-nodo para así saber si se encuentra corrupto o no.

## includeIntegrity()

Función encargada de asignar la integridad de un fichero introducido por parámetro. Para ello se realizarán comprobaciones básicas previas, como que el fichero exista. Posteriormente se abrirá el fichero, si ya se encontraba abierto, se busca su descriptor correspondiente, se hará un backup de la posición para así poder resetearla a 0 y se leerá con readFile para almacenarlo en un buffer. Si el fichero se encontraba cerrado, se abrirá, se leerá y será guardado igualmente en el buffer y se cerrará. Una vez leído el archivo, se pasará dicho buffer a CRC32 y el resultado se sobrescribirá en la integridad del fichero correspondiente.

## openFileIntegrity()

Función encargada de abrir un fichero, comprobando que no está corrupto, para ello usará el mismo formato que openFile con su comprobación correspondiente con CheckFile. Además, si la integridad no ha sido calculada previamente no se podrá utilizar esta función, devolviendo un -3.

## closeFileIntegrity()

Función encargada de cerrar un fichero, añadiendo su nueva integridad, para ello usará el mismo formato que closeFile con su asignación correspondiente con includeIntegrity. Además, si el fichero no ha sido abierto previamente con openFileIntegrity no se podrá utilizar esta función, devolviendo un -3.

## createLn()

Esta es la función principal para crear un enlace simbólico a un archivo existente. Para ello, se comprueba que el fichero introducido por parámetro se encuentra en el sistema de ficheros. En caso contrario la función devuelve -1. También se comprueba que el nombre del enlace simbólico no esté ya en el sistema de ficheros. En caso contrario devolverá -1. Si no hay espacio en el mapa de i-nodos o bloques, la función devolverá -2. En caso de haber espacio, se obtiene el nuevo i-nodo y el bloque asignado para el enlace simbólico. Se comprueba si el enlace apunta a otro enlace. En caso afirmativo, la función devolverá -2. Por último, se busca el fichero al que referencia el enlace para actualizar los atributos del enlace simbólico. Para el enlace simbólico, se actualiza el atributo “tipo” a 0, así como la posición, el tamaño y el número de bloques ocupados. En i-nodos contenidos, se almacena el i-nodo del fichero al que referencia el enlace. La función devuelve el i-nodo del enlace en caso de que se haya ejecutado correctamente.

## removeLn()

Esta es la función principal para eliminar un enlace simbólico del sistema de ficheros. Para ello, se busca el i-nodo que se quiere eliminar del sistema de ficheros. En caso de que no se encuentre, la función devolverá -1. Si se ha encontrado, se comprueba que el i-nodo a eliminar es un enlace simbólico. En caso contrario, la función devolverá -2. Se actualiza el mapa de bits de i-nodos a 0 y se actualiza el valor de los atributos del i-nodo por defecto. La función devuelve 0 en caso de ejecutarse correctamente.

## fullInodeMap()

Esta función auxiliar ha sido implementada para la realización de algunas pruebas que se detallarán a continuación. Su objetivo es el de llenar el mapa de i-nodos, para comprobar el correcto funcionamiento de las funcionalidades principales.

## fullBlockMap()

Esta función auxiliar ha sido implementada para la realización de algunas pruebas que se detallarán a continuación. Su objetivo es el de llenar el mapa de bloques, para comprobar el correcto funcionamiento de las funcionalidades principales.

## printSystem()

Esta función auxiliar ha sido implementada para comprobar el funcionamiento del sistema a lo largo de la realización de pruebas del sistema. La función imprime el mapa de i-nodos y el mapa de bloques, así como los i-nodos con el valor de los atributos de cada uno de ellos.

# DISEÑO DE PRUEBAS

En este apartado se detallan las pruebas realizadas a lo largo de la implementación del sistema de ficheros. Los identificadores de cada prueba están relacionados con los requisitos proporcionados en el enunciado. Todas estas pruebas están implementadas en el fichero “test.c”.

## F1: Funcionalidades principales del sistema de ficheros

|  |  |
| --- | --- |
| **F1.1 (función mkFS)** | |
| DESCRIPCIÓN | Prueba básica de creación de un sistema de ficheros. |
| MÉTODO | Para comprobar la correcta ejecución del método, se ha creado un método auxiliar que imprime todos los datos del sistema de ficheros (printSystem). Como resultado, se debe inicializar el sistema de ficheros con los metadatos introducidos en el código. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 0, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 1: tipo 1, pos 0, open 0, integridad 0, nombre /test2.txt, inodos Contenidos [1,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 2: tipo 1, pos 0, open 0, integridad 0, nombre /test3.txt, inodos Contenidos [2,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 3: tipo 1, pos 0, open 0, integridad 0, nombre /test4.txt, inodos Contenidos [3,-1,-1,-1,-1], tamaño 0, bloques ocupados 1 |

|  |  |
| --- | --- |
| **F1.2 (función mountFS)** | |
| F1.2.1 | |
| DESCRIPCIÓN | Prueba básica para montar un sistema de ficheros. |
| MÉTODO | Para comprobar la correcta funcionalidad de la función mountFS, se crea el disco antes de ejecutar el test, introduciendo ./create\_disk 300. De esta forma, se genera el dispositivo disk.dat. |
| RESULTADO OBTENIDO | A través del comando hexdump -C disk.dat, se puede observar que el dispositivo ha sido montado correctamente |
| F1.2.2 | |
| DESCRIPCIÓN | Prueba a montar el sistema de ficheros sin crearlo anteriormente |
| MÉTODO | Para ello procedemos a realizar la misma prueba que en el apartado F1.2.1, con la diferencia de no ejecutar la función mkFS. |
| RESULTADO OBTENIDO | Al no haberse creado el sistema de ficheros, el comando hexdump -C disk.dat, devolverá el sistema de ficheros montado incorrectamente en el sistema. |

|  |  |
| --- | --- |
| **F1.3 (función unmountFS)** | |
| F1.3.1 | |
| DESCRIPCIÓN | Prueba básica para desmontar el sistema de ficheros. |
| MÉTODO | Para la ejecución de esta prueba, se crea y se monta el sistema de ficheros previamente, a través de las funciones mkFS y mountFS. |
| RESULTADO OBTENIDO | La función unmountFS se ejecutará correctamente, ya que el sistema de ficheros se ha creado y montado previamente en el dispositivo disk.dat, por lo que no resulta ningún problema desmontar el sistema del dispositivo. |
| F1.3.2 y F1.3.3 | |
| DESCRIPCIÓN | Pruebas para desmontar el sistema de ficheros, sin haberse creado previamente, y sin haberse montado previamente. |
| MÉTODO | Para la ejecución de esta prueba, no se accede a la función mkFS anteriormente, ni a la función mountFS, por lo que no se crea ni se monta el sistema de ficheros. |
| RESULTADO OBTENIDO | Como es de esperar, la función unmountFS dará un error, ya que el sistema de ficheros no ha sido creado, resultado imposible incluso montar el sistema de ficheros. |

|  |  |
| --- | --- |
| **F1.4 (función createFile)** | |
| F1.4.1 | |
| DESCRIPCIÓN | Prueba básica de creación de archivos. |
| MÉTODO | Para la ejecución de este test, se ha procedido a crear 4 archivos de nombres distintos. De esta forma se crearán los 4 archivos a través de la función createFile. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 0, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 1: tipo 1, pos 0, open 0, integridad 0, nombre /test2.txt, inodos Contenidos [1,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 2: tipo 1, pos 0, open 0, integridad 0, nombre /test3.txt, inodos Contenidos [2,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 3: tipo 1, pos 0, open 0, integridad 0, nombre /test4.txt, inodos Contenidos [3,-1,-1,-1,-1], tamaño 0, bloques ocupados 1 |
| F1.4.2 | |
| DESCRIPCIÓN | Prueba en la que se crea un archivo con nombre repetido. |
| MÉTODO | En esta prueba se crean 4 archivos, 2 con el mismo nombre, por lo que no se deberá de crear el archivo con el nombre repetido. |
| RESULTADO OBTENIDO | El resultado obtenido es parecido al del apartado F1.4.1, con la diferencia de que hay un archivo que no se ha creado, el archivo con el nombre repetido. |
| F1.4.3 y F1.4.4 | |
| DESCRIPCIÓN | Pruebas en la cual se intenta crear un archivo sin nodos disponibles, y sin bloques disponibles. |
| MÉTODO | Para la ejecución de estas pruebas, necesitamos las funciones auxiliares fullInodeMap() y fullBlockMap(). Con esta función podemos probar que no se crea un archivo si el mapa de i-nodos está lleno. |
| RESULTADO OBTENIDO | La función createFile devuelve -2, esto significa que no hay espacio suficiente en el sistema de ficheros, por lo que el archivo no se crea. |

|  |  |
| --- | --- |
| **F1.5 (función removeFile)** | |
| F1.5.1 | |
| DESCRIPCIÓN | Prueba básica de eliminación de un archivo existente. |
| MÉTODO | Para la ejecución de esta prueba, se han creado varios archivos, y se ha procedido a eliminar el primero de ellos a través de la función removeFile. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 0, integridad 0, nombre, inodos Contenidos [-1,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 1: tipo 1, pos 0, open 0, integridad 0, nombre /test2.txt, inodos Contenidos [1,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 2: tipo 1, pos 0, open 0, integridad 0, nombre /test3.txt, inodos Contenidos [2,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 3: tipo 1, pos 0, open 0, integridad 0, nombre /test4.txt, inodos Contenidos [3,-1,-1,-1,-1], tamaño 0, bloques ocupados 1 |
| F1.5.2 | |
| DESCRIPCIÓN | Prueba de eliminación de un archivo no creado anteriormente. |
| MÉTODO | Para la ejecución de esta prueba, se han creado varios archivos, y se ha llamado a la función removeFile de un archivo no creado. |
| RESULTADO OBTENIDO | Como se esperaba, el resultado de la prueba ha sido satisfactorio, debido a que la función ha devuelto -1 debido a que no ha encontrado el archivo. |
| F1.5.3 | |
| DESCRIPCIÓN | Prueba de eliminación de un enlace simbólico a través de la función removeFile. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un archivo y un enlace simbólico que referencia a ese archivo. Se llama a la función removeFile metiendo por parámetro el enlace creado. |
| RESULTADO OBTENIDO | Como se esperaba, la función removeFile devuelve -2, eso significa que se ha intentado eliminar un enlace simbólico a través del método de eliminación de archivos, por lo que el enlace simbólico indicado por parámetro no se eliminará. |
| F1.5.4 | |
| DESCRIPCIÓN | Prueba que comprueba la eliminación de un archivo, eliminando también los enlaces simbólicos que le apuntaban. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un archivo, además de dos enlaces simbólicos que apuntan a dicho archivo. Se llama a la función eliminando el archivo. |
| RESULTADO OBTENIDO | Como se comprueba a la salida de la ejecución a través de printSystem, se ha eliminado tanto el archivo como los enlaces simbólicos que le referenciaban, por lo que el resultado de esta prueba es satisfactorio. |

|  |  |
| --- | --- |
| **F1.6 (función openFile)** | |
| F1.6.1 | |
| DESCRIPCIÓN | Prueba básica para abrir un archivo existente. |
| MÉTODO | Para la ejecución de esta prueba, se crean dos archivos distintos, y se llama a la función openFile en ambos. Como resultado, los dos archivos creados deben abrirse sin problema. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 1, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 1: tipo 1, pos 0, open 1, integridad 0, nombre /test2.txt, inodos Contenidos [1,-1,-1,-1,-1], tamaño 0, bloques ocupados 1 |
| F1.6.2 | |
| DESCRIPCIÓN | Prueba para abrir un archivo ya abierto anteriormente. |
| MÉTODO | Para ejecutar esta prueba, se ha creado un archivo y se ha abierto dos veces. |
| RESULTADO OBTENIDO | Como se puede comprobar, el archivo solo se ha abierto una vez, ya que se ha ejecutado el primer openFile correctamente, y el segundo openFile ha devuelto -2, ya que el archivo se encontraba abierto. |
| F1.6.3 | |
| DESCRIPCIÓN | Prueba para abrir un archivo no creado anteriormente. |
| MÉTODO | Para la ejecución de esta prueba, simplemente no se ha creado ningún fichero, por lo que se llama a la función openFile con un archivo arbitrario e inexistente. |
| RESULTADO OBTENIDO | Como era de esperar, no se puede abrir un archivo que no se encuentre en el sistema de ficheros, por lo que la función devuelve -1. |
| F1.6.4 | |
| DESCRIPCIÓN | Prueba para abrir un fichero a través de un enlace simbólico |
| MÉTODO | Para la ejecución de la prueba, se crea un archivo y un enlace simbólico que apunte a ese archivo. Se llama a la función openFile a través del enlace simbólico. |
| RESULTADO OBTENIDO | El resultado obtenido es que tanto el fichero como el enlace simbólico se encuentran abiertos por la función openFile, por lo que la prueba ha dado un resultado satisfactorio. |

|  |  |
| --- | --- |
| **F1.7 (función closeFile)** | |
| F1.7.1 | |
| DESCRIPCIÓN | Prueba básica para cerrar un descriptor de fichero. |
| MÉTODO | Para proceder con esta prueba, se ha creado un archivo, se ha abierto, y finalmente se ha cerrado llamando a la función closeFile. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 0, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 1 |
| F1.7.2 | |
| DESCRIPCIÓN | Prueba para cerrar un descriptor de fichero ya cerrado o no creado. |
| MÉTODO | Para la ejecución de esta prueba, se ha llamado a la función closeFile sin haber creado ningún fichero anteriormente. |
| RESULTADO OBTENIDO | Como era de esperar, la función devuelve -1, ya que no se encuentra inicializado el descriptor de fichero, es decir, el valor de “open” es 0. |
| F1.7.3 | |
| DESCRIPCIÓN | Prueba para cerrar descriptor de fichero fuera de rango. |
| MÉTODO | Para esta prueba, se intenta cerrar el descriptor de fichero fuera del rango del sistema de ficheros. |
| RESULTADO OBTENIDO | Como resultado, la función closeFile devuelve -1, debido a que el i-nodo que se quiere cerrar está fuera de rango. La prueba ha resultado satisfactoria. |
| F1.7.4 | |
| DESCRIPCIÓN | Prueba para cerrar descriptor de fichero a través de enlace simbólico. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un archivo y un enlace simbólico que referencia al archivo. Posteriormente, se ha abierto el enlace a través de openFile. Por último, se ha cerrado el enlace a través de closeFile. |
| RESULTADO OBTENIDO | Se puede observar a través de la función printSystem(), que se ha cerrado tanto el archivo como el enlace simbólico. Esto quiere decir que la prueba ha sido superada. |

|  |  |
| --- | --- |
| **F1.8 y F1.9 (función readFile y writeFile)** | |
| F1.8.1 y F1.9.1 | |
| DESCRIPCIÓN | Pruebas básicas de lectura y escritura de un fichero abierto. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un fichero y se ha abierto con la función openFile. Posteriormente se ha escrito en el fichero a través de la función writeFile, y se ha leído el texto con readFile. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 18, open 1, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 19, bloques ocupados 1  A través del comando hexdump -C disk.dat, se obtiene el bloque de datos actualizado. |
| F1.8.2, F1.9.2, F1.8.3 y F1.9.3 | |
| DESCRIPCIÓN | Pruebas para intentar leer y escribir un fichero que no ha sido abierto anteriormente o no existe. |
| MÉTODO | Para la ejecución de las dos primeras pruebas, se ha creado un fichero, pero no se ha abierto para la lectura y escritura. Para las dos segundas, no se ha creado ningún archivo. |
| RESULTADO OBTENIDO | Como era de esperar, las funciones readFile y writeFile necesitan que el fichero esté abierto, por lo que ambas devolverán -1 y no se ejecutarán correctamente. Asimismo, si el i-nodo al que acceden las funciones no está inicializado por ningún archivo, estas funciones también devolverán -1. |
| F1.8.4 y F1.9.4 | |
| DESCRIPCIÓN | Prueba en la que se lee y escribe en un fichero que ocupa varios bloques. |
| MÉTODO | Para estas pruebas, se ha creado un fichero y se ha abierto a través de la función openFile. Además, se ha escrito una cadena de caracteres extensa para que el contenido del fichero ocupe varios bloques. |
| RESULTADO OBTENIDO | Utilizando el comando hexdump -C disk.dat, podemos observar que, tanto la lectura como la escritura del fichero se han ejecutado correctamente. |
| F1.8.5 y F1.9.5 | |
| DESCRIPCIÓN | Prueba en la que se lee y se escribe varias veces el mismo fichero. |
| MÉTODO | Para la ejecución de estas pruebas, se ha creado un fichero, y posteriormente se ha llamado a la función writeFile y readFile varias veces. |
| RESULTADO OBTENIDO | Como podemos comprobar, tanto las lecturas como las escrituras se ejecutan correctamente, ya que no se sobrescriben unas con otras. |
| F1.8.6, F1.9.6, F1.8.7 y F1.9.7 | |
| DESCRIPCIÓN | Pruebas en las que se lee y escribe en varios ficheros abiertos, diferentes cadenas de caracteres. |
| MÉTODO | Para la ejecución de estas pruebas, se han creado varios ficheros, y se han leído y escrito diferentes cadenas de caracteres en cada uno de ellos. Para las pruebas F1.8.7 y F1.9.7, la primera cadena de caracteres ocupa un bloque. |
| RESULTADO OBTENIDO | Como podemos comprobar, tanto las lecturas como las escrituras se ejecutan correctamente. |

|  |  |
| --- | --- |
| **F1.10 (función lseekFile)** | |
| F1.10.1, F1.10.2, F1.10.3 | |
| DESCRIPCIÓN | Pruebas básicas de lseekFile, para los 3 casos disponibles. |
| MÉTODO | Para la ejecución de estas pruebas, se ha creado un fichero, se ha abierto con la función openFile, y se ha escrito el contenido del buffer con la función writeFile. La primera prueba ejecuta FS\_SEEK\_CUR, la segunda FS\_SEEK\_END, y la tercera FS\_SEEK\_BEGIN. |
| RESULTADO OBTENIDO | Como se puede comprobar en los atributos del i-nodo, el valor del puntero de posición se actualiza según el lseekFile ejecutado. |
| F1.10.4, F1.10.5, F1.10.6 | |
| DESCRIPCIÓN | Pruebas de ejecución de lseekFile con datos introducidos incorrectamente, e i-nodos inexistentes. |
| MÉTODO | Para la ejecución de las dos primeras pruebas, se ha creado un fichero, se ha abierto y se ha escrito el contenido del buffer. Para la segunda, no se ha creado ningún fichero. |
| RESULTADO OBTENIDO | Para todos los casos, la función lseekFile devolverá -1, ya que la función comprueba si el fichero existe, y si los datos introducidos por parámetro son correctos. |

|  |  |
| --- | --- |
| **F1.11 (función checkFile)** | |
| F1.11.1 | |
| DESCRIPCIÓN | Prueba que verifica la integridad de un fichero no existente |
| MÉTODO | Se realiza checkFile a un fichero no existente |
| RESULTADO OBTENIDO | La función devuelve -2 para reflejar el error |
| F1.11.2 y F1.11.3 | |
| DESCRIPCIÓN | Prueba de comprobar integridad a un fichero al que previamente se le ha asignado integridad. Se hace una comprobación dejando el fichero abierto y otra con el fichero cerrado. |
| MÉTODO | Escribir un texto de prueba en el archivo, calcular su integridad y posteriormente realizar el checkFile. |
| RESULTADO OBTENIDO | El resultado obtenido debe de devolver 0, ya que los archivos no están corruptos. Además tendrán que dejar el archivo igual que como entró a la función checkFile (cerrado o abierto y con el mismo puntero) |
| F1.11.4 y F1.11.5 | |
| DESCRIPCIÓN | Prueba de comprobar integridad a un fichero al que previamente se le ha asignado integridad y posteriormente se le ha cambiado el buffer. Se hace una comprobación dejando el fichero abierto y otra con el fichero cerrado. |
| MÉTODO | Escribir un texto de prueba en el archivo, calcular su integridad, volver a escribir en el archivo y posteriormente realizar el checkFile. |
| RESULTADO OBTENIDO | El resultado obtenido debe de devolver -1, ya que los archivos están corruptos. Además tendrán que dejar el archivo igual que como entró a la función checkFile (cerrado o abierto y con el mismo puntero) |

|  |  |
| --- | --- |
| **F1.12 (función includeIntegrity)** | |
| F1.12.1, F1.12.2 y F1.12.3 | |
| DESCRIPCIÓN | Pruebas para comprobar el añadir integridad a un fichero |
| MÉTODO | Para la ejecución de esta prueba, se han realizado todas los casos de que el fichero a añadir integridad no exista, que no esté abierto y que se encuentre abierto. |
| RESULTADO OBTENIDO | En todas las pruebas hemos obtenido el resultado esperado, dando un error negativo en las pruebas donde se intenta añadir integridad a un fichero no abierto y no existente y un resultado positivo en la prueba restante. |

|  |  |
| --- | --- |
| **F1.13 (función OpenFileIntegrity)** | |
| F1.13.1, F1.13.2 y F1.13.3 | |
| DESCRIPCIÓN | Pruebas que verifican la detección de los errores de que no exista integridad previamente, que no exista el archivo y que el archivo ya se encuentre abierto. |
| MÉTODO | Se realiza OpenFileIntegrity para los casos anteriores |
| RESULTADO OBTENIDO | La función devuelve valores negativos en todos estos casos para indicar el error. |
| F1.13.4 y F1.13.5 | |
| DESCRIPCIÓN | Pruebas que verifican el correcto funcionamiento de la función a través de tanto enlaces simbólicos como de acceso normal. |
| MÉTODO | Escribir un texto de prueba en el archivo, calcular su integridad, cerrar el archivo y  realizar el OpenFileIntegrity en ambos casos. |
| RESULTADO OBTENIDO | El resultado obtenido debe devolver 0, ya que los archivos tienen el formato correcto. Al finalizar estos archivos tendrán su integridad comprobada. |
| F1.13.6 | |
| DESCRIPCIÓN | Prueba que verifica que si la integridad de un archivo varía el OpenFileIntegrity  detectará este cambio. |
| MÉTODO | Escribir un texto de prueba en el archivo, calcular su integridad, cerrar el archivo , calcular la integridad, volver a escribir en él y realizar el OpenFileIntegrity |
| RESULTADO OBTENIDO | El resultado obtenido debe devolver -2, ya se ha escrito después de haber calculado la integridad y por tanto  OpenFileIntegrity lo detectará. |

|  |  |
| --- | --- |
| **F1.14 (función closeFileIntegrity)** | |
| F1.14.1 | |
| DESCRIPCIÓN | Prueba para cerrar un descriptor de fichero y calcular su integridad. |
| MÉTODO | Para esta prueba, se ha creado y abierto un fichero. Posteriormente se ha escrito el contenido del buffer en el fichero. Por último, se ha cerrado el fichero con closeFile. Se ha incluido la integridad del fichero y se ha llamado a la función openFileIntegrity. |
| RESULTADO OBTENIDO | Como resultado, al llamar a la función closeFileIntegrity, el archivo se cerrará correctamente. |
| F1.14.2 y F1.14.3 | |
| DESCRIPCIÓN | Pruebas para cerrar un descriptor de fichero ya cerrado, no inicializado o fuera de rango. |
| MÉTODO | Para la ejecución de estas pruebas, no se ha creado ningún fichero. Simplemente se ha llamado a la función closeFileIntegrity desde un i-nodo sin inicializar, y desde un i-nodo fuera del sistema de ficheros. |
| RESULTADO OBTENIDO | Como era de esperar, la función closeFileIntegrity devolverá -1, debido a que no existe el fichero, o el i-nodo se encuentra fuera de rango. |
| F1.14.4 | |
| DESCRIPCIÓN | Prueba en la cual se cierra un archivo a través del enlace simbólico mediante integridad. |
| MÉTODO | Para la ejecución de esta prueba se ha creado un fichero y un enlace simbólico que referencia al fichero. A continuación, se ha abierto el fichero a través del enlace y se ha escrito el contenido del buffer. Se ha cerrado el fichero y se ha introducido la integridad. Por último se ha abierto el fichero con integridad a través del enlace. |
| RESULTADO OBTENIDO | Como resultado, al abrir el fichero con integridad a partir del enlace, la función closeFileIntegrity se ejecutará correctamente. |

|  |  |
| --- | --- |
| **F1.15 (función createLn)** | |
| F1.15.1 | |
| DESCRIPCIÓN | Prueba básica de creación de un enlace simbólico de un fichero. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un fichero y un enlace simbólico que apunta al fichero. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 0, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 1  Inodo 1: tipo 0, pos 0, open 0, integridad 0, nombre enlace1, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 0 |
| F1.15.2 | |
| DESCRIPCIÓN | Prueba de creación de un enlace simbólico de un fichero inexistente. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un enlace simbólico que apunta a un fichero sin crear. |
| RESULTADO OBTENIDO | Como resultado, la función createLn devuelve -1, debido a que el fichero al que se referencia es inexistente. Debido a ello, el enlace no se crea. |
| F1.15.3 y F1.15.4 | |
| DESCRIPCIÓN | Prueba de creación de un enlace simbólico sin i-nodos disponibles y sin bloques disponibles. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un fichero y un enlace simbólico que apunta al fichero. Además se ha llamado a la función fullInodeMap y fullBlockMap. |
| RESULTADO OBTENIDO | Al igual que con createFile, si el mapa de i-nodos está lleno, o el mapa de bloques está lleno, la función devolverá -1, por lo que no se creará el enlace simbólico. |
| F1.15.5 | |
| DESCRIPCIÓN | Prueba de creación de un enlace simbólico apuntando a otro enlace. |
| MÉTODO | Para la ejecución de esta prueba, se crea un archivo y un enlace que apunta a ese archivo. Además, se crea un enlace que apunta al enlace creado anteriormente. |
| RESULTADO OBTENIDO | Como era de esperar, la función devuelve -2, ya que no es posible crear un enlace que apunte a otro enlace. De esta forma, la prueba realizada ha resultado satisfactoria. |
| F1.15.6 | |
| DESCRIPCIÓN | Prueba en la cual se repite el nombre del enlace que se desea crear. |
| MÉTODO | Para esta prueba, se crean varios ficheros con varios enlaces simbólicos, pero estos enlaces contienen el mismo nombre. |
| RESULTADO OBTENIDO | Los enlaces con nombres repetidos no se crean, ya que la función devuelve -1, por lo que el resultado de esta prueba es satisfactorio. |
| F1.15.7 y F 1.15.8 | |
| DESCRIPCIÓN | Prueba de lectura y escritura en un enlace simbólico. |
| MÉTODO | Para estas pruebas, se crean un archivo y un enlace simbólico que apunta a ese archivo. Al leer y escribir a través del enlace simbólico, se debe acceder al fichero. |
| RESULTADO OBTENIDO | Como se puede comprobar, se actualizan los atributos del fichero y no del enlace simbólico, por lo que la prueba indica una correcta implementación. |
| F1.15.9 | |
| DESCRIPCIÓN | Prueba de lseekFile en un enlace simbólico. |
| MÉTODO | Para esta prueba, se crea un fichero y un enlace simbólico que apunta al fichero. Al acceder a lseekFile a través de un enlace simbólico, se debe actualizar la posición del fichero al que apunta. |
| RESULTADO OBTENIDO | El resultado obtenido es equivalente a que el fichero al que apunta el enlace simbólico ha sido actualizado, por lo que la función ha sido implementada correctamente. |

|  |  |
| --- | --- |
| **F1.16 (función removeLn)** | |
| F1.16.1 | |
| DESCRIPCIÓN | Prueba básica de eliminación de un enlace simbólico de un archivo existente. |
| MÉTODO | Para esta prueba, se ha creado un fichero y un enlace que referencia a dicho fichero. Por último se ha llamado a la función removeLn con el enlace creado. |
| RESULTADO OBTENIDO | Inodo 0: tipo 1, pos 0, open 0, integridad 0, nombre /test1.txt, inodos Contenidos [0,-1,-1,-1,-1], tamaño 0, bloques ocupados 1 |
| F1.16.2 | |
| DESCRIPCIÓN | Prueba de eliminación de un enlace inexistente. |
| MÉTODO | Para la ejecución de esta prueba se han creado un fichero y un enlace que referencia al fichero. Por último, se ha llamado a la función removeLn pasando por parámetro un enlace simbólico que no se ha creado. |
| RESULTADO OBTENIDO | Como resultado, la función removeLn devolverá -1, ya que la función no ha encontrado el i-nodo del enlace, que es inexistente. Por lo tanto, la prueba ha sido superada satisfactoriamente. |
| F1.16.3 | |
| DESCRIPCIÓN | Prueba de eliminación de un archivo a través de la función removeLn. |
| MÉTODO | Para la ejecución de esta prueba, se ha creado un fichero y un enlace a ese fichero. Por último, se ha llamado a la función removeLn intentando eliminar el fichero. |
| RESULTADO OBTENIDO | El resultado obtenido es un error de la función removeLn, como era de esperar, ya que no se puede eliminar un fichero con la función removeLn, que solo sirve para eliminar enlaces simbólicos. |

## NF1: Comprobación de requisitos no funcionales

|  |  |
| --- | --- |
| **NF (Comprobación entre diferentes opens y closes)** | |
| NF10.1, NF10.2, NF11.1, NF11.2, NF12.1, NF12.2 | |
| DESCRIPCIÓN | Pruebas para comprobar que un archivo no puede ser ni abierto ni cerrado con un open/close que no tengan ambos integridad o que no las tengan, por lo que por ejemplo, no se puede mezclar openFile y closeFileIntegrity. |
| MÉTODO | Para la ejecución de esta prueba, se han realizado todas las combinaciones posibles de los diferentes tipos de close y open para comprobar su correcto funcionamiento. |
| RESULTADO OBTENIDO | En todas las pruebas hemos obtenido el resultado esperado, dando un error negativo en las pruebas donde se mezclan open y close con integridad y sin ella y dando un resultado positivo cuando no se mezclan. |

# CONCLUSIONES

En general, esta práctica nos ha servido para reforzar los conocimientos obtenidos en la asignatura, concretamente en los apartados de sistemas de ficheros y memoria, así como para comprender mejor la estructura y el funcionamiento del sistema operativo.

Hemos tenido varios problemas, principalmente a la hora de implementar la función WriteFile() debido a que por un error de punteros la escritura resultante estaba formada por numerosas impresiones por pantalla realizadas a lo largo del código.

Estos problemas se han resuelto repasando las transparencias y los pseudocódigos de los ejercicios resueltos, junto al repaso de dudas de las últimas clases prácticas.

Por último, no tenemos ninguna queja con la práctica, ya que hemos comprendido mejor el funcionamiento del sistema operativo, así como la implementación de diversos sistemas de ficheros en lenguaje C.