# React

## УСТАНОВКА YARN

Инсталлим node.js с сайта, после этого через npm инсталлим yarn:

npm i yarn -g

yarn -v

## КОМАНДЫ YARN

yarn install --production // заинсталлит только dependencies, без devDependencies

yarn install // заинсталлит все зависимости, production и development

## УСТАНОВКА WEBPCK (ЛОКАЛЬНО)

Через yarn:

yarn add webpack

yarn add webpack-dev-server

yarn add babel-core babel-loader

yarn add babel-plugin-transform-class-properties

yarn add css-loader style-loader sass-loader node-sass

yarn add normalize.css

yarn add extract-text-webpack-plugin

После этого нужно в **package.json** добавить скрипт,

build:dev - для девелопмнет версси, единожды запускает webpack, прогоняет все файлы через себя и babel, выливает в bundle.js (не минифицированый)

build:prod - для продакшн версси, единожды запускает webpack, прогоняет все файлы через себя и babel, выливает в bundle.js, styles.css, и фалы source-maps

dev-server - для девелопмент версии, запускает веб-сервер, все файлы держит в оперативке

"scripts": {

"build:dev": "webpack",

"build:prod": "webpack -p --env production",

"dev-server": "webpack-dev-server",

"test": "jest --config=jest.config.json"

}

## WEBPACK.CONFIG.JS

Все настройки по всем установленным модулям webpack берет из файла **webpack.config.js**.

Необходимо создать файл в корне проекта, в него пишем:

const path = require('path');

const ExtractTextPlugin = require('extract-text-webpack-plugin');

module.exports = (environment) => {

const isProduction = environment === 'production';

const CSSExtract = new ExtractTextPlugin('styles.css');

return {

entry: "./src/app.js",

output: {

path: path.join(\_\_dirname, 'public', 'dist'),

filename: "bundle.js"

},

module: {

rules: [{

loader: 'babel-loader',

test: /\.js$/,

exclude: /node-modules/

}, {

test: /\.s?css$/,

use: CSSExtract.extract({

use: [

{

loader: 'css-loader',

options: {sourceMap: true}

},

{

loader: 'sass-loader',

options: {sourceMap: true}

}

]

})

}]

},

plugins: [CSSExtract],

devtool: isProduction ? 'source-map' : 'inline-source-map',

devServer: {

contentBase: path.join(\_\_dirname, 'public'),

historyApiFallback: true,

publicPath: '/dist/'

}

}

};

## .BABELRC

После этого необходимо в корне проекта создать **.babelrc**, куда добавить пресеты babel

{

"presets": ["env", "react"],

"plugins": ["transform-class-properties"]

}

## ЗАПУСК

После этого можно запустить webpack, который возьмет файл src/app.js (из webpack.config.js) и выльет его в папку public/dist/bundle.js. Это версия для девелопмента

yarn run build:dev

Для девелопмента, что бы запустить веб-сервер, пишем,

yarn run dev-server

## ФАЙЛОВАЯ СТРУКТУРА REACT
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**app.js** выглядит так:

import React from 'react';

import ReactDOM from 'react-dom';

import IndecisionApp from './components/IndecisionApp';

import 'normalize.css/normalize.css';

import './styles/styles.scss';

ReactDOM.render(

<IndecisionApp/>, document.getElementById('app')

);

**IndecisionApp.js** так:

import React from 'react';

import Header from './Header';

import Action from './Action';

import Options from './Options';

import AddOption from './AddOption';

export default class IndecisionApp extends React.Component {

constructor(props) {

super(props);

...

## СИНТАКСИС REACT ШАБЛОНОВ

Шаблоны React'a принимают только утверждения (statements) либо тернарные операторы, но не выражения (expressions)

true, false, null, undefined - не будут отображены

const user = {name: 'Alex', age: 17, location: 'Kiev'};

function getLocation(location) {

if (location) return <p>Location: {location}</p>;

}

// покажет имя или Анонимус, если имя undefined

// проверит, есть ли возраст и больше ли он 18, если true - отобразит строку с возрастом

// отобразит строку с локацией или вообще ничего не покажет

const template2 = (

<div>

<h1>{user.name ? user.name : 'Anonymous'}!</h1>

{(user.age && user.age >= 18) && <p>Age: {user.age}</p>}

{getLocation(user.location)}

</div>

);

const userRoot = document.getElementById('user');

ReactDOM.render(template2, userRoot);

JSX так же поддерживает шаблоны внутри шаблонов. Можно обрабатывать массивы, но не обьекты:

<ul>

{

app.options.map((option, i, arr) => {

return <li key={i}>{option}</li>

})

}

</ul>

## РЕНДЕР

Некоторые свойства HTML нельзя писать напрямую в шаблоны JSX. Например class, вместо него используется className.

<https://reactjs.org/docs/dom-elements.html> - внизу можно посмотреть список неизмененных свойств

<https://reactjs.org/docs/events.html#form-events> - HTML эвенты

ReactDOM.render() работает крайне эффективно за счет виртуального DOM-дерева, потому даже если рендерить после небольшого изменения целую страничку сразу этим методом, Реакт отследит изменения и внесет их только в те части на стороне клиента, где они нужны

## КОМПОНЕНТЫ

Реакт имеет метод React.Component что является обычным родительским классом. Синтаксис:

class Header extends React.Component{

render(){

return <p>This if Header</p>

}

}

Все компоненты создаются с Прописной буквы. Если без прописной, Реакт пытается отрендерить элемент как строчный, вместо передачи класса

Можно отрендерить компонент внутри компонента:

class IndecistionApp extends React.Component {

render(){

return {

<div>

<Header/> {}

<Action/> {}

</div>

}

}

}

ReactDOM.render(<IndecistionApp/>, document.getElementById('app'));

Цикл внутри компонента внутри компонента с привязкой this к обработчику события. Когда функция вешается на элемент html как обработчик события, this теряется

class Options extends React.Component {

constructor(props) {

super(props);

this.handleRemoveAll = this.handleRemoveAll.bind(this);

}

handleRemoveAll() {

this.props.options.length = 0;

}

render() {

return (

<div>

<button onClick={this.handleRemoveAll}>Remove all</button>

<ol>

{

this.props.options.map((option, i, arr) => {

<Option key={i} optionText={option}/>

})

}

</ol>

</div>

);

}

}

class Option extends React.Component {

render() {

return <li key={this.props.index}>{this.props.optionText}</li>

}

}

ReactDOM.render(<Options />, document.getElementById('app'));

## СОСТОЯНИЕ КОМПОНЕНТА (COMPONENT STATE)

Реакт автоматически отслеживает изменения состояния, что бы рендерить их сразу в UI. Состояния - обычные пары ключ\значение, которые пишутся как свойства обьекта в компонент. Что бы создать состояние, нужно в конструкторе создать обьект state, а в нем задать свои свойства. Доступ к свойствам осуществляется через метод наследуемый метод setState:

class Counter extends React.Component {

constructor(props){

super(props);

this.handleAddOne = this.handleAddOne.bind(this);

this.state = {

count: 0

}

}

handleAddOne(){

this.setState((prevState) => {

return {

count: prevState.count + 1

}

})

}

render(){

return (

<div>

<h1>Count: {this.state.count}</h1>

<button onClick={this.handleAddOne}>+1</button>

</div>

)

}

}

ReactDOM.render(<Counter/>, document.getElementById('app'));

**Передача функций**

Что бы вложенные компоненты могли обрабатывать и изменять состояния всего приложения или других компонентов, в родительском компоненте создаются функции, которые передаются детям как обработчики:

class IndecistionApp extends React.Component {

constructor(props) {

super(props);

this.state = {

options: ['Item 1', 'Item 2', 'Item 3', 'Item 4',]

};

this.handlePick = this.handlePick.bind(this);

}

handlePick() {

const randomNum = Math.floor(Math.random() \* this.state.options.length);

const option = this.state.options[randomNum];

alert(option);

}

render() {

return (

<div>

<h1>Super app</h1>

<Action handlePick={this.handlePick} />

</div>

)

}

}

class Action extends React.Component {

render() {

return <button onClick={this.props.handlePick}>What should I do?</button>

}

}

ReactDOM.render(<IndecistionApp/>, document.getElementById('app'));

**Обработка ошибок и передача информации в функции**

Ошибка вызывается за счет того, что при успехе изменяется this.state.options, а возвращается ничего. При ошибке возвращается строка, которая является true, соответственно элемент отображается

class IndecistionApp extends React.Component {

constructor(props) {

super(props);

this.state = {

options: []

};

this.handleAddOption = this.handleAddOption.bind(this);

}

handleAddOption(option) {

if(!option){

return 'Enter valid value';

} else if(this.state.options.indexOf(option) > -1){

return 'This option already exists'

}

this.setState((prevState) => {

return {

options: prevState.options.concat(option)

}

});

}

render() {

const title = 'Indecision';

return (

<div>

<h1>Indecision</h1>

<AddOption handleAddOption={this.handleAddOption} />

</div>

)

}

}

class AddOption extends React.Component {

constructor(props){

super(props);

this.handleAddOptionHelper = this.handleAddOptionHelper.bind(this);

this.state = {

error: undefined

}

}

handleAddOptionHelper(e) {

e.preventDefault();

const option = e.target.elements.option.value.trim();

const error = this.props.handleAddOption(option);

this.setState(() => {

return { error }

})

}

render() {

return (

<div>

{this.state.error && <p>{this.state.error}</p>}

<form onSubmit={this.handleAddOptionHelper}>

<input type="text" name="option"/>

<button>Add option</button>

</form>

</div>

)

}

}

ReactDOM.render(<IndecistionApp/>, document.getElementById('app'));

## STATELESS FUNCTIONAL COMPONENT

В качестве компонента используется обыкновенная функция. Плюсы - нет лишнего кода, он быстрее и легче тестируется. Минусы - нет объекта state, т.е. нельзя менять состояние

defaultProps - передача параметров по умолчанию, если явно не указан какой-то из них

const User = (props) => {

return (

<div>

<p>name: {props.name}</p>

<p>age: {props.age}</p>

</div>

)

};

// свойство по умолчанию, если не указано в свойствах при рендере

User.defaultProps = {

name: 'Anonymous'

};

ReactDOM.render(<User name="Alex" age={26}/>, document.getElementById('app'));

## ПРОБРОС СВОЙСТВ В CHILD COMPONENTS

const Option = (props) => {

return (

<div data-option-index={props.optionIndex}>

{props.optionText}

<button

onClick={(e) => {

props.handleDeleteOptionSingle(props.optionIndex)

}}

>

remove

</button>

</div>

)

};

Если надо передать какую-то функцию детям, которые например динамически генерируются на каком-то уровне прослойке, функцию можно передавать как обычное свойство от компонента к компоненту, а на самом нижнем уровне вызвать ее анонимной функцию. Если вызвать ее напрямую, то будет передано не то, что нам нужно ( в данном случае prop.optionIndex), а event - e

## COMPONENTS LIFECYCLE METHODS

Вызвать можно только из class-based components, из stateless не выйдет

componentDidMount() - че то типа DOMContentLoaded, вызывается, когда компонент построил дерево

componentDidUpdate(prevProps, prevState) - вызвается, когда компонент обновляет props или state

componentWillUnmount() - вызывается перед удалением компонена

<https://reactjs.org/docs/react-component.html> - остальные функции тут

## ПЕРЕДАЧА ШАБЛОНА ЧЕРЕЗ СВОЙСТВА

**Подход 1.**

const Layout = (props) => {

return (

<div>

<p>Header</p>

{props.content}

<p>Footer</p>

</div>

)

};

const template = (

<div>

<h1>Page title</h1>

<p>This is my page</p>

</div>

);

ReactDOM.render(<Layout content={template}/>, document.getElementById('app'));

**Подход 2. Через props.children**

const Layout = (props) => {

return (

<div>

<p>Header</p>

{props.children}

<p>Footer</p>

</div>

)

};

ReactDOM.render(<Layout><p>This is inline</p></Layout>, document.getElementById('app'));

## THIRD-PARTY LIB IN REACT (REACT-MODULE)

Например, ставим библиотеку для модальных окон.

yarn add react-modal

После попытки запуска у меня посыпались ошибки компиляции через babel, пришлось доставить пресет и модуль:

yarn add babel-plugin-add-module-exports

yarn add babel-preset-stage-2

В .babelrc соотвественно дописываем:

{

"presets": ["env", "react", "stage-2"],

"plugins": ["transform-class-properties", "add-module-exports"]

}

Создаем модуль. Делаем отдельный файл в Components, назовем его **OptionModule**

**import React from 'react';**

**import Modal from 'react-modal';**

**const OptionModal = (props) => (**

**<Modal**

**isOpen={!!props.selectedOption}**

**onRequestClose={props.handleClearSelectedOption}**

**contentLabel="Selected Option"**

**>**

**<h3>{props.selectedOption}</h3>**

**{props.selectedOption && <p>test</p>}**

**<button onClick={props.handleClearSelectedOption}>Okay</button>**

**</Modal>**

**);**

**export default OptionModal;**

Теперь его можно спокойно импортировать и добавить в родительский модуль, как любой другой

В родительском модуле создаем две функции, которые открывают и закрывают окно модуля:

handleClearSelectedOption = () => {

this.setState(() => ({selectedOption: undefined}))

}

## СТИЛИ В REACT

Заинсталлим normalize

yarn add normalize.css

В **app.js** теперь необходимо импортировать стили

import 'normalize.css/normalize.css';

import './styles/styles.scss';

## ФАЙЛОВАЯ СТРУКТУРА СТИЛЕЙ

1. Разбиваем на компоненты так же. Создаем папку **styles**, в ее корне создаем точку входа - файл styles.scss, куда будут импортироваться все составляющие.
2. В папке styles создаем папку **base**, в ней создаем файл **\_base.scss** - будет хранить глобальные переменные, такие как размер шрифта
3. Теперь можно импортировать \_base.scss в **styles.scss**. При импорте SASS, важно опускать префикс нижнего подчеркивания и расширение scss:

@import "./base/base";

## REACT ROUTER

<https://reacttraining.com/react-router/web/guides/philosophy> - web-туториал

yarn add react-router

Пример **app.js** c базовым роутером

import React from 'react';

import ReactDOM from 'react-dom';

import {BrowserRouter, Route, Switch, Link, NavLink} from 'react-router-dom';

import 'normalize.css/normalize.css';

import './styles/styles.scss';

const Header = () => (

<header>

<h1>Expencify</h1>

<NavLink to="/" activeClassName="is-active" exact={true}>Main</NavLink>

<NavLink to="/create" activeClassName="is-active">Create Page</NavLink>

</header>

);

const ExpenseDashboardPage = () => (<div>This is from dashboard component</div>);

const AddExpensePage = () => (<div>This is add expense component</div>);

const NotFoundPage = () => (<div>404 - <Link to="/">Go home</Link></div>);

const routes = (

<BrowserRouter>

<div>

<Header/>

<Switch>

<Route path="/" component={ExpenseDashboardPage} exact={true}/>

<Route path="/create" component={AddExpensePage}/>

<Route path="/edit/:id" component={EditExpensePage}/>

<Route component={NotFoundPage}/>

</Switch>

</div>

</BrowserRouter>

);

**BrowserRouter** запускает роунинг. Внутри него может находится только 1 элемент!

**Header** обычный компонент без роутинга, потому он будет грузится на каждой странице

**Switch** будет последовательно проверять path каждого компонента, если path идентичен запрашиваемому - грузит страничку

**Route** - модули со страничками

**Link** - по скольку навигация через href="/" все еще ведет к полной перезагрузке страницы, Реакт переписывает обработчик событий в Link, что бы рендер был только на стороне клиента

**exact={true}** говорит считывать конкретно указанный путь, а не добавлять компонент ко всем похожим путям, которые начинаются как этот

По умолчанию, браузер пытается отрендерить страницы запросами на сервер. Т.е. запрос /create приведет к 404. Для того, что бы включить рендер с JS, необходимо сконфигурировать сервер так, что бы все неизвестные запросы переадресовывались на index.js. В **webpack.config.js** нужно добавить:

devServer: {

contentBase: path.join(\_\_dirname, 'public'),

historyApiFallback: true

}

Пример выноса компонента в отдельную директорию и его экспорт:

import React from 'react';

const EditExpensePage = (props) => {

return (<div>Editing the expense with id of {props.match.params.id}</div>)

};

export default EditExpensePage;

# REDUX

<http://redux.js.org/>

Библиотека создана что бы обойти "проброс" свойств и состояний в Реакте от родительского компонента всем последующим, что бы передать его последнему. Потому Redux сделали глобальный обьект (лол) Redux Store, в котором хранятся все значения со всего приложения (лол)

yarn add redux

Для первоначального создания state в Redux используется метод createStore. В метод обязательно надо передать функцию, которая вернет обьект, можно пустой. Это и есть инициализация базового state

import {createStore} from 'redux';

// для ясности вернем обьект state по умолчанию

const store = createStore((state = {count: 0}) => {

return state

});

console.log(store.getState()); // вернет весь обьект state

## REDUX ACTIONS

**Actions** описывают факт того, что что-то произошло, но не описывают как состояние приложения поменялось

Изменять состояния можно через метод dispatch, в котором можно задавать произвольные значения в свойтве type. Конвенция говорит, что надо писать все слова в верхнем регистре, а разделять их нижним подчеркиванием

**Важно!** Не надо менять само состояние state.count! Это может привести к ошибкам. Потому вместо

**state.concat**

state.push надо использовать state.concat, тк первый вариант ИЗМЕНЯЕТ первоначальный массив, а второй - возвращает новый массив, но старый не изменяет

**...spread**

**...** оператор так же не изменяет первоначальный массив:

const names = ['Alex', 'Marina'];

console.log([...names, 'Mike']); // Alex, Marina, Mike

console.log(names); // Alex, Marina

Пример базовых actions

**import {createStore} from 'redux';**

**const store = createStore((state = {count: 0}, action) => {**

**switch (action.type){**

**case 'INCREMENT':**

**const incrementBy =**

**typeof action.incrementBy === 'number' ? action.incrementBy : 1;**

**return { count: state.count + incrementBy};**

**case 'DECREMENT':**

**return { count: state.count - 1};**

**case 'RESET':**

**return { count: 0};**

**default:**

**return state;**

**}**

**});**

**const unsubscribe = store.subscribe(() => console.log(store.getState()));**

**store.dispatch({type: 'INCREMENT', incrementBy: 5});**

unsubscribe();

**dispatch** передает значения, обрабатывать их нужно самому. Конвенция говорит, что надо писать все слова в верхнем регистре, а разделять их нижним подчеркиванием. *type* - обязательное значение, остальные произвольны

**subscribe** вызывается каждый раз, когда state изменяется. Что бы отписаться, нужно присвоить функции имя, а потом вывзвать ее без аргументов:

const unsubscribe = store.subscribe(() => console.log(store.getState()));

unsubscribe();

## REDUX REDUCERS

**Reducers** описывают, как поменялось состояние приложения после прихода **actions**

1. Reducers - чистые (pure) функции, т.е. они не оперируют данными извне, изменяют только те данные, которые переданы им внутрь
2. Никогда не изменяются state или action. Не стоит изменять state напрямую! reducer должен вернуть объект.

Пример выше можно переписать так:

const countReducer = ((state = {count: 0}, action) => {

switch (action.type){

case 'INCREMENT':

return { count: state.count + action.incrementBy};

default:

return state;

}

});

const store = createStore(countReducer);

Reducers можно разделять на несколько небольших, что бы не передавать чудовищный обьект везде. Для этого необходимо подключить метод redux - **combineReducers:**

import {createStore, combineReducers} from 'redux';

const expensesReducerDefaultState = [];

const expensesReducer = (state = expensesReducerDefaultState, action) => {

switch (action.type){

default:

return state;

}

};

const filtersReducerDefaultState = {

text: '',

sortBy: 'date',

startDate: undefined,

endDate: undefined

};

const filtersReducer = (state = filtersReducerDefaultState, action) => {

switch (action.type){

default:

return state;

}

};

const store = createStore(combineReducers({

expenses: expensesReducer,

filters: filtersReducer,

}));

console.log(store.getState());

Пример сложной action

const addExpense = (

{

description = '',

note = '',

amount = 0,

createdAt = 0

} = {}) => ({

type: 'ADD\_EXPENSE',

expense: {

id: uuid(),

description,

note,

amount,

createdAt

}

});

// Expenses Reducer

const expensesReducerDefaultState = [];

const expensesReducer = (state = expensesReducerDefaultState, action) => {

switch (action.type) {

case 'ADD\_EXPENSE':

return [...state, action.expense];

default:

return state;

}

};

// Combine Reducers

const store = createStore(combineReducers({

expenses: expensesReducer,

filters: filtersReducer,

}));

const unsubscribe = store.subscribe(() => console.log(store.getState()));

store.dispatch(addExpense({description: 'Rent', amount: 100}));

## СТРУКТУРА REACT ПРИЛОЖЕНИЯ

![C:\Users\alex\Downloads\structure.PNG](data:image/png;base64,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)Разделим все по папкам. Вход app.js будет импортировать:

**Store**, функция-комбайн, которая соединяет reducers и возвращает store. Этот файл так же импортирует reducers

**Reducers**, которые изменяют state приложения

**Actions**, которые описывают для reducers что надо

изменить

**Selectors**, возвращает отфильтрованные обьекты (если фильтры переданы)

## HIGHER ORDER COMPONENT

Это встроенный в React механизм рендера компонентов, который рендерит другие компоненты. Обретка для компонентов. Например, показать определенный компонент или нет в зависимости от того, залогинен пользователь или нет

const Info = (props) => (

<div>

<h1>Info</h1>

<p>The info is: {props.info}</p>

</div>

);

const withAdminWarning = (WrappedComponent) => {

return (props) => (

<div>

{props.isAdmin && <p>This is private info. Please dont share</p>}

<WrappedComponent {...props}/>

</div>

)

};

const AdminInfo = withAdminWarning(Info);

ReactDOM.render(<AdminInfo isAdmin={true} info="details"/>, document.getElementById('app'));

# REACT WITH REDUX

Заинсталлим библиотеку для коннекта react и redux <https://github.com/reactjs/react-redux>

yarn add react-redux

Теперь передадим свойства Redux Store в компоненты React. При каждом изменении Redux state, приложение будет реагировать и менять данные в html на лету

1. **app.js** будет включать такой фрагмент:

import {Provider} from 'react-redux'; // подключили библиотеку react-redux

import AppRouter from './routers/AppRouter.js'

import configureStore from './store/configureStore';

const store = configureStore();

// передаем store в Provider как свойство

const jsx = (

<Provider store={store}>

<AppRouter/>

</Provider>

);

ReactDOM.render(jsx, document.getElementById('app'));

1. В **AppRouter.js** страница вызвается так:

<Route path="/" component={ExpenseDashboardPage} exact={true}/>

1. **ExpenseDashboardPage.js** будет выглядеть так:

import React from 'react';

import ExpenseList from './ExpenseList';

const ExpenseDashboardPage = () => (<div><ExpenseList/></div>);

export default ExpenseDashboardPage;

1. **ExpenseList.js** включает такой код:

import React from 'react';

import {connect} from 'react-redux';

const ExpenseList = (props) => (

<div>

<h1>ExpenseList</h1>

{props.filters.text}

{props.expenses.length}

</div>

);

const mapStateToProps = (state) => {

return {

expenses: state.expenses,

filters: state.filters

}

};

// сначала передаем функцию, которая достает данные из Redux Store

// потом указываем, куда эти данные нужно вывести

export default connect(mapStateToProps)(ExpenseList);

## CONTROLLED INPUT - ОБРАБОТКА СОБЫТИЙ В REACT C REDUX

**Пример обработки input,**

который бы пересылал значение в redux store и что-то с ним делал.

Что бы значение в input менялось, необходимо менять состояние redux. Потому

а) достаем filters и передаем их в компонент

б) значение по умолчанию будет то, которое на данный момент установленно в filters.text

в) dispatch как функция отправки в redux store передается через connect по умолчанию, потому свойства dispatch доступно сразу. Передаем через этот метод установленное юзером значение в функцию фильтров, которая сортирует или отображает только отфилтрованные элементы

import React from 'react';

import {connect} from 'react-redux';

import {setTextFilter} from '../actions/filters';

const ExpenseListFilters = (props) => (

<div>

<input type="text" value={props.filters.text} onChange={(e) => {

props.dispatch(setTextFilter(e.target.value));

}}/>

</div>

);

const mapStateToProps = (state) => {

return {

filters: state.filters

};

};

export default connect(mapStateToProps)(ExpenseListFilters);

**Пример обработки клика**

Тут ничего фильтровать не надо, потому просто подключаем connect, который передает функцию dispatch по умолчанию. Остальные значения были вытащены из redux store в app.js и из цикла в другом файле, который передавал сразу весь обьект expenses. В этом примере он сразу деструктуризирован

Цикл из компонента **ExpensesList**, который добавляет в props все свойства из expense

{props.expenses.map((expense, i , arr) => {

return <ExpenseListItem key={expense.id} {...expense}/>

})}

Код самого файла **ExpenseListItem**

import React from 'react';

import {connect} from 'react-redux';

import {removeExpense} from '../actions/expenses';

const ExpenseListItem = ({description, amount, createdAt, dispatch, id}) => (

<div>

<h3>{description}</h3>

<p>{amount} - {createdAt}</p>

<button onClick={(e) => dispatch(removeExpense({id})) }>

Remove

</button>

</div>

);

export default connect()(ExpenseListItem);

## КАЛЕНДАРИК AIRBNB - REACT-DATES

<https://github.com/airbnb/react-dates>

**react-dates** - календарь для работы с датами, передает внутри обьект из библиотеки moment и работает с ним, потому так же нужно заинсталлить ее

На реакте 16 инсталляция немного запутана. Нужно заинсталлить несколько зависимостей. Сначала инсталлим саму библиотеку и ее зависимости. Для сбора даты будем moment.js

yarn add moment react-dates react-addons-shallow-compare

Теперь нужно заинсталлить приколы для babel. Прописывать в .babelrc их не нужно! будут ошибки

yarn add babel-plugin-inline-react-svg babel-plugin-transform-replace-object-assign

yarn add babel-preset-airbnb

В файле самого компонента (**ExpenseForm.js**) нужно импортировать initialize, иначе будет ошибка в стилях:

import React from 'react';

import moment from 'moment';

import {SingleDatePicker} from 'react-dates';

import 'react-dates/initialize';

import 'react-dates/lib/css/\_datepicker.css';

# ТЕСТИРОВАНИЕ REACT + REDUX

## БАЗОВЫЙ ПРИМЕР

Тесты проводятся с использованием Jest <https://facebook.github.io/jest/>

Эта библиотека уже содержит встроенный expect, потому дополнительно его инсталлить не надо

yarn add jest

В **package.json** дописываем:

"scripts": {

"dev-server": "webpack-dev-server",

"test": "jest"

},

По умолчанию тесты запускаются на все файлы, имя которых оканчивается на test.js. Потому создаем отдельную директорию tests, куда добавляем например файл **add.test.js**:

const add = (a, b) => a + b;

test('should add two numbers', () => {

const result = add(3, 4);

expect(result).toBe(7);

})

После этого тесты можно запускать через

yarn test

Запуск в режиме наблюдателя

Можно как дописать в **package.json** ("test": "jest --watch"), так и указать в командной строке. Лучше через командную строку, тк нет необходимости запускать наблюдателя, если приложение тестируется например перед коммитом.

yarn test --watch

На винде была ошибка, в багтрекере подсказали, что можно запускать через

yarn test --watchAll

## ТЕСТИРОВАНИЕ КОМПОНЕНТОВ

Тестирование компонентов реакт происходит благодаря библиотеке **react-test-renderer** и **enzyme**

yarn add react-test-renderer

Библиотека дает два метода тестирования shallow и fullDOM. Отличие в том, что shallow можно использовать только на 1 компоненте, а для цепочки компонентов подходит fullDOM

## ВАРИАНТ 1: REACT-TEST-RENDERER TESTING

Это очень простая библиотека с несколькими методами.

Для того, что бы оттестировать элемент, используются снимки (snapshot) состояний компонента в том виде, в котором они должны быть если все хорошо. Для снимков используется метод библиотеки Jest - toMatchSnapshot. При первом запуске тестов создаются снимки компонентов и помещаются той же директории

import React from 'react';

import ReactShallowRenderer from 'react-test-renderer/shallow';

import Header from '../../components/Header';

test('should render Header correctly', () => {

const renderer = new ReactShallowRenderer();

renderer.render(<Header/>);

expect(renderer.getRenderOutput()).toMatchSnapshot();

console.log(renderer.getRenderOutput());

});

getRenderOutput - отображает объект со свойствами

toMatchSnapshot - создает \ сравнивает снимки компонента в памяти с текущим

ы

Теперь, если изменить компонент будет ошибка. Что бы подтвердить изменения и убрать ошибку, нужно нажать 'u'

## ВАРИАНТ 2: ENZYME TESTING

<http://airbnb.io/enzyme/>

В отличии от react-test-renderer, более сложная библиотека от airbnb для тестирования компонентов

enzyme - сама библиотека

adapter - необходим для включения react v16 фич

raf - request animation frame - для того что бы тестирование было таким, как это видит браузер

enzyme-to-json - выводит в snapshot только нужную инфу по компоненту

yarn add enzyme enzyme-adapter-react-16 raf enzyme-to-json

После этого создадим **в корне директории для тестов** конфигурационный файл **setupTests.js**

import Enzyme from 'enzyme';

import Adapter from 'enzyme-adapter-react-16';

Enzyme.configure({

adapter: new Adapter()

});

После этого необходимо **в директории проекта** создать файл **jest.config.json**, который подгрузит перед началом тестов необходимые файлы:

{

"setupFiles": [

"raf/polyfill",

"<rootDir>/src/tests/setupTests.js"

],

"snapshotSerializers": ["enzyme-to-json/serializer"]

}

Теперь нужно указать в **package.json** для jest, что бы он подгружал этот конфигурационный файл при запуске. Меняем скрипт "test" на следующее:

"scripts": {

"test": "jest --config=jest.config.json"

},

Теперь можно приступать к тестированию

import React from 'react';

import {shallow} from 'enzyme';

import Header from '../../components/Header';

test('should render Header correctly', () => {

const wrapper = shallow(<Header />);

enzyme-to-json expect(wrapper).toMatchSnapshot();

expect(wrapper.find('h1').length).toBe(1);

expect(wrapper.find('h1').text()).toBe('Expensify');

});

Похоже на jQuery. Документация: <http://airbnb.io/enzyme/docs/api/>

## ТЕСТИРОВАНИЕ ДИНАМЕЧЕСКИХ КОМПОНЕНТОВ ЧЕРЕЗ ENZYME

Поскольку в Enzyme не нужно подключать реальный store, для начала те компоненты, которые эспортировались по умолчанию только как connect(mapStateToProps)(component) экспортировать так же как именнованые. Это нужно, что бы можно было их непосредственно импортировать в файл тестов:

export const Component = (props) => (

<div>Test</div>

);

const mapStateToProps = ...;

export default connect(mapStateToProps)(Component);

**Пример тестинга евета**, показ\сокрытие сообщения об ошибке, если форма заполнена неправильно:

test('should render error for invalid from submission', () => {

const wrapper = shallow(<ExpenseForm />);

expect(wrapper).toMatchSnapshot();

wrapper.find('form').simulate('submit', {

preventDefault: () => {}

});

expect(wrapper.state('error').length).toBeGreaterThan(0);

expect(wrapper).toMatchSnapshot();

});

Snapshot'ов может быть сколько угодно, в соответствующем файле в папке snapshots они будут перечислены порядковыми номерами. В данном случае мы:

1. сначала проверям, что в форме не отображается сообщения об ошибке
2. сабмитаем форму без данных
3. проверяем, что сообщения об ошибке появилось

## MOCKING UP THE 3RD-PARTY LIBRARIES

Иногда нужно подменить подключаемые библиотеки для тестов, например moment.js, для того, что бы даты в сравниваемых объектах были одинаковы.

Для этого рядом с файлом, где предполагается использовать подмену, создается файл **\_\_mocks\_\_,** куда складываются все файлы с измененными библиотеками.

const moment = require.requireActual('moment');

export default (timestamp = 0) => {

return moment(timestamp);

}

## ТЕСТИРОВАНИЕ C MOCK

Описание методов обычно начинается с .toHaveBeen...

<https://facebook.github.io/jest/docs/en/expect.html>

Бываю случаи, когда нужно оттестировать, какие данные передаются в функцию, например:

onSubmit = (e) => {

e.preventDefault();

if (!this.state.description || !this.state.amount) {

this.setState(() => ({error: 'Please provide description and amount'}));

} else {

this.setState(() => ({error: ''}));

this.props.onSubmit({

description: this.state.description,

amount: parseFloat(this.state.amount, 10) \* 100,

createdAt: this.state.createdAt.valueOf(),

note: this.state.note

})

}

};

render() {

return (

<form onSubmit={this.onSubmit}>

...

Это нужно, когда функция оработчик вызывается из родительского элемента

<ExpenseForm

onSubmit={(expense) => {

props.dispatch(addExpense(expense));

props.history.push('/');

}}

**Базовый пример**

Jest имеет несколько методов для тестирования как передается спай и с какими аргументами

test('should call onSubmit prop for valid form submission',() => {

const onSubmitSpy = jest.fn();

onSubmitSpy('Mike', 'Jen');

expect(onSubmitSpy).toHaveBeenCalledWith('Mike', 'Jen');

});

# ПОДКЛЮЧЕНИЕ FIREBASE К REDUX

Для начала надо установить redux-thunk, который позволяет передавать в actions функции

yarn add redux-thunk

Сделаем файл подключения к БД **src/firebase/firebase.js**. Настройки можно найти в Rules на сайте Firebase, сюда только подставить значения. Экспортируем 2 переменных - firebase для того, что бы были доступны другие его методы и database для операций с самой базой данных

import \* as firebase from 'firebase';

const config = {

apiKey: "AIzaSyCVJC43rOE3hlgUid3JzzL3-4uZs17ItJs",

authDomain: "expensify-b01a1.firebaseapp.com",

databaseURL: "https://expensify-b01a1.firebaseio.com",

projectId: "expensify-b01a1",

storageBucket: "expensify-b01a1.appspot.com",

messagingSenderId: "183776196657"

};

firebase.initializeApp(config);

const database = firebase.database();

export {firebase, database as default};

Подключим БД к redux store в **src/store/configureStore/js.**

applyMiddleware необходим для подключения middlware

compose - фоллбек если среда не поддерживает основной метод

composeEnhancers(applyMiddleware(thunk)) - нужно для того, что бы в dev tools в браузере нормально отображалась структура redux:

import {createStore, combineReducers, applyMiddleware, compose} from 'redux';

import thunk from 'redux-thunk';

import expensesReducer from '../reducers/expenses';

import filtersReducer from '../reducers/filters';

// for browser dev tools support firebase

const composeEnhancers = window.\_\_REDUX\_DEVTOOLS\_EXTENSION\_COMPOSE\_\_ || compose;

export default () => {

const store = createStore(combineReducers({

expenses: expensesReducer,

filters: filtersReducer,

}),

// for browser dev tools support firebase

composeEnhancers(applyMiddleware(thunk))

// window.\_\_REDUX\_DEVTOOLS\_EXTENSION\_\_ && window.\_\_REDUX\_DEVTOOLS\_EXTENSION\_\_()

);

return store;

}

После этого можно переделать например метод **addExpense.** В организационной структуре react-redux не принято выносить логику работы с базой данных в компоненты, потому править будем только actions: **actions/expenses.js**

// Add expense action

export const addExpense = (expense) => ({

type: 'ADD\_EXPENSE',

expense

});

export const startAddExpense = (expenseData = {}) => {

return (dispatch) => {

// destructuring properties from expenseData

// const for every name in obj (const description = ''; const note = '')

const {description = '', note = '', amount = 0, createdAt = 0} = expenseData;

const expense = {description, note, amount, createdAt};

// push into Firebase and get back generated ID of expense

database.ref('expenses').push(expense).then((ref) => {

// dispatch expense into redux store by passing an expense into addExpense

dispatch(addExpense({id: ref.key, ...expense}))

})

};

};

После этого, во всех методах следует заменить addExpense на startAddExpense. По сути он подменяет addExpense, задает дефолтные настройки для обьекта expense, пушит обьект в БД и передает результат уже с сгенерированным ID в dispatch внутри функции addExpense, которая сначала вызывается, возвращая нужный обьект

## ТЕСТИРОВАНИЕ С УЧЕТОМ ИСПОЛЬЗОВАНИЯ БАЗЫ ДАННЫХ

Для того, что бы подменить хранилище redux, используем mock версию. <http://arnaudbenard.com/redux-mock-store> . Заинсталлим:

yarn add redux-mock-store

Проверять результат будем на промиссах, потому нужно что бы промиссы возвращали промисс для последующей цепочки. Для этого нужно добавить return в функцию, которую создали выше, **actions/expenses.js** - > startAddExpense

return database.ref('expenses').push(expense).then((ref) => {

dispatch(addExpense({id: ref.key, ...expense}))

});

После этого создаим test функцию в файле **tests\actions\expenses.test.js**

**done()** необходимо передавать, что бы тест знал, когда проверять expect, иначе будет постоянный success

**createMockStore()** создает фейковое хранилище со всеми методами, как и у обычного, только результат передает в resolve промисса

import configureMockStore from 'redux-mock-store';

import thunk from 'redux-thunk';

import {startAddExpense, addExpense} from '../../actions/expenses';

import expenses from '../fixtures/expenses';

import database from '../../firebase/firebase';

test('should add expense with defaults to database and store', (done) => {

const store = createMockStore();

const defaultExpense = {description: '', note: '', amount: 0, createdAt: 0};

store.dispatch(startAddExpense({})).then(() => {

const actions = store.getActions();

expect(actions[0]).toEqual({

type: 'ADD\_EXPENSE',

expense: {id: expect.any(String), ...defaultExpense}

});

return database.ref(`expenses/${actions[0].expense.id}`).once('value');

}).then((snapshot) => {

expect(snapshot.val()).toEqual(defaultExpense);

done();

})

});

## ПОДКЛЮЧЕНИЕ ТЕСТОВОЙ БД

Для того, что бы подключить тестовую БД вместо настоящей, для начала надо установить общее тестовое окружение (process.env.NODE\_ENV). Так, в package.json можно было бы прописать, что тесты запускаются при этом тестовом окружении, и в зависимости от значения это переменной, подставлять разные конфигурационные настройки, в том числе и в firebase.js. Кросс-ОС способа поставить окружения нет, потому заинсталлим вспомогательный модуль <https://www.npmjs.com/package/cross-env>

yarn add --dev cross-env

После этого изменим тестовый скрипт в **package.json**

"scripts": {

"test": "cross-env NODE\_ENV=test jest --config=jest.config.json"

},

Обычно настроечные файлы с секретной информацией не коммитятся, потому создаются отдельные файлы в корне проекта, куда все это выносится

Создадим в корне проекта 2 файла: .env.development и .env.test

В **.env.development** выносим все настройки из firebase.js в таком формате (без кавычек!)

FIREBASE\_API\_KEY=AIzaSyCVJC43rOE3hlgUid3JzzL3-4uZs17ItJs

FIREBASE\_AUTH\_DOMAIN=expensify-b01a1.firebaseapp.com

FIREBASE\_DATABASE\_URL=https://expensify-b01a1.firebaseio.com

FIREBASE\_PROJECT\_ID=expensify-b01a1

FIREBASE\_STORAGE\_BUCKET=expensify-b01a1.appspot.com

FIREBASE\_MESSAGING\_SENDER\_ID=183776196657

Создаем новый проект в браузере для Firebase, выставляем все права в true, копируем конфиг настройки и в **.env.test** в таком же формате подставляем новые значения

Для того, что бы парсить и читать этот файл есть npm модуль dotenv, инсталлим:

yarn add --dev dotenv

После этого в **webpack.config.**js добавим переменную окружения и будем читать настройки. Так же, нужно передавать эти ключи на строну клиента, если клиент напрямую работает с БД. Всю переменную целиком передавать не надо в целях безопасности, потому передадим только этих 6 ключей. Для этого используем встроенный в webpack метод DefinePlugin. Каждую переменную можно обернуть в JSON.stringify что бы создавалась строка в строке:

const path = require('path');

const ExtractTextPlugin = require('extract-text-webpack-plugin');

const webpack = require('webpack');

process.env.NODE\_ENV = process.env.NODE\_ENV || 'development';

if(process.env.NODE\_ENV === 'test'){

require('dotenv').config({ path: '.env.test' });

} else if(process.env.NODE\_ENV === 'development') {

require('dotenv').config({ path: '.env.development' });

}

module.exports = (environment) => {

const isProduction = environment === 'production';

const CSSExtract = new ExtractTextPlugin('styles.css');

return {

entry: "./src/app.js",

output: {

path: path.join(\_\_dirname, 'public', 'dist'),

filename: "bundle.js"

},

module: {

rules: [{

loader: 'babel-loader',

test: /\.js$/,

exclude: /node-modules/

}, {

test: /\.s?css$/,

use: CSSExtract.extract({

use: [

{

loader: 'css-loader',

options: {sourceMap: true}

},

{

loader: 'sass-loader',

options: {sourceMap: true}

}

]

})

}]

},

plugins: [

CSSExtract,

new webpack.DefinePlugin({

'process.env.FIREBASE\_API\_KEY':

JSON.stringify(process.env.FIREBASE\_API\_KEY),

'process.env.FIREBASE\_AUTH\_DOMAIN':

JSON.stringify(process.env.FIREBASE\_AUTH\_DOMAIN),

'process.env.FIREBASE\_DATABASE\_URL':

JSON.stringify(process.env.FIREBASE\_DATABASE\_URL),

'process.env.FIREBASE\_PROJECT\_ID':

JSON.stringify(process.env.FIREBASE\_PROJECT\_ID),

'process.env.FIREBASE\_STORAGE\_BUCKET':

JSON.stringify(process.env.FIREBASE\_STORAGE\_BUCKET),

'process.env.FIREBASE\_MESSAGING\_SENDER\_ID':

JSON.stringify(process.env.FIREBASE\_MESSAGING\_SENDER\_ID)

})

],

devtool: isProduction ? 'source-map' : 'inline-source-map',

devServer: {

contentBase: path.join(\_\_dirname, 'public'),

historyApiFallback: true,

publicPath: '/dist/'

}

}

};

После этого нужно заменить в конфиге **src/firebase/firebase.js** захардкоженные значения значниями из переменной:

import \* as firebase from 'firebase';

const config = {

apiKey: process.env.FIREBASE\_API\_KEY,

authDomain: process.env.FIREBASE\_AUTH\_DOMAIN,

databaseURL: process.env.FIREBASE\_DATABASE\_URL,

projectId: process.env.FIREBASE\_PROJECT\_ID,

storageBucket: process.env.FIREBASE\_STORAGE\_BUCKET,

messagingSenderId: process.env.FIREBASE\_MESSAGING\_SENDER\_ID

};

firebase.initializeApp(config);

const database = firebase.database();

export {firebase, database as default};

Для тестов надо изменить так же файл созданный ранее **/tests/setupTests.js**

import Enzyme from 'enzyme';

import Adapter from 'enzyme-adapter-react-16';

import DotEnv from 'dotenv';

DotEnv.config({path: '.env.test'});

Enzyme.configure({

adapter: new Adapter()

});

Теперь добавим секретные файлы в **.gitignore** (в ебаном гите это не работает - иди нахуй сучара)

.idea/

node\_modules/

public/dist

.env.test

.env.development

## ДОБАВЛЕНИЕ ПРОДАКШН КОНФИГА ДЛЯ HEROKU

Все созданные выше переменные должна так же передаваться на heroku, это можно сделать с помощью командной строки

heroku config // посмотреть текущие переменные

heroku config:set KEY=value // установить переменную KEY

heroku config:unset KEY // удалить переменную KEY

Берем все переменные из .env.development и переносим в конфиг heroku:

heroku config:set FIREBASE\_API\_KEY=AIzaSyCVJC43rOE3hlgUid3JzzL3-4uZs17ItJs